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## Listed programs

The programs listed in the Appendix are given below. To allow them to be stored on disk each has also been given a shortened name to fulfil disk-name requirements.

| Program 1 | LOGIC GATES (LGCGATE) | These three programs teach (or test |
| :---: | :---: | :---: |
| Program 1A | LOGIC TEST (LGCTEST) | practically) the principles of Boolean |
| Program 2 | LOGIC TUTOR (LGCTUT) | microcomputer in solving logic |
| Program 3 | LOGIC MAKER (LGCMKR) | problems. They require a logic board connected to the user port, details of which are given in the text. |
| Program 4 | 6502 SIMULATION (MICSIM) | teaches the instruction set and mnemonic codes of the 6502 microprocessor. |
| Program 5 | STOPCLOCK (STPCLK) | measures time intervals with a visual display of the elapsed time in large digits |
| Program 6 | REACTION TIMER (REACT) | measures reaction times |

The next four programs require a digital input connected to bits 0 or 1 of the user port.

| Program 7 | FAST TIMER (FASTTMR) | measures time intervals in ten <br> microsecond units. |
| :--- | :--- | :--- |
| Program 8 | TSA METER (TSA) | measures time, speed and <br> acceleration. |
| Program 9 | CONSERVATION OF <br> MOMENTUM <br> (CONSMOM) | measures speeds of two colliding <br> trolleys, simultaneously if necessary. |
| Program 10 | SPEED-TIME PLOTTER <br> (SPTPLOT) | plots a speed-time or distance-time <br> graph. |

The next two programs demonstrate the use of separate gates to control timing.
Program 11 PULSE TIMER (PLSTMR) measures the length of a square pulse.
Program 12 FREQUENCY METER measures pulse frequency. (FREQMTR)

| Program 13 | PROGRAMMABLE |
| :--- | :--- |
|  | OSCILLATOR (PROGOSC) |


| Program 14 | CAPACITOR DISCHARGE <br> (CAPDIS) |
| :--- | :--- |

Program 15 FAST ADC (FASTADC)

Program 16 DIGITAL MULTIMETER (DIGMULT)
Program 17 CURRENT-VOLTAGE PLOTTER (IVPLOT)
Program 18 FOUR-CHANNEL CHART RECORDER (CHRTREC)
provides alternating voltages with changeable waveforms and frequencies. This program needs a digital to analogue converter connected to the user port. measures the voltage across a large capacitor as it discharges.
takes rapid readings of input voltages using a special converter.
displays voltage, current, power and resistance.
automatically plots I-V
characteristics.
displays four channels of voltage input and scrolls horizontally.

The remaining programs do not need interfaces. Their use is described in Chapter 1 and they are referred to throughout the text as examples.

| Program 19 | MECHANICS DRILL | (MECHDRL) |
| :--- | :--- | :--- |
| Program 20 | INTEGRATED SCIENCE TEST | (INSCTST) |
| Program 21 | RADIOACTIVE DECAY | (RANDECY) |
| Program 22 | SUM OF TWO DICE | (SUMDICE) |
| Program 23 | STANDING WAVES | (STWAVES) |
| Program 24 | WAVE SUPERPOSITION | (WAVESUP) |
| Program 25 | WAVE REFLECTION | (WAVREFL) |
| Program 26 | MOLECULAR MOTION | (MOLMOT) |
| Program 27 | BROWNIAN MOTION | (BRWNMOT) |
| Program 28 | GRAVITY | (GRAVITY) |
| Program 29 | RESONANCE | (RSNANCE) |
| Program 30 | PROJECTILES | (PROJECT) |
| Program 31 | NEWTON | (NEWTON) |
| Program 32 | RUTHERFORD | (RUTHFRD) |
| Program 33 | MASTERMIND | (MSTRMND) |
| Program 34 | ELEMENTS | (ELMENTS) |

Program 35 PILES
Program 36 FAST SCREEN TRANSFER
Program 37 DISASSEMBLER
(PILES)
(YESNO)
(DISASSM)

## Introduction

This book is a BBC microcomputer version of my previous book Microcomputers in Science Teaching, which was written mainly for PET and Apple users. The differences between these machines and the BBC microcomputer are such that a major rewrite has been necessary. That previous book was also not helpful to those who wished to develop their own interfaces for using the microcomputer in the laboratory, so 1 have tried to remedy this. These chapters assume some knowledge of basic electronics such as that found in Microelectronics (Hutchinson, 1984). To allow this book to be self-contained, some of the relevant ideas in Microelectronics have been repeated here.

To some extent this book is also a sequel to Microelectronics. That book concluded that the most sensible way to introduce students to microelectronics is through programming a microcomputer to control the environment. Accordingly a large part of this book considers the use of the BBC microcomputer in analogue and digital measurement and control.

To reduce the overall amount of material, I have tried to exclude things that are described in the BBC microcomputer user guide and I assume that readers are well acquainted with that manual. Throughout that book the author has drawn attention to areas where 'Space simply does not permit an adequate explanation...'. While not claiming that my explanations are adequate, I have attempted to fill in the gaps in the user guide to allow BBC microcomputer owners to get even more out of their machines.

I have concentrated mostly on those applications of the BBC microcomputer that are particularly relevant to science teachers. I have interpreted this term pretty widely and there is a great deal to interest teachers of engineering science, CDT and mathematics too. Most examples are taken from physics, but the principles they demonstrate apply to all subjects. This area is one of very rapid development and new ways of doing things are constantly being found. For this reason I have emphasized the principles involved as well as providing specific examples. Thirty-eight programs are listed in the Appendix and these are referred to in the text as examples of the points being made. In addition many other listings are included in the text to illustrate particular ideas. Note that these examples (which are also available on disk for readers who wish to save time) are not 'idiot-proof', that is they have not been tested and protected against pressing the wrong keys or entering the wrong information etc.

My programs are mainly intended to help BBC microcomputer users to write their own programs. The listings are utilities that can be developed by teachers for their own purposes. There are those who decry this attitude saying that we can't expect teachers to become program writers. Unfortunately, there is never enough money in education to pay for the programs that teachers want, which results in teachers having to write their own (or steal them from someone else). In any case program writing is well within the capabilities of the average science teacher (like learning to drive a car).

I often use the analogy of the motor car in this context. If you occasionally need travel from one part of the country to another in reasonable comfort, you may take taxi. This will be very expensive. Alternatively, you may learn to drive the car yourself. This will take time initially and is only worthwhile if you expect to do a lot of travelling. Likewise, if you only expect to use the microcomputer on a few rare occasions, or if you want pupils to use it without supervision, then, by all means, pay the extra and get crash-proof programs. But if you intend to make considerable use of the microcomputer, it is better to learn programming for yourself. Then you will be able to take control. You will not be afraid if a program crashes because you will know how to recover it, you will be able to adapt an unsatisfactory program to your own specification and you will pay very much less for programs.

The effort in writing programs is less in getting them to work than in making them absolutely idiot-proof. I appreciate that programs designed for use by novices must have this protection built into them. If this is an important criterion for you, then you will be quite happy to pay for someone to create the program for you. But if you have the ability to write your own programs and therefore the ability to recover from a crash, you will not be so happy at having to pay extra for someone else's lack of competence. Also, you will want the ability to stop programs, list them and alter them to your own requirements and commercial programs generally prevent this. One way of overcoming this 'protection' racket is by writing your own programs and making them available to others.

In support of this precept my programs are presented so that you will be able to modify them for your own applications. If they were locked up on a no-copy disk, the benefit that they could give would be more limited. I hope that anyone else making use of these programs will have the same attitude and will acknowledge authorship in the traditional way.

## 1 The new resource

'Where shall I begin, please your Majesty?'<br>(Lewis Carroll, Alice's Adventures in Wonderland)

One of the unfortunate results of the history of computing is that most people still regard it as a branch of mathematics. A common response to the call to learn programming is, 'I'm no good at maths'. This is a mistake since there is no longer much relationship between mathematics and computing. For science teachers, the microcomputer is much more a new piece of educational technology than a super calculating machine. Its use is not confined to the mathematics department nor to a computing department. This chapter explores the possible applications of the microcomputer in science teaching.

To emphasize the difference between the traditional computer and its modern counterpart the new phrase 'information technology' has been invented. The modern microcomputer is mainly concerned with collecting, processing and presenting information. The machine should therefore appeal instantly to the teacher, whose task it is to disseminate information in its widest sense.

There are several aspects of such 'presentation'. First of all, the microcomputer can be used to display a page of text on its television screen (or VDU). The information could also include a set of figures or a list of names in columns. Alternatively, the information could be presented graphically (i.e. as a diagram or picture or graph) or by an animation or moving picture. This is where the video screen has an immediate advantage over the blackboard or OHP , since animation is not available on the latter. The microcomputer is thus a textbook, blackboard, slide projector and film loop all together in one instrument. It is not restricted to use by individuals, there are several ways in which it can be used with quite large groups. In this case the display is unlikely to be just text, because this cannot be read from a distance (although there are ways of displaying a few words at a time in large letters). More likely it is a picture or an animation that is being presented for all to see, but with the added advantage of interaction. At any stage during a demonstration the students can be asked to suggest how the parameters should be changed. A discussion can then take place as to the likely effects of this change upon the phenomenon being investigated. The changes may then be made to check on the predictions. The general name for this application is electronic blackboard, where the microcomputer is used by the teacher in front of the whole class.

The microcomputer is also a powerful tool for helping small groups of pupils. Until class sets of microcomputers become available, it is envisaged that this application will be confined to use by students in a station's laboratory (where there are a number of workstations and the students move from one to the other). The microcomputer can thus be used by small groups for short periods of time within a lesson. Alternatively, students
might use the computer in a library or resource centre. I use the generic term computer assisted learning or CAL for this application.

At the other end of this spectrum the microcomputer can be used by one individual pupil working alone. The program being used might be simple drill and practice or a tutorial or the microcomputer might be controlling a complete programme of work, adjusting the level of presentation to the particular abilities of each individual pupil.
One reason why microcomputers have suddenly become important is because they make the dream of individualized learning a reality. The difficulties of managing the workcards and the tests etc. that are needed in the self-paced learning situation are overcome if they are presented by the microcomputer. New material can be written on the screen for the student to read and answer questions about. If the student is correct, then some other material can be presented, but a wrong answer causes the microcomputer to behave differently, either by presenting the question again or by branching to a remedial teaching loop. It is this ability to react differently to different situations that makes the microcomputer more powerful than any other resource we have had before. The interaction between the user and the microcomputer creates possibilities for monitoring the teaching process much more efficiently than hitherto. The process of instruction can be halted frequently to check that the student is still following. This is something that every teacher tries to do but cannot achieve in the conventional way for each individual student. Given these facilities, the microcomputer's role in programmed learning is obvious.

Scientists have an application of microcomputers that is peculiar to their discipline - its use as a powerful laboratory instrument. We have already reached the stage, where no physics laboratory is complete without a microcomputer, and I think that this situation will soon apply in other areas. With suitable transducers and interfaces the computer is fast becoming the only equipment in some industrial laboratories. I do not think that this will happen in schools, but they do need to mirror the real world to some extent. The BBC microcomputer may be used to measure almost any physical quantity desired. At a rough estimate its use in this way can save up to a thousand pounds worth of alternative apparatus, as well as enabling some hitherto unmeasurable quantities (like acceleration) to be displayed. This is my own favourite use of the microcomputer and much of this book is devoted to it.

Inside every microcomputer is an incredibly powerful device called a microprocessor. By talking to this device, new horizons can be opened up, especially for animated diagrams and for using the microcomputer as a laboratory instrument. Because this is a new idea for most teachers it is presented in Chapter 6 as a microcomputer simulation and tutorial, providing a step by step approach to the principles of assembly language programming. This is intended not only to explain microprocessor instructions, but also to demonstrate the advantages of a computer simulation. Readers who follow this through might care to reflect on how this way of visually presenting a new topic could be transferred to teaching in other areas, for example, the operation of a nuclear power station or the electrics of a motor car. Outside the classroom the microcomputer could take over the role of keeping records, in the same way that bigger computers have been doing in commerce for some time. As
might be expected, a great deal of research and development has already been done in this area, and there is little point in any individual teacher doing it all again. There are several projects under way on the development of administration packages for schools and, before very long, these will become generally available. These will not only include student records, timetabling, equipment records, library loans, etc. but also there will be complete packages for marks processing and assessment. Even if no other part of the school is affected by microcomputers, the school office certainly will be.

Under this heading too I consider the use of a microcomputer as a word processor or text editor to be very exciting. Readers of my previous book Microcomputers in Science Teaching will note how parts of it have been used in this book too. It was a simple matter to call up the text of that book onto the screen, to select the parts required, alter them and save them once more on disk. There are several such word processors available for the BBC microcomputer and their use more than repays their cost. Teachers who prepare their own worksheets will find that their productivity increases by a factor of three or four at least. There is an even bigger saving of time for one-fingered typists like me.

Let us now explore some of these ideas in more detail with particular examples to illustrate the principles discussed. Note that these examples (which are listed in the Appendix and are also available on disk for readers who wish to save time) are not thoroughly tested programmes, guaranteed to work with even the most stupid of users. They are examples only of the sort of things that can be done with microcomputers. Nevertheless, they have been tried and they do work and provided the user has a moderate understanding of programming, they will produce no problems.

## Specific examples

## Testing

A common use of microcomputers in schools is testing. This means not so much the end-of-term examination as the routine question-and-answer sessions, with which teachers attempt to reinforce learning. Because time does not permit the conventional method to be used on an individual basis, not all children benefit from it. Indeed, the public nature of the responses often causes pupils to adopt strategies for avoiding an answer. If a child remains dumb for long enough, most teachers will direct the question elsewhere. The microcomputer can be viewed as a resource for handling question-and-answer sessions.

At the simplest level are numerical tests; the microcomputer is perfectly capable of setting its own arithmetic questions and working out the answers for itself. MECHANICS DRILL (program 19) illustrates this application. It would be relatively easy to adjust the number range and the difficulty of programs like this to suit the user. For practical purposes this program needs to be improved in several ways. Where is the power of the microcomputer being used? There are no diagrams or pictures or animations. INTEGRATED SCIENCE TEST (20) shows what can be done in this area. In this program the number of correct and wrong answers may be counted, so that a final score can be given. It is also useful to note which questions the student gets wrong in case this reveals the source of the ignorance. A properly structured test would be written for

Question 1


A bulb gives out light energy when it is switched on. It also gives out another kind of
energy. Which one?
f Heat energy
B Chemical energy
C Movement energy
D Potential energy
E Electrical energy
Press ONE of the letters $A, B, C$, $D$ or $E$

Plate 1 Integrated science test

```
Ruestion 3
```



What kind of energy does the engine give to the van?

Sorry, BOB
that is not right.
The engine makes the van move along.

Press SPRCE to try again.

Plate 2 Remedial response for a wrong answer
this purpose anyway. A way of doing this can be seen in the score routines of INTEGRATED SCIENCE TEST.

A particularly powerful use of the microcomputer is to allow the student to ask for help, if the offered problem proves too difficult. This could be automatically given after, say, three attempts, or it could be available upon pressing key H. After the first few questions, it is a little wearisome to a student to be given exactly the same 'Well done!' response each time. No teacher would do this, so why should we accept a lower standard from the microcomputer? It is not difficult to create a whole range of responses in an array, and to pick one out at random. Also, thought should be given to more dramatic ways of responding. Arcade invaders leap about with delight, when they score a hit on the defenders, why can't the same graphics be used in education? As a suggestion FAST SCREEN TRANSFER (program 36) illustrates how this might be done by flashing words onto the screen in rapid succession. This could be incorporated into a test program to indicate whether the student has got the right or wrong answer. The most exciting thing about test examples presented via the microcomputer is that children tend to treat them more as a game. They aim to 'beat the computer' or to 'do better than last time'.

INTEGRATED SCIENCE TEST illustrates several of the basic principles of using multiple choice items. This program can be used as the framework for any other multiplechoice test. The items are kept separate from the main program, which handles all keyboard inputs and scores etc. The question numbers, clues and correct responses are passed to procedures as parameters. Scoring is a separate procedure and the final


Plate 3 Reinforcement of correct response

## The BBC microcomputer in science teaching

presentation of the results is also self-contained. Note the way that graphics have been included with each item. These are not essential in all cases, but they do increase motivation. The longer test, from which these items were taken, was the one that made me realize the power of the microcomputer. Some children ran the test again and again to see if they could get full marks. I have never noticed this in a traditional school test. This area is also known as drill-and-practice. The microcomputer is programmed to ask the questions and to monitor the responses. To do this there has to be some way for the user and the microcomputer to interact with the user, an aspect which is covered in the next chapter.

## Simulations

Almost any phenomenon, model or experiment can be imitated or simulated by the computer. Some programs of this type give tables of numbers as results, while others give graphs or animations. GRAVITY (program 28) is an example of the former and the remaining simulations show the use of graphics.

Computer simulations are most useful where the real experiment is impossible (negative gravity?) or very difficult to perform satisfactorily (Millikan's experiment?) or not accessible (behaviour of an atomic pile?). I do not think that students should carry out computer simulations of experiments, where the practical experiment itself could be performed. A microcomputer could be used to demonstrate, for example, how to titrate an acid against an alkali. One could press keys to allow the acid to drip in and, with highresolution colour graphics, could produce a superb effect of the indicator changing colour. A meter could be displayed also to indicate the current pH as the acid is added. As an introduction only, this could be very useful for showing the student what steps were involved. The only objection to this would be if it replaced the actual experiment.

There is also another danger in simulation experiments, of implying that one is actually observing nature. Students may come to think that the characters moving around the screen are behaving just like molecules in a real gas. This cannot be true, because we have no notion of what the molecules of a real gas are actually doing. We can make observations and draw conclusions about their behaviour and then produce simulations that appear to produce the same behaviour. But that does not mean that the gas molecules are like the particles on the screen. The students are really being encouraged to 'discover' our model of the behaviour of the molecules, which is the reason why the simulation experiments must be integrated with experiments on the real world, so that our theories about its behaviour can be tested.

Programs 21 to 32 are straightforward simulations of physical events, some of which make use of machine code graphics to achieve the necessary speed. The calculations needed to keep 256 particles continuously moving at once are quite beyond the capabilities of BASIC. RADIOACTIVE DECAY (21) is a simulation of the decay of radioactive particles using the RND function of the BBC microcomputer. A graph of the number of nuclei remaining after each time interval is displayed. Each nucleus that decays emits a click, thus giving an audible record of the rate of decay at any instant. The aim of the simulation might be for students to discover about half-life from a series of runs, but a teacher might wish to use it for a different purpose instead. For example, it
could be used in comparison with CAPACITOR DISCHARGE (14) and students asked why the results are so similar from such different physical starting points. Alternatively, it could be incorporated into a CAL package and the student instructed to make certain observations.

SUM OF TWO DICE (22) is another example of the use of the random number generator to simulate the shaking of two dice. The program adds the dice together and displays the number produced each time. This program illustrates the graphics capabilities of the BBC microcomputer in displaying a bar chart, while at the same time continuously updating it.

The next programs are simulations designed to get across ideas of the behaviour of waves. STANDING WAVES (23) shows what happens when two waves travelling in opposite directions interfere to produce standing waves. WAVE SUPERPOSITION (24) is designed to explain the relationships between speed, frequency, wavelength and also to demonstrate the nature of a transverse wave. The amplitude, frequency and relative phase between two waves may be altered and the production of beats between two waves of different frequency demonstrated. Classical interference between two waves that only differ in phase may also be shown.

The way that the microcomputer is used to obtain these effects is discussed in detail in Chapter 7. Basically, they use machine code plotting or scrolling routines. Another application of the same technique is to keep a record of the positions of dots on the screen and so to move them around under the control of certain laws. In WAVE REFLECTION (25) this method is used to simulate the behaviour of water waves in a ripple tank, where the water waves are themselves imitating the behaviour of light waves as they meet a reflecting barrier.

The next program also uses this directed motion technique. Graphics characters are directed across the screen in straight lines, and they bounce off the walls simulating the behaviour of molecules. MOLECULAR MOTION (26) demonstrates what happens to gas molecules at different temperatures. Here a sound routine is used to demonstrate how the number of collisions with the walls of the container is dependent both upon the number of molecules and the temperature of the gas.

Similar routines in a high-resolution mode enable the behaviour of smoke particles to be simulated. Pupils look at a Whitley Bay smoke cell through a microscope but have no idea what they are supposed to see. BROWNIAN MOTION (27) directs their attention to the essentials so that they may then observe properly. No one is suggesting that the simulation should replace the practical experiment, it is only another weapon in the teacher's armoury.

## Computer assisted learning

This area has many names depending upon whether it is emphasizing what the program is doing (instruction) or what the student is supposed to be doing (learning). I shall ignore the fine distinctions involved, while still using the general term or CAL, for short. The above discussion of drill-and-practice inevitably leads onto the use of the microcomputer for CAL. INTEGRATED SCIENCE TEST moves some way towards it, since that program replies to each response with a statement about why the chosen answer is correct
or wrong. It is clearly possible to integrate such testing with the teaching of new material in the same way. The idea is to present the topic and then ask questions to establish whether the student understands. Then, if it becomes clear that the student does not understand, remedial action can be undertaken.

A program that does this is termed a tutorial and there are many in circulation. The most common are self-instructional tutorials in BASIC programming. Most students, particularly of those subjects which lend themselves to linear progression, such as mathematics and computing, find such tutorials useful. They may even prefer them to traditional classroom methods, because of the immediacy of the feedback and the fact that they can learn at their own pace. Programs like this are not difficult to write, but they should use the full range of interaction, reinforcement and, of course, graphics that is available. Several author languages, like PILOT, exist to aid writers of CAL programs, but these can be too restrictive. They were not developed with microcomputers in mind and may need special adaptation to allow an author to incorporate graphics or other special techniques.

There is, though, a great deal more to CAL than is implied above. To begin with, there is a clear distinction between teaching and telling. Too many of the self-teaching packages that have been published so far, fall into the latter category. What is involved in producing a good CAL package?

There are two broad categories of CAL programs, one of which favours a structured approach to learning and the other a more open-ended approach. The former is based on programmed learning theory, which may be summarized as follows:

1 The main objectives of the topics to be learned are specified, in terms of observable outcomes, as precisely as possible. Not the 'student should understand something about molecular weight', but specifics, like 'given a list of chemical compounds and a table of the atomic masses of the elements, the student should be able to calculate the corresponding, molecular masses for at least seven out of ten of them'.
2 The objectives should then be listed in hierarchical order, in the sense that each objective earlier in the list should not be dependent upon objectives that come later. For example, the following objective should be attained before the one stated above: 'given a list of chemical compounds, the student should be able to write out the corresponding chemical formulae for at least eight out of ten of them'.
3 The next step is to arrange the objectives into a learning sequence. Teachers tend to do this automatically, so they usually find no difficulty here. The difference with programmed learning is the attempt to ensure mastery of the earlier objectives before the later ones are tackled. One of the difficulties of traditional classroom teaching has been the insistence that all pupils should progress at the same rate. Thus pupils who had a particular learning difficulty, might never acquire later objectives, not because they were unable to, but because they never quite mastered the earlier ones. This is why the objectives above are criterion referenced. Students do not just have to get higher marks than average, they actually have to attain the external standard set by the objectives.
4 The learning sequence is then turned into a series of lessons, using appropriate
teaching strategies for each objective. At certain stages throughout the sequence, tests have to be devised to see whether a student is ready to proceed to the next objective. These diagnostic tests are not stored up for the students' end-of-term grades, their purpose is to inform the student of his or her mastery of each particular objective.
5 Finally the package needs to be tested on a sample of students similar to those who will ultimately use it. Any or all of the preceding stages may have to be modified in the light of this experience.

A CAL package is thus not just something that any knowledgeable person can write down in an evening. Estimates vary as to the length of time needed, but a good average figure is that 100 hours of development time must be devoted to produce material to keep a student occupied for one hour. So, an expert programmer could put a year's full-time work into a CAL package to keep a class occupied for one week! The failure of programmed learning in the past has not necessarily been that it doesn't work, but that there were not enough people around to write the packages. This position has not changed with the introduction of microcomputers. It requires a massive effort to produce good software.

Even then there are hardware problems to be overcome. With graphics and animations, a complete teaching package which could adapt its teaching to the individual needs of its students could not be run with a cassette system for program loading. A disk system is essential.

Should teachers, therefore, give up the whole idea of CAL? I do not think so, because it can never come unless there is a substantial number of teachers who have experience of it. But I think that this is a task for a properly funded team of writers, not individuals. Unfortunately, the ease with which software can be copied is likely to deter commercial organizations from being interested.

Teachers, or better still a group of teachers, could begin by taking some topic that is particularly suited to a programmed learning approach; one that is linear in structure, will fit into the video text method of presentation and where it is easy to write the objectives. The commonest fault is to attempt too much, so that insufficient time is spent in ensuring the mastery of each component part. After writing it, several trial runs with students (and not just the school' s computer addicts) should be made with the teacher in attendance. They should be challenged to 'crash the program' if they can. All problems discovered by them should be noted and rectified. Only then should it be placed on the market; it should not be the end users who have to debug the programs!

There is one powerful reason for not spending a great deal of effort at the moment on CAL (apart from the fact that few schools possess a class-full of microcomputers) and that is the technology is changing fast. Within a few years the video disk will be used to present the graphics, text, tests and other items that currently have to be put into a CAL program. In future the microcomputer will become much more of a manager, calling up from the disk the current lesson and also having previous lessons available for remedial review. With a single video disk holding the equivalent of several hundred floppy disks of information, CAL will no longer be a dream.

## Discovery learning

The other way of using the microcomputer to teach is, in my opinion, much more exciting than CAL anyway. It is also less likely to be superseded when the video disk arrives. This is its use in open-ended investigation. Instead of the computer asking the student, student interrogates the computer. Already several data-base programs exist (e.g. MICROQUERY) to allow students to obtain information by typing certain keyword into the computer. In biology this promises to be very useful since a student can then carry out a search without being forced into a particular direction by a CAL program. At a simpler level many programs can be developed that allow the student to determine what he or she would like to know.

Imagine that you wanted to teach a student about the properties of waves using a Nuffieldtype ripple tank. This could be done by direct instruction, with the teacher pointing out the essential details. Or it could be left to the student to discover the principles for himself or herself. My experience is, however, that pupils cannot see the waves because they do not know what to look at. WAVE REFLECTION (25) strips away the inessentials and allows the pupil to concentrate on the features that are important. The student may alter the angle at which the waves strike the barrier and then see if the same results occur with the real waves. This approach does not teach directly, but it does point the student along a particular path. There is no guarantee that learning will take place. But all our experience indicates that if it does, then the student will not just have
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learned the facts, he or she will also have gained an insight that could transfer to other properties of waves too.

Most of the simulation programs listed were originally devised for this purpose. They illustrate the principles of discovery learning quite clearly, but their use is not restricted to it. The versatility of the microcomputer ensures that a program can be used for many different purposes, only a few minutes of adaptation being required.

## Number-crunching

A glance at a list of available software reveals programs on Fourier transforms, least squares fit, linear circuit analysis, linear programming, numerical methods, integration by Simpson's rule and so on. The microcomputer is being used as a programmable calculator, with all the advantages of screen display and editing, error detection and program storage.

There are occasions in teaching when an equation needs to be solved many times and where the result is more important than the solution itself. One example is typing experimental data into a microcomputer to obtain an automatic straight-line plot. In this case the important aspect is the interpretation of the data, not the long process of plotting it out by hand. GRAVITY (28) gives another instance, calculating the height of a ball thrown vertically against gravity. it is the nature of the motion that is being investigated, not the solution of algebraic equations. Even here though a graph of the results would be even more meaningful.

## Modelling

The equation of motion used in GRAVITY (28) is a mathematical model of the behaviour of a real stone falling. It is inaccurate because it ignores certain features such as friction, but it does give some insight into the nature of the motion. In Chapter 3 we shall discuss ways of making the model more real by using iterative methods. Physics and chemistry abound with such models and most students can understand an equation much better if they can see what happens to it when different parameters are changed. For example RESONANCE (29) uses a simple technique to plot the resonance curve for an LCR circuit. The student may observe the effect of altering the capacitance or the resistance of the circuit.

Usually in science we eliminate some of the variables in order to make the mathematical analysis of the phenomenon easier. The microcomputer allows some of these other variables to be considered. GRAVITY ignores the effects of friction, but this is not too difficult to incorporate provided the traditional technique of analysis is abandoned in favour of the iterative method. PROJECTILES (30) uses this technique to provide a more accurate picture of the motion of real stones being thrown through the air. The iterative method, which is discussed in detail in Chapter 3, is particularly powerful when dealing with central forces since the motion of satellites is obtained without recourse to integral calculus (a solution that Newton would himself have liked). In addition, the motion is not confined to the circular case, elliptical motion is no more
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difficult for the microcomputer than is the imaginary circular case. NEWTON (31) is a mathematical simulation of Newton's thought experiment on why the moon doesn't (or rather does) fall towards the earth. RUTHERFORD (32) is a variation of this program, that replaces the attractive force with a repulsive one to simulate the scattering of alpha particles by gold nuclei.

## Games

If the recent fury that has developed over video games does not obscure the issue, there may be very little distinction between this section and discovery learning. It may be possible to distinguish between educational and recreational games, but I doubt if even that could be maintained. There are reports of slow learners who have been very greatly helped by 'space invaders', which, it is claimed, has increased their span of attention at other, more academic activities. Nevertheless, I do think that some games exercise the intellect more than others, and it is in these that I am interested.

A standard favourite amongst beginners to computing is learning to program MASTERMIND (33) or one of its forerunners like Bulls-and-Cows, which is easier uses numbers. This game requires a strategy for getting the answer and I should like to improve on it by encouraging the user to develop the correct strategy. I have seen even older children adopting a trial-and-error method rather than using the information in previous guesses as a basis for the next. If strategy training could be done here, would a

## BOB,

## Guess a letter.

## The word is ANTIM-N-
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similar system be possible to teach students a strategy for, say, solving equations? It is clearly an important potential development.

Guessing games are among the most popular and I have included my own quiz ELEMENTS (34). I am not sure that I agree with the traditional version of this game (HANGMAN) on educational grounds. Doesn't learning theory require us to reward success rather than punish failure? I have included my version to illustrate the technical ways of handling guessed inputs. The game is easily adaptable to other topics by changing the nature of the words (this one is based upon the elements) - this is easily done because they are all contained in data statements at the end. The program chooses the next word at random and, to avoid repetition, contains a routine to pick each word once only. Therefore, if you intend to adapt it to your own use, you will need to alter the maximum number of words available (103 in this case) wherever it appears in the program.

My favourite guessing game is called ANIMALS and several versions are available for the BBC microcomputer. The computer 'learns' the names of different animals and guesses the one that you are thinking about, by asking a series of yes/no questions.

Does your animal live in the sea?
Does your animal fly?
Does your animal have horns?
When the computer gets to the end of its branching search without success, it gives up and asks the user to say what the animal is and to suggest a suitable question for distinguishing it from the previously named animal. Thus the computer 'learns' anew animal. The form of the game usually given needs alteration, since it asks whether the animal in question has long ears before even discovering whether it is insect, bird, fish or mammal. As a strategy for guessing, it is therefore very poor. In the hands of a competent biologist the program could be invaluable for teaching about classification. In chemistry too, it could be used to develop an understanding of the periodic table.

Finally, I add another game that is designed solely to promote thinking; PILES (35). The user is provided with five piles each of four blocks, which may be yellow or blue. The aim is to build four piles of five blocks with the colours in any one pile being the same. Bricks are moved from the top of one pile to another by hitting the keys $1,2,3,4$ or 5 only. The number of attempts is recorded and revealed to the user as the game progresses. The program also illustrates the use of sound to reinforce the user's responses. The program was developed for use in primary schools from a version written by A. Wiltshire; find it very good as a means of encouraging logical thinking in secondary schools too.

## The new curriculum

I suppose it is inevitable that teachers first use microcomputers to enhance the current curriculum. At the drill-and-practice level it is even reinforcing current syllabuses. The discussion under Discovery learning above, though, does imply that the microcomputer will eventually alter both how and what we teach. The way forward has been shown by Papert and the LOGO language. With this, pupils can explore the world of space, shape,
size and angle and discover the properties of language at the same time. Would it be possible in the same way to use a microcomputer as a context-free method of developing process skills in science?

It might be possible to invent different worlds with particular properties to be investigated. Gamow's Mr Tompkins in Wonderland describes worlds where the speed of light is reduced to ten m.p.h. and where Planck 's constant is unity. The purpose of this is not just to provide entertaining science fiction, it is rather to explain the real world by exploring the properties of an imaginary one. I should like to see this done with a microcomputer. At a simple level GRAVITY and some of the simulation programs in Chapter 3 allow the acceleration due to gravity to be altered from its normal value of 9.81 . Could this be extended to exploring situations where an inverse cube law of force existed? What would be the properties of visible light if our eyes could see into the X-ray or microwave regions? This exploratory use of microcomputers cuts across traditional boundaries, so that science, mathematics and art become united.

At the moment few schools possess teletext facilities allowing them access to the vast databanks of information that exist. When these do arrive, they will raise important questions regarding the content of school syllabuses. In particular we shall have to question the current emphasis upon knowledge. The 'Brain of Britain 1983' is the one who can remember the most information. What will be the value of this skill when we each have access to any desired information via a home computer terminal? A good memory will be as outmoded as the ability to extract square roots by pencil and paper (which I was taught). The skills we shall come to prize will be the processes of handling information. 'Brain of Britain 1999' will be the one who can solve problems.

Despite a generation or more of protagonists for process skills, most school science (and nearly all university physics) is still heavily content based. Students have little chance to apply their minds to new situations, they are too busy learning about old ones. Given the opportunity the microcomputer could be used to put us back on the right track. This is why I call this section 'The new curriculum'. I believe that the introduction of microcomputers will be far more revolutionary than any of us expect.

## 2 Programming techniques

'I'm afraid I don't quite understand,' said Alice.<br>'It gets easier farther on,' Humpty Dumpty replied.

(Lewis Carroll, Through the Looking Glass)
This chapter is not an introduction to BASIC programming, I assume you can do that already. Instead, it attempts to explain some of the things that the BBC microcomputer user guide omits (because they are of specialist interest). It also looks at ways of improving tutorial programs with the use of graphics, proper display of text and methods of collecting and processing responses from the keyboard. Finally, it looks at the whole process of developing an educational program.

## Programming

## Introduction

The heart (or perhaps it should be brain) of any computer is its central processing unit (CPU). A microcomputer like the BBC microcomputer is no exception, its CPU is the Rockwell 6502 microprocessor. Note that this word 'microprocessor' refers only to the CPU. People who use it in place of the word 'microcomputer' are fundamentally incorrect. The microprocessor is only one of many chips inside the microcomputer, even if it is the one which does all the work. Figure 2.1 shows a simple picture of the way that a microcomputer works.

For most purposes the INPUT to the microcomputer is via its keyboard. The OUTPUT is via the television screen or monitor (in computer jargon this is a VDU or visual display unit). One purpose of this book is to show you how to make use of other forms of INPUT and OUTPUT.

The microprocessor is a programmable device. There are two kinds of program that control the microprocessor, the resident program and the user program. The same 6502 microprocessor is used in the Apple, the PET, the VIC and the Atom as well as in the BBC microcomputer. These machines all behave in different ways because they have different operating systems which tell the microprocessor how to read the keyboard, where to print characters on the screen and so forth.

A programmer can write different application programs for the microcomputer to execute. For example, one program can be written to draw pictures on the video screen, another can search through a list of numbers for the smallest value. This user program will not remain in the machine after it has been switched off (it is said to be volatile). Every time that the microcomputer is switched on, a new user program must be placed in its program memory. This can, of course, be entered from the keyboard or loaded from disk

or cassette tape. To allow the microcomputer to store different programs, the memory for user programs is alterable. It is called RAM (which stands for random access memory).
To make it easier to produce such programs, they are often written in the language called BASIC. The microprocessor does not understand BASIC, it is a digital device and only 'understands' digital signals.

Information can only be sent to the microprocessor as a set of HIGH and LOW voltage levels. The 6502 microprocessor has eight lines for this information and it reads all eight lines at once. From our point of view these eight lines can be considered to be a binary number. (Note, however, that the microprocessor does not understand binary any more than it understands BASIC.) With eight lines there are 256 possible binary numbers (in the range 00000000 to 11111111 ) and any information received by the microprocessor must be one of these numbers. Each digit of this binary number (called a bit) is either a 0 or a 1 . To make it easier for us, we usually convert these binary numbers into decimals using the following values for each bit position:

| Binary | Decimal |
| :---: | :---: |
| 00000000 | 0 |
| 00000001 | 1 |
| 00000010 | 2 |
| 00000100 | 4 |
| 00001000 | 8 |
| 00010000 | 16 |
| 00100000 | 32 |
| 01000000 | 64 |
| 10000000 | 128 |

The binary number 01100011 is equivalent to

$$
0+64+32+0+0+0+2+1 \text {, or } 99 \text { in decimal }
$$

The whole set of eight bits is called a byte. One measure of the power of a computer is the number of bytes of information that it can store. The BBC microcomputer model A can store about 16000 bytes and the model B about 32 000. It might seem that having only eight bits to a byte is very limiting if we can only give the microprocessor 256 different pieces of information. However, there are only seventy keys on a typewriter keyboard, yet how many different books can be written? It is clearly the sequence of the instructions given to the microprocessor that is important.

## Machine language

One way of programming the microprocessor would be to give it sequences of binary numbers via eight switches. A separate switch could be used to tell the microprocessor when the next coded instruction was ready. This is obviously very slow and many mistakes might be made. (It was the way that the early computers were programmed.)

A better way would be to write all the binary numbers into the memory beforehand. The microprocessor could then fetch each one in turn and execute it. It would be better still if we could type in these numbers from the keyboard. This is the purpose of a machine language monitor. (The word 'monitor' here has no connection with the television monitor.) The BBC microcomputer does not possess a machine language monitor, since it has an even better method of entering instructions. Older microcomputers, like the PET and the Apple have machine language monitors as part of their resident program.

## Assembly language

Using a machine language monitor is still slow, laborious and very prone to mistakes. The BBC microcomputer allows the programmer to type in instructions for the microprocessor in a special assembly language. For example, the instruction to the microprocessor to return from a subroutine is 01100000 in binary and RTS in assembly language. The latter is obviously easier to remember. The BBC microcomputer' s resident program contains an assembler which takes each line of an assembly language program and turns it into the correct binary number for the microprocessor to execute. It is a very powerful tool for a programmer especially when the BBC microcomputer is being used for measurement or control. Assembly language programming is the subject of Chapter 7 of this book.

## BASIC

Even assembly language is not simple, so high-level languages have been developed. BASIC is one of these. The BASIC instruction to return from a subroutine is RETURN, which is even easier to remember. The microcomputer needs a special program, called the BASIC interpreter, to turn BASIC statements into the binary numbers needed by the microprocessor. This interpreter also contains error checking, so that errors in programming give the message 'mistake' to the programmer. BASIC is so very easy
(by comparison with the other methods) that only a fanatic would use assembly language unnecessarily. BASIC programs are used wherever possible throughout this book. For
certain purposes, however, like rapid measurements, assembly language programs are necessary and Chapter 8 of this book is devoted to this topic.

## The resident program

The operating system, the assembler and the BASIC interpreter are all part of the resident program in the BBC microcomputer. Since this must always be there when the machine is switched on, it is non-volatile, and is written in ROM (read-only memory). ROM cannot be changed, but it has the advantage of not disappearing when the machine is switched off. Because it has to do so much, there is quite a lot of it in the BBC microcomputer, over 30 000 bytes. Some of this is useful to us even when we are not using BASIC. Also, as we shall see later, it is quite possible to write machine language programs to make the BBC microcomputer behave in different ways. You could even write your own operating system (and make the BBC microcomputer behave like a PET!). The advantage of machine language is the extra power it gives to the user.

## Hexadecimal notation

In BASIC most users are unaware of binary, but when we start to talk to the microprocessor it is not possible to avoid it altogether. But what are we to make of binary number like 1110 011010100111 ? Even copying it down might produce errors We use a shorthand system called hexadecimal coding. Each set of four bits (half a byte is called a nybble) is represented by a code according to the following table:

| Decimal | Binary | Hexadecimal |
| :---: | :---: | :---: |
| 0 | 0000 | 0 |
| 1 | 0001 | 1 |
| 2 | 0010 | 2 |
| 3 | 0011 | 3 |
| 4 | 0100 | 4 |
| 5 | 0101 | 5 |
| 6 | 0110 | 6 |
| 7 | 0111 | 7 |
| 8 | 1000 | 8 |
| 9 | 1001 | 9 |
| 10 | 1010 | A |
| 11 | 1011 | B |
| 12 | 1100 | C |
| 13 | 1101 | D |
| 14 | 1110 | F |
| 15 | 1111 |  |

The sixteen-bit number 1111110000000001 is thus written as FC01. To show that it is a hexadecimal number, BBC BASIC uses the \& sign, so the number becomes \&FC01. The addresses used in the BBC microcomputer have sixteen bits giving a total of 65536
different locations (from \& 0000 to \&FFFF). The contents or data in any location are eightbit bytes with 256 possible different values (from \& 00 to $\& F F$ ). Converting such numbers to and from decimal is easily accomplished.

## PRINT \&FC01 produces the decimal number 64513 <br> PRINT 32768 produces the hexadecimal number 8000

## Talking directly to the memory

BASIC allows the user to be unaware of how the microcomputer works. This is usually advantageous, but occasionally better results are obtained if the peculiar characteristics of the machine are exploited to the full. Usually this prevents a program from being transportable to a different microcomputer, but this is not in itself a sufficient excuse for avoiding it. After all, each new microcomputer soon has its own specific version of 'Invaders' written for it and these are totally machine specific. Graphics are a particular example of the advantages of machine dependent programming, so a little time will be devoted to looking at BBC graphics from the microcomputer's viewpoint.

The BBC microcomputer memory contains 65536 locations each with its own address. The contents of any address (for example 65535) can be seen with the BASIC statement PRINT ?65535. The same can be done by writing the address in hexadecimal PRINT ?\&FFFF

New data can be sent to a particular memory location with the statement:

$$
\text { LET ?65535 = } 0 \text { (or ?65535 = 0, since 'LET' is optional). }
$$

In hexadecimal notation this becomes LET ?\&FFFF $=0$.
With this particular address there will be no effect, \&FFFF is in ROM and its contents cannot be changed like this. Only RAM can be altered in this way. However, if you start changing RAM indiscriminately, you may upset the operating system of the microcomputer. Certain parts of RAM are reserved by the machine for its own use. If you change these the BBC microcomputer may get lost inside itself. The screen may ' freeze' or go blank and the microcomputer may refuse to respond to the keyboard. Even the BREAK key may produce the situation where everything appears normal, but unexplained error messages appear. On listing your program, you find that it is now a 'bad program' or that someone has written rubbish over parts of it.

None of this causes any permanent damage to the microcomputer. In computer jargon you have caused a crash. The remedy is very simple. Switch off the microcomputer, wait a few seconds and then switch on again. The proper operating system will be restored and all will be well. The only casualty will be that your program has disappeared. This is your own fault for not obeying the maxim:

## ALWAYS SAVE A PROGRAM BEFORE YOU RUN IT

This is particularly sound advice when running machine code programs, when writing directly to the memory or when external devices are connected to the microcomputer.

One very useful place to write is the screen memory. Certain parts of the memory hold
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the information that is displayed on the screen. This RAM can be read and written to without any fear of disaster. It also has the advantage that you can see what happens to the location. Let us try this now.

This investigation is designed for MODE 4, hence type MODE 4 and press RETURN. The screen will go blank. Each dot on the screen is now the visible representation of a particular bit in the screen memory and can be turned on or off directly. For example, type
LET ?30000=1

A single dot should appear approximately in the middle of the screen, because bit 0 of memory location 30000 has been turned on. Try

## LET ?30000=16

to get a different dot. A good investigation now is to discover the positions of the dots corresponding to each bit. Try this program:

```
10 FOR i = 0 TO 255
20 LET ?30000 = i
30 FOR t = 1 TO 1000:NEXT t
40 NEXT i
```

Line 30 is a delay to slow everything down. You should observe that combinations of the numbers $1,2,4,8,16,32,64$ and 128 give different combinations of dots. In particular 255 switches on all the bits and produces a line.

Now try different addresses, such as

```
LET ?30001=255 or
LET ?30010=255
```

To find out where the different memory addresses are located on the screen, run this program:

```
10 FOR i = 32767 TO 22528 STEP -1
```

20 LET ? i=255
30 FOR T=1 TO 50:NEXT T
40 NEXT i

You will soon discover one fact: the screen positions are not contiguous. That is, the end of one line is not followed immediately by the start of the next. Each block of eight contiguous bytes is stacked vertically and is next to the following set of eight bytes. This makes it more difficult to address the screen directly, but still far easier than with the APPLE or most other microcomputers.

## BBC health warning!

The BBC microcomputer user guide is full of dire warnings about the evil effects of writing directly to the memory. There is good reason for this. The BBC machine is expandable -a number second processors and other accessories is to be made available in the future. The manufacturers clearly wish to preserve this expandability and
programs that write directly to the memory do not allow this to happen. The user guide explains quite clearly (to those with the background knowledge) how programs should be written, using the special OS calls that are provided. Some use of these is made in Chapter 7.

I have only one objection to this advice; when written in this way my programs do not work! Using the OS calls slows down machine code graphics by a factor of a hundred and makes fast data acquisition impossible. In the future when all the extras for the BBC microcomputer are available, I may be able to revise this view (and re-write this book) but for the moment there is still no other way to do many of the things I describe. The consequences of this position are that some programs will need to be re-written in the future. I regard this as a small price to pay for having access to these programs now. In any case I do not think that much re-writing will be necessary. I believe it will be quite feasible to place a machine code routing in the memory of the main processor, which can be called by a program in the second processor, and which can pass parameters back to that program using the proper OS calls. In this way we shall get the best of both worlds.

It is gratifying to know that I am not alone in this view. The games programs published by Acornsoft rely heavily upon direct addressing for their sophisticated graphics. If theirs is the standard that science programs have to compete against for pupils' attention, then we had all better learn machine code programming!

## BBC microcomputer graphics

There are two different ways of producing pictures on the video screen, which are exemplified by MODE 4 and MODE 7 (the teletext mode). MODE 4 has a high-resolution screen, meaning that any of its 81920 dots (called pixels) can be individually switched on or off. We saw above how this can be done. The method is identical to that which will be used in Chapter 4 to switch LEDs on and off. You can imagine the TV screen as a matrix of pixels each connected to a different memory location. Each bit at each address controls a single pixel. Any combination of dots can be produced anywhere on the screen by turning on the appropriate bits. You could theoretically paint a complete picture by specifying each individual dot but in practice this is time consuming and impracticable.

The normal graphics commands of BBC BASIC are sufficiently fast for most purposes; indeed they are its most valuable asset for creating pictures and animations. Although graphics characters are not available, they can be created by the programmer. It is possible to define any desired shape by specifying which pixels of an eight-by-eight matrix should be on and which should be off. For example, a diamond shape could be defined as follows:

VDU23,250,24,60,126,255,255,126,60,24
It is given an identifying number ( 250 in this example) so that diamonds can be placed on the screen at the point ( $\mathrm{x}, \mathrm{y}$ ) with the statement PRINT TAB( $\mathrm{x}, \mathrm{y}$ );CHR\$250. By varying the $x$ and $y$ values the character can be made to move around the screen at will. By creating two or three different versions of the same character, for example a man in
different walking positions, very lifelike animations are possible. The techniques of drawing pictures with user-defined graphics are well described in the user guide and INTEGRATED SCIENCE TEST has been specifically designed to illustrate the different methods that can be used. Briefly, these are as follows. Once a graphics character has been defined (or is already defined in MODE 7) it can be placed with PRINT CHR $\$ 250$ or whatever. If the picture to be drawn is at all large though, this technique consumes far too much memory (four bytes per character since CHR\$ is stored as a single token). Some saving can be made by defining string variables thus, LET A\$=CHR $\$ 240$ or LET fly $\$=$ CHR $250+\mathrm{CHR} \$ 8+$ CHRS240. For large pictures it may be easier to store all the picture codes in a set of DATA statements, calling up each one in turn and placing it on the screen. This usually involves putting blank characters in too wherever they are needed, so there is rarely any saving of memory with this technique. All these methods are illustrated in INTEGRATED SCIENCE TEST.

Another technique is to redefine certain rarely used symbols like ' $q$ ' and ' + '. Once done, this allows a picture to be drawn with the actual graphics characters themselves so that it is easier to see which ones to use and where to put them. Listing the program on a printer produces the original symbol rather than the new graphics character and this makes it easier for someone reading the program to type it into his or her machine. Inspect the listings for LOGIC TUTOR (3) or 6502 SIMULATION (4) to see how this done in practice. In MODE 7 the following technique is recommended. Each numeric code normally represents an alphanumeric symbol, for example CHR $\$ 170$ is the $*$-character. If this is preceded by a graphics conversion code, say $\mathrm{CHR} \$ 151$, then $\mathrm{CHR} \$ 170$ becomes a particular graphics character instead. So, a whole picture can be drawn with the 'normal' symbol, which becomes the corresponding graphics character when the program is run. Look at the way that the V , I and W symbols are made in DIGITAL MULTIMETER (16) to see this technique in operation.

Another use of the high-resolution screen is for drawing graphs with the MOVE, DRAW and PLOT functions. This is described in detail in the next chapter. These commands are sufficiently fast for most purposes, except for making waves. For this it is necessary to create a machine code routine (as described in Chapter 7), but this is complicated and not easy to understand.

## Teletext graphics

The other method of producing pictures (called chunky graphics) is used in the teletext mode. Some of the possible characters that can be printed on the screen are shapes, called the graphics characters. A picture can be made up from different combinations of these shapes. The simplest way to use these is to treat them like letters in the PRINT statement, so building pictures rather than words. Chapter 28 of the user guide describes the process very well.

Another possible way of using chunky graphics characters is to write them individually to the screen by number. The teletext screen is memory mapped as follows:

$$
\text { column no. O............. } 39
$$

Row 0 address 3174431783
Row 24 address 3270432743
which is 1000 positions on a 40 by 25 grid. Note that this is only true immediately after a CLS or MODE 7 has been executed. After the screen has 'scrolled' the memory locations are in different places on the screen.

Each position occupies 64 pixels arranged in an eight-by-eight block. The character displayed at any position is defined by the contents of a single byte that controls each position. This is why the teletext screen needs only an eighth of the memory requirements of MODE 4. Since each byte can have any of 256 values, there ought to be 256 different characters that can be displayed at any one position (one of which is the 'blank' character, number 32). In practice some of the codes are repeated for the same character and some are control codes to change the colour or format of the succeeding characters. Reference should be made to the user guide for details of what each code does. What the guide does not say, is that these codes can be written directly onto the screen. There is no advantage of this in BASIC, but in machine code this technique produces very good animations. To try this, type

```
MODE }
?32000=42
```

which, will place the $*$-character somewhere near the middle of the screen. Investigate this by writing other characters to different parts of the screen.

The teletext method is good for animations, because it is then quite easy to remove the * -character by overprinting it with a blank $(232000=32)$ and to place it in the adjacent position $(? 32001=42)$. Carried out at speed, this gives the appearance of continuous motion and is of great use for simulating objects in motion. Unfortunately, if there are more than just a few objects, BASIC cannot perform this process fast enough and machine language becomes essential.

## Motion

To make the * -character move across the top of the screen, it must be written into each successive memory location in turn, and then erased again after a short delay to give it time to be observed. The *-character has the value 42 and the blank has the value 32 .

```
    5 \text { MODE } 7
10 FOR X = 31744 TO 3178
20 ?X=42:REM PLACE * ON SCREEN
30 FORT = 1 TO 100:NEXT:REM DELAY
40 ?X=32:REM ERASE *
5 0 ~ N E X T ~ X ~
```

To move the character vertically 40 must be added to or subtracted from the current position.

## 5 MODE 7

10 FOR X = 31744 TO 32704 STEP 40
20 ?X=42:REM PLACE * ON SCREEN
30 FORT = TO 100:NEXT:REM DELAY
40 ? $\mathrm{X}=32$ :REM ERASE *

```
5 0 ~ N E X T ~ X ~
60 FOR X = 32704 TO 31744 STEP -40
70 ?X=42:REM PLACE * ON SCREEN
80 FORT = 1 TO 100:NEXT:REM DELAY
90 ?X=32:REM ERASE *
100 NEXT X
```

General motion is achieved with the following numbers.

| Value | Direction |
| :---: | :--- |
| 1 | east |
| 41 | south-east |
| 40 | south |
| 39 | south-west |
| -1 | west |
| -41 | north-west |
| -40 | north |
| -39 | north-east |

    5 MODE 7
    10 FOR X=31744 TO 32728 STEP 41
    20 ?X=42:REM PLACE * ON SCREEN
    30 FORT = 1 TO 100:NEXT:REM DELAY
    40 ? \(\mathrm{X}=32\) :REM ERASE *
    50 NEXT X
    60 FOR X = 32728 TO 31744 STEP - 41
    70 ? X=42:REM PLACE* ON SCREEN
    80 FORT = 1 TO 100:NEXT:REM DELAY
    90 ? X=32:REM ERASE *
    100 NEXT X

More usually it is small pictures that are moved around the screen in this way (for example the piston in the cylinder of a motor car). Low resolution pictures can be moved about in the same way as defined characters on the high-resolution screen. The direct method of screen addressing can also be used, although it has no advantages in BASIC. The technique is to use two tables, one to hold the character and the other to hold the relative Place for that character. This will be illustrated with a moving engine. This program also shows how the teletext screen achieves its graphics characters with a set of CHR\$(151) characters down the left of the screen. The real advantage of this technique will become apparent later.

## Engine

```
1 0 ~ M O D E 7
20 REM SET UP SCREEN FOR GRAPHICS
30 CLS
40 FOR i=31744 TO 32703 STEP 40
```

```
    50 ?i=151
    6 0 ~ N E X T ~ i ~
    90 REM MOVE ENGINE
100 FOR offset = &7CC9 TO &7CE9
110 RESTORE
1 2 0 ~ F O R ~ i ~ = ~ 1 ~ T O ~ 3 5 ~
130 READ position
150 READ character
160 ?(position + offset) = character
170 NEXT i
180 NEXT offset
190 END
200 DATA 0,32,1,252,2,252,3,32,4,32,5,32,6,32
210 DATA 40,32,41,234,42,255,43,240,44,240,45,240,46,244
220 DATA 80,32,81,234,82,255,83,255,84,255,85,255,86,255
230 DATA 120,32,121,250,122,255,123,255,124,255,125,255,126,255
240 DATA 160,32,161,32,162,79,163,32,164,32,165,79,166,32
```

The position of each character is specified relative to its top left corner. This top left corner is moved across the screen with the variable offset. To avoid leaving parts of the engine behind, its trailing edge is filled with blank characters (32). The picture can be moved in any direction, for example upwards, by adding -40 to the next offset each time, although in this case it might be necessary to surround the whole picture with blanks. The result is most unsatisfactory in BASIC. The point of doing it at all is to demonstrate the principle. When we return to do the same thing in machine code, we shall obtain a much more pleasing result.

## Interaction

The most usual means of communication from the microcomputer to the user is the display. In this there are numerous pitfalls for those writing their own programs, which will now be described.

## The display of text

The statement PRINT 'PARIS IS THE CAPITAL OF FRANCE', is probably the most easily understood of all BASIC statements. The sentence is just written out on the video screen of the microcomputer. It is so easy to use, that some programmers fail to give any attention to the result.

The use of capitals (upper case) makes for difficult reading at the best of times, and if the programmer does not use double-spacing either, it is doubly difficult to read. With lower case letters and the use of double-spacing the result is more pleasant. The amount of text presented also needs to be adjusted to the level of the user: secondary pupils particularly merely scan the text without reading it properly. Later they complain that they 'don't know what to do!'.


Plate 6 Motion against gravity showing tabulation
An automatic linefeed occurs when there are forty characters in a line. The forty-first character appears on the next line and the crime of wrap-around is committed. There is no excuse for this, it simply requires the programmer to read what the program prints with a critical eye and not accept inferior presentation. If the same things were done on paper, they would be glaringly obvious. BBC BASIC has the ability to display figures in neat columns, so there is no excuse for not doing so (Plate 6). This is described in the user guide.

In the days of tele-typewriter output there was no way to prevent text from scrolling up from the bottom. Part-sentences remained at the top of the screen, and these were most distracting. There is no need to continue with this practice today. The programmer should clear the screen before each new page of text. Also, less text should be displayed at one time, in which case the student will need to indicate when a new page of text is to be displayed. This is described later.

## Input from the keyboard

Some published programs limit interaction to 'press SPACE' at the foot of each page of video text. This is a misuse of a powerful machine, especially if the opportunity to return a previous page is denied. The microcomputer is more than an electronic page-turner and its facility for interaction should be fully utilized. At the highest level an interactive program could determine the level of understanding attained by its users and adjust the
presentation to suit. At the lower levels the interaction will probably be confined to responding to questions.

There are several ways of managing the response situation. The simplest is via the INPUT statement. This needs careful handling since the pupil can easily enter the wrong information by pressing the wrong keys or sit in vain while the microcomputer waits for the RETURN key to be pressed. Full instructions need to be given, especially to first time users. The first INPUT in a program might be to get the student to enter his or her own name, so that the microcomputer can appear more personal. Some instructions such as the following need to be displayed, not only on the screen itself, but also on any accompanying documentation.

Hello!

## I want to learn your name.

Please type your first name on the keyboard.
If you make a mistake, you can rub it out with the DELETE key.
This key is near the bottom-right corner of the keyboard.
When you have typed in your name correctly, press the key marked RETURN.
Then I will know you have finished.

## Begin typing now

Note the double-spacing between paragraphs, the use of lower case text and the use of capitals for emphasis. Also as mentioned above, the text should be preceded by CLS (screen clear).

The BASIC program to PRINT this text would be followed by the INPUT statement. Since a string response is required, this must be INPUT A\$. The student, who presses RETURN before entering anything, returns the empty string, which could be detected if it is important. (Often experienced users will be too impatient to type their name and wish merely to press RETURN anyway; they should be allowed to do so.)

A $\$=$ GET $\$$ retrieves a single key entry, which may be any character on the keyboard. Whole words can be entered with GET\$, one letter at a time, and the word can be assembled from these letters. This avoids the problems of having to use the RETURN key, but the possibility of erasing an error is then removed also. This facility can be restored with yet more lines of programming and MASTERMIND illustrates the technique for doing this.

A $\$=\mathrm{GET} \$$ causes the program to halt until something on the keyboard is pressed. Keyboard entries are, however, stored in a buffer and there may be entries in this buffer from previous keypresses. Novice users particularly, press keys very firmly and the BBC microcomputer then uses its auto-repeat facility. Spurious responses get stored and produce peculiar results later. There are ways round this problem. First, the buffer can be cleared immediately before the $\mathrm{A} \$=\mathrm{GET} \$$ statement with $* \mathrm{FX} 15,1$. Secondly, the auto-repeat facility can be turned off completely with *FX11,0. It is recommended that both of these techniques be adopted. A $\$=$ GET $\$$ is most useful for accepting single letter inputs, such as $\mathrm{A}, \mathrm{B}, \mathrm{C}$ or D in response to a multiple-choice item, or the inevitable 'press SPACE' at the end of a page.
L\$ = INKEY\$(800)
produces a delay of several seconds and may be used to pause to give a user time to read the text. While this is adequate for single words or sentences, readers differ so markedly in their speed that no common time can be fixed for them all. The alternative technique requests the student to 'Hit a key' or better to 'Press SPACE to continue'. The SPACE can be detected with the BASIC statements

## 100 IF INKEY\$(0)<>" " THEN 100

or

## 100 REPEAT UNTIL GET\$=" "

This has the advantage that pressing a different key has no effect. Consecutive pages of text can be turned by alternating between 'Press SPACE' and 'Press RETURN', this latter being detected by

## 100 REPEAT UNTIL GET\$=CHR\$(13)

There is then no danger that a ham-fisted pupil will rest a finger on a key for so long that pages flash on and off the screen in rapid succession. A conscious action is required every time.

A common use of $\mathrm{A} \$=\mathrm{GET} \$$ is to select from a menu. The user is offered several alternatives and invited to choose one. A typical menu in a tutorial might look like this:

You are correct, the shutter speed must be as fast as possible, i.e. 1/1000th of a second.
What would you like to do now?
1 Try another problem on shutter speeds?
2 Try a problem on apertures?
3 Go on to study film speeds?
$4 \quad$ Finish the lesson for now?
Press one of these numbers to make your choice.
2540 LET A $\$=$ GET\$
waits for a keypress and returns with its key 'face value'. The desired response can then be inspected with

$$
\begin{array}{ll}
2550 & \text { IF } A \$=" 1 " \text { THEN 5000:REM Next problem } \\
2560 & \text { IF } A \$=2 " \text { THEN 6000:REM New problem set } \\
2570 & \text { IF A } A=" 3 " \text { THEN } 8000: \text { REM Next lesson } \\
2580 & \text { IF A } \$=4 " \text { THEN 9000:REM Finish } \\
2590 & \text { GOTO } 2540: \text { REM Incorrect response }
\end{array}
$$

If the user has accidently pressed SHIFT-LOCK, then pressing keys 1 to 4 apparently has no effect, since A\$ will return with the shifted character. It may be necessary then to convert the characters to ASCII code ( $\mathrm{X}=\mathrm{ASC}(\mathrm{A} \$$ ) ) or use $\mathrm{X}=\mathrm{GET}$ and manipulate the result.

## 2545 IF ASC(A\$)<48 THEN A\$=CHR\$(ASC(A\$)+16)

converts the shifted symbols of the top row to their corresponding numeric character.
Similar problems occur if the CAPS-LOCK or SHIFT-LOCK conditions are (or are not) in operation and the program expects an alphabetic key:

## 100 REPEAT <br> 110 A\$=GET\$ <br> 120 UNTIL INSTR("ABCD abcd",A\$)<>0

Possible upper case entries can also be converted to lower case with

## IF ASC(A\$)<97 THEN A\$=CHR\$(ASC(A\$)+32)

It may sometimes be necessary to impose a time limit on a pupil. If the pupil has failed to answer within say thirty seconds, the program could jump to a remedial loop. A $\$=$ INKEY $\$(\mathrm{n})$ will wait for n centiseconds (maximum 327 seconds) before continuing automatically if no key is pressed.

## Other techniques

Novices take ages to find a particular key on the keyboard. One way to overcome this is to use alternative methods of INPUT. These also remove the need for disabling keys and all the other problems encountered above. The best of these devices is a light pen which can be pointed at a particular part of the screen. These are available commercially and plug directly into the analogue port at the back of the microcomputer.

For some responses switches can be connected to the user port and detected with fairly simple routines. One scheme is described in Chapter 4 to allow up to eight pupils to respond independently. The first one to respond is recorded and the others are locked out after the first response. This is ideal for competitive quiz programs.

An alternative for the future is the soft or concept keyboard, which plugs into the microcomputer, and where the number and function of the keys can be changed by the program itself. The keys can thus become letters, numbers, pictures or special symbolic characters as in BLISS. This is a far better way of communication with younger pupils, avoiding all the above pitfalls and giving more freedom to the programmer. The discussion of how to connect one of these to the BBC microcomputer is taken up in Chapter 4.

## Crash protection

Ideally it should be impossible for a novice user to crash a program by indiscriminately pressing the wrong keys. This can be such an effort (as the above discussion shows) that it may take too much time. The best way is to put key entry checks into a separate PROCEDURE, which already contains the protection (see INTEGRATED SCIENCE TEST). This can then be called whenever it is needed. Even then a determined pupil can crash by pressing the ESCAPE or BREAK keys.

ESCAPE is relatively easy to handle. Begin each program with

## ON ERROR GOTO 9000 (or wherever)
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and at line 9000 put a routine to deal with the situation of the pupil having pressed the ESCAPE key.

BREAK is dealt with by redefining that key so that the program restarts (page 143 of the user guide). This is far from ideal, since it re-runs the program from the start, not from the place where the BREAK key was pressed. Neither of these suggestions thus solves the problem by returning the pupil to his last exit point. My solution is to teach pupils to be careful and not to press all the keys in sight. The display should tell them exactly which keys to press and if they press others, then they can jolly well find out how to recover from the crash themselves. (Actually, it is quite amazing how quickly even young children can learn to use the machines properly; there is such a thing as over-protection.)

## Processing the response

Once the response of the student has been collected, the microcomputer has to process it. If the entry is the student's name, presumably this is so that a personal touch can be added to requests:

> 'Now, Bob, can you tell me

This is achieved by printing out the string variable that was used for the original input. That variable name must not be used again, or the microcomputer will later change the student's name to PHOTOSYNTHESIS or whatever. Note also the need to leave a long space after the student's name. If this is not done, you will find the computer responding to a long name with:
'Now, Stephanovanovitci, can you te
Il me....'
Wrap-around is unforgiveable in video text.
The response PHOTOSYNTHESIS might be the answer to a question set by the microcomputer. Once this response has been collected, the program has to decide if PHOTOSYNTHESIS is the correct answer. A sequential list of questions can retain the correct response in a DATA statement, which is then collected by READ. If responses have to be accessed at random, then a better way is to keep the correct responses in a string array, thus:

100 R\$(1)="PHOTOSYNTHESIS"
110 R\$(2)="RESPIRATION"
$120 \mathrm{R} \$(3)=\ldots$ etc.
500 PRINT "What name is given to ....
510 INPUTA\$
520 IFA\$ = R\$(1) THEN PRINT "CORRECT"
530 etc.
The unfortunate thing about checking responses by the method shown in line 520 above, is that misspelled inputs or even things like PHOTO-SYNTHESIS are considered
incorrect. The program could contain a selection of possible responses and check each one separately, but the range of possible correct responses could be enormous.

One solution is to use the LEFT\$, RIGHT\$ and MID\$ functions to check that the majority of a word is correct, but every word tends to behave differently and about the best that can be achieved is to disregard leading spaces and hyphens. The problem mentioned above, about the use of upper- and lower-case letters, can be overcome by the use of the ASC and CHR\$ functions.

One desirable feature of tutorials is to give clues if the student has no idea. In the case above, after the first wrong response, the microcomputer could prompt with

## CLUE: PHOTO---------

LEFT\$(word\$(1),5) is used to extract the initial letters, and this can be printed out on top of

$$
\text { FOR I = } 1 \text { TO LEN(word\$(1)):PRINT"-";:NEXT I }
$$

ELEMENTS (34) demonstrates the way that this is achieved in practice.
Techniques like these are learned by studying the user guide, the programs of others and books specifically about BASIC and the BBC microcomputer. A list of such books is given in the Appendix.

## Writing a program

This topic is a subject in its own right and at least one book has been entirely devoted to it. Thus, it is not possible to do more than indicate the overall principles. The whole process can be subdivided into three parts:

## Design <br> Coding <br> Debugging

Of these the most important, and the one most often neglected, is the design stage. There is always a great urge to begin coding, that is to write BASIC statements into the microcomputer. This should be resisted as long as possible, because the faster one begins coding, the poorer the program will be.

An example of this is MICSIM (4) which was never planned at all. This program began on the PET as a diagram to illustrate the various registers in the 6502 microprocessor. While it was being written, the thought occurred to me that it would be useful to load different numbers into the registers and see their effect. First the mnemonic instructions LDA, LDX and LDY were added and then STA, STX and STY. Then it was decided to include the main 6502 instructions too and illustrate the different addressing modes. At this point it was discovered that some addressing modes could not be implemented; the program was beginning to creak.
After a great deal of effort, it finally worked to my satisfaction, but it was becoming difficult to deal with new problems as they arose during the evaluation. At one stage a
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RENUMBER was implemented to create more space and this destroyed any vestige of sensible numbering that had originally been incorporated. When the program was transferred to the BBC microcomputer, it was merely translated into BBC BASIC, although some of the advantages of the latter were utilized. Further patches removed a few more problems and at this point I decided to make the simulation a dynamic one. As well as just illustrating the instructions, I made it execute sequences of instructions too. This addition showed serious faults in the original idea and ad hoc solutions were introduced to solve each problem as it arose. I finally abandoned the whole project and decided to leave the program as it now is. It is full of errors, it is impossible even for me to interpret, it is probably incapable of improvement, but it works after a fashion and gives a satisfactory introduction to machine code programming.

The purpose of this tale is to warn of what can happen if the planning stage is neglected. What I have just described is called bottom-up programming - starting from a simple idea and adding refinements to it. A computer scientist would argue that I should have designed the whole program from the start and anticipated the problems that might arise. This is called top-down programming and is what the rest of this chapter is about. I do however, want to give a note of caution.

It often happens that programs are developed by chance. For example, my first (PET) programs on wave motion were the result of an accident. I had spent some time trying to make waves that moved across the screen, but BASIC was much too slow. Then working on a routine to paint a picture on the screen in machine code, I assumed that the end of the screen was in position 40 (in fact it runs from 0 to 39 ). The routine painted the picture quite happily but then scrolled it across the screen. I realized that a sine curve would become a travelling wave and the solution to one of my problems had been overcome. I was able to use this accidental discovery to write several wave programs for the PET.

The point of this story is that planning by itself does not always provide a solution. There nearly always has to be interaction between experimentation and program development. In the commercial world program designers must specify accurately what they want to do. Poorly constructed programs cost money, so top-down programming is an economic necessity. The educational world is not quite the same as this. Teachers are almost certainly writing programs in their own time, which is never costed. Also, they do not have all the necessary programming skills at their fingertips beforehand. For them strict top-down programming is not possible until they become more expert.

I shall therefore describe a technique that can be used by non-experts. To aid the discussion we shall look closely at one particular program RESONANCE INA TUBE, which is listed at the end of this chapter. This is not a program merely developed to illustrate the principles, it is a genuine one. Thus, it gives a better insight into the whole process of program development than any artificial example can provide. It also utilizes animated graphics and sound and illustrates most of the techniques so far discussed in this chapter.

I wanted a program to simulate the resonance tube experiment. In this experiment a tuning fork is held over the mouth of a long tube, whose other end is closed by a movable piston. As the piston is moved, so the tube reaches its optimum length for the frequency
of the tuning fork and a loud sound results. This is called resonance and the length of the tube is a quarter of a wavelength at this point. From a knowledge of this length and the frequency of the tuning fork it is then possible to determine the speed of sound in the tube. The experiment itself is difficult to perform since students do not know what to look for. The purpose of the simulation is to isolate the principles from the mass of conflicting details. Once students know what they are expected to do, they can carry out the real experiment for themselves. I cannot emphasize too strongly that this simulation was never intended to replace the actual experiment, although I realize that some misuse it in that way. It will be a sad day if computers take over from laboratory work - they simulate mathematics, not science.

## Design

There must be a diagram of a tube and a tuning fork with a movable piston that can be moved in and out with the left and right cursor movement keys. These are the best keys to use since their arrow heads point in the correct directions. As the piston is moved, so the loudness of the sound changes, becoming a maximum at resonance. Then the user measures the length of the tube and plots the graph. This specification immediately threw up problems.

Should the user measure the length of the tube with a real ruler? Considering the different sizes of screen that might be encountered, this idea might be difficult to implement. The values obtained would be unlike the real situation, since 300 mm tube lengths are used in practice. The program would need to use fairly high frequencies to fit the limited width of some screens and the frequencies chosen would be different in each case too. It was decided therefore, to use an artificial ruler measuring up to 330 mm , which allows tuning forks in the range 256 Hz to 512 Hz to be selected.

Should it be possible to obtain the higher harmonics? This was considered to be one of the distracting details that I was trying to eliminate. By restricting the tube length and choosing the frequency range as I did above, these harmonics do not exist.

Should the user plot real values or those chosen by the computer? The latter would make graph-plotting much easier but might hide the purpose of the simulation. I knew how to do the graph anyway so I was not afraid of this. I decided to allow pupils to enter their own results, which could be wrong (within limits), but which could be altered later if necessary. One of the purposes of the simulation was the development of good experimental technique. I therefore decided to plot the graph as soon as two readings had been taken. The plotting of subsequent points then shows if any of them are in error. I always tell students to 'plot the graph as you go along'; hopefully this simulation encourages the habit.

Should longitudinal waves be shown moving down the tube? They would indicate clearly how resonance is produced. However, this is not the purpose of the experiment and its inclusion in the simulation would be a distraction. It is the same trap that teachers are always falling into, trying to make experimental work verify theory instead of existing in its own right.

Now that we have decided what we want to achieve, it is time to start top-down programming. We do not go straight to the computer and start programming, that state
is still some way off. We begin by writing the program on paper in pseudo code meaningful statements that can later be turned into BASIC statements (or indeed any other language). For this code we recognize three distinct processes:

## Sequence

Repetition
Choice
A sequence is a set of instructions that follow one another in strict order. TRAFFIC LIGHTS in Chapter 4 is a good example of this.

Turn on red traffic light
Long delay
Turn on red and amber traffic lights
Short delay
Turn on green traffic light
Long delay
Turn on amber traffic light
Short delay
Choice is achieved by IF..THEN..ELSE and readers will be very familiar with it (after all it is standard scientific jargon). The sequence branches into two or more separate routes depending upon the conditions encountered initially.

Repetition is similarly obvious, but here there are different kinds. The traffic lights sequence may need to be repeated forever. This can be achieved by a GOTO back to the beginning. A pelican crossing has the green traffic light on until a pedestrian requests the traffic to stop. This can be achieved by a WHILE. .DO structure:

WHILE the pedestrian is not requesting traffic to stop, DO keep the green traffic light on.
A pedestrian crossing at crossroads may be incorporated into the traffic lights sequence itself, but this is wasteful since it makes traffic wait when there are no pedestrians. It is better if the pedestrian request switch interrupts the normal sequence to make it behave differently. The normal sequence is repeated until an event occurs to change it; the REPEAT..UNTIL structure. Finally, it may be necessary to repeat some sequence a given number of times. This uses the well-known FOR.. NEXT structure.

In none of these processes are we concerned with BASIC - exactly how we implement this pseudo code is irrelevant. BBC BASIC recognizes all of them except 'WHILE condition DO loop', which is carried out by 'IF condition THEN GOTO start of loop'. Similarly, Apple BASIC does not have REPEAT..UNTIL but all pseudo codes can be Implemented in some way on all machines. For example FOR..NEXT can be carried out by incrementing a counter (IF count = maxcount THEN finish ELSE carry on counting). For our purposes at the moment, it is the process that is important, not how it is later turned into BASIC.

One way of designing a program (long taught in schools) is flowcharting. This has sequences (rectangular boxes), choices (diamond boxes) and repetitions (returning lines
and junction boxes). To introduce the ideas of design flowcharting is a good method, but it is not popular with serious programmers. Programs of any size spill over onto several sheets of paper and are difficult to follow. Also, it is very difficult to plan a flowchart until all its limbs are known. This results in the same chart being endlessly redrawn to accommodate extra requirements. Most programmers draw the flowchart after the program has been written!

Top-down programming allows the program to be developed from the general plan right down to the level of coding in BASIC by a process known as stepwise refinement. This cuts out a great deal of the redrawing (or rewriting in this case) of those elements that are already known. It also allows each step to be checked for error before it is turned into code. In this way any bugs in the final program will only require simple patches, not wholesale rewriting. Now that we have an overall strategy for our program, let us begin this process.

RESONANCE IN A TUBE<br>A Initialize mode, variables etc.<br>B Give instructions<br>C Draw tuning fork, tube, piston and ruler<br>D REPEAT<br>D1 Select tuning fork frequency<br>D2 REPEAT Compute sound intensity<br>D3 REPEAT Make sound<br>D4 UNTIL piston is moved<br>D5 UNTIL tube length has been measured<br>D6 Process the measured length UNTIL ESC key is pressed.

The structure of the program is becoming obvious. A, B and C are sequential and are executed once each time the program is run. D is executed repetitively until the program is halted by pressing the ESC key. This is not very elegant and for younger users would be wrong but, considering our target users, this is acceptable. Within this REPEAT..UNTIL loop are other nested loops, each of which is terminated by a different condition. Thus the sound is maintained until a cursor key is pressed to move the piston. The sound is switched off when the new length has been measured. Then the graph-plotting routine (D6) runs sequentially after which control returns to D1.To make the pattern more obvious each of the nested loops is indented to show where it begins and ends.

The question raised now is where to go next. As a rule one should stick to the order of execution unless there are some processes that are not yet clearly defined. These should be tackled first, because they may throw up problems that cause the original design to be modified. The earlier such modification takes place, the better. In our case we have to ask about D4, D5 and D6.

D4 tests whether the user wants to move the piston. As stated above this is to be done with the left and right cursor movement keys. It should be possible to detect these with INKEY\$(0). But alternatively, the user might want to enter the measured length of the
the tube (D5) and this requires INPUT. The two can be combined by using INKEY\$(0) for both types of information. The RETURN key could be used to confirm the entered measurement, or the DEL key could be used to delete some or all of it. So D4 and D5 are further refined thus:

```
    Note which key pressed
D4 IF key is cursor shift left
    THEN move piston left
    IF key is cursor shift right
    THEN move piston right
D5 IF key is numeric
    THEN keep it as a number
    IF key is DEL
    THEN remove last numeral entered
    IF key is RETURN
D6 THEN process the result
```

We must still ask what is meant by 'keep it as a number'. If the user wishes to enter the number 345, say, the first numeral entered will be 3 . This needs to be printed on the screen to let the user see it. Then the user presses 4 , so the first numeral must be multiplied by ten and added to the second. Finally, the numeral 5 is added and the process is repeated. We want to stop the user entering numbers greater than, say, 329 and numbers equal to 0 , since these are clearly wrong. Shall we tell the user they are wrong or just ignore them? Bearing in mind our target users, I adopted the latter strategy. When RETURN is pressed the number entered is accepted as the measured length and D6 begins. If DEL is pressed the last numeral entered is deleted by removing the last digit from the assembled number. Each of the simple choices in $\mathrm{D} 4 / 5$ is mutually exclusive, since a single key can only be one character. If this had not been the case, a series of nested IF..THEN..ELSE processes would have been used. Simple IF..THEN processes are always to be preferred for readability. This produces the further refinement:

$$
\begin{aligned}
& \text { Set measurement to zero } \\
& \text { Note which key pressed } \\
& \text { D5 } \text { IF key is numeric } \\
& \text { THEN measurement }=10^{*} \text { measurement }+ \text { numeral } \\
& \text { IF key is DEL } \\
& \text { THEN measurement = measurement DIV } 10 \\
& \text { PRINT measurement }
\end{aligned}
$$

The whole structure can be searched and refined further until it all ends up as simple statements, each of which can be converted into code without problems. If there are that not known, (and non-experts will find plenty of these) then the top-down technique has to be modified as I shall show shortly.
Before coding begins it is necessary to check that all the likely problems have been foreseen and allowed for. The programmer should make a dry run through the program with imaginary data to see what happens (as we did with 345 above). In this dry run we
should notice that 345 should not be acceptable since it exceeds 329 . However, if a user enters 34 we cannot tell if another numeral is intended to follow, so we have to accept this. We can, however, reject any further numerals if the existing value of measurement exceeds 32 . Dry runs of this type usually lead to modifications in the program.
The user knows when too large a number has been entered, because it is printed on the screen. Do we want to print the initial value of zero? Clearly this is a distraction and, in any case, we do not accept zero as a measurement. So, unless the measurement is zero, we print it. If the user has entered 34 and meant to enter 240 , he or she delete back to zero and start again. How will the program know whether the user has deleted back to zero or has not yet started? If the latter, the program prints nothing, if the former, the program must delete what was there previously. So 'nothing' will have to be a blank to delete any previously printed value. Likewise, when a measurement is reduced from three digits to two, or two digits to one, the previous end digit must be erased. This can be done by following the printed 'measurement' with a blank character. What do we do if the user presses non-numeric keys? I decided to ignore these, without telling the user why; programs for younger users might include such messages. There are also other pitfalls, like pressing RETURN or DEL when there is no measurement. We shall have to allow for all these.
Such a dry run through the program reveals several problems to be overcome. Having discovered them, we build their solutions into the program at the planning stage.

## Set measurement to zero Note which key is pressed <br> D5 IF key is numeric AND measurement < THEN measurement $=$ measurement + numeral <br> IF key is DEL AND measurement <> 0 <br> THEN measurement = measurement DIV 10 <br> IF measurement <> 0 <br> THEN PRINT measurement + blank <br> ELSE PRINT blank <br> IF key is RETURN AND 0 <br> THEN process the measurement

To determine when the RETURN key has been legitimately pressed, we set a flag, which is initially FALSE, but is set to TRUE at the right point. The flag is called 'measured'. In this way almost the whole program can be written and tested in pseudo code before going near the computer itself.
This is the theory! In practice the strict pattern of top-down programming breaks down whenever a problem is encountered for which the programmer can see no solution. For example, I need to know how to move the piston under of the control of the cursor keys. This is where the advice of computer scientists has to be ignored - no amount of stepwise refinement will tell me how to do this, only experimentation, that is bottom-up programming. I used to feel guilty at ignoring the advice of expert computer scientists, until I realized that they are dealing with different problems. They already know how to handle their machines, so they do not need to break off to find out. I have not yet reached
this stage and I am sure that few other science teachers have either. The problem with bottom-up programming is the restrictions it might impose on later top-down refinements. It is advisable to discard any code created during the experiment, its retention might force the programmer into a predetermined mould and lead to later problems.
It is difficult to follow this advice because of lack of time. Having developed some code that works we tend to want to keep it. If it is a procedure then that is fairly easily incorporated at a later stage, but if it is part of the main program, it may be necessary to RENUMBER it and merge it with the rest of the program later. For example, I knew that the piston would have to be moved inside the tube, so the graphics for the latter had to be constructed too. I developed lines 3020 to 3480 to draw the tuning fork, tube, piston and ruler. Originally this was done in MODE 2, giving four colours. Logical colour 3 was made into flashing black and white and the repetition rate was speeded up to make it appear to vibrate. Later it was found that the program had exceeded the memory available in this mode, so the program was changed to MODE 4. The reason for choosing a high-resolution mode was to make use of the VDU5 statement to move the piston smoothly in and out in the manner described earlier in this chapter. The routine to move the piston was developed as the procedure PROCpiston(position) with the position of the piston in the tube passed as the parameter 'position'. This is converted into an $x$ coordinate and drawn as a line. Prior to this the previous line is erased by drawing over it in black ink (GCOL0,0).

## Coding

Having refined each process until I was sure how to do it, I was then in a position to begin turning it into a BASIC program. I did this linearly from the beginning. With the fundamental structure developed this was quite an easy job. Some problems were encountered and needed ad hoc solutions (see later), but the structure remained intact throughout. Even so, a structure alone does not necessarily lead to a readable program. There are some ground rules for structured programming that should be borne in mind.
One oft-quoted is 'avoid GOTO and GOSUB'. I agree with this up to a point. Some programs are such a mass of convoluted GOSUBs and GOTOs that it is impossible to see what different conditions are doing. MICSIM is a particularly notorious example. But this advice can be carried to ridiculous extremes. Where a routine is only called once (for example in setting up arrays or graphics characters) then a GOSUB is no less meaningful than a procedure. Which of these conveys the most sense?

## GOSUB 20000:REM define graphics characters

or

## PROCgraphics

Given that it is much easier to find line 20000 in the listing than to find a procedure definition, GOSUB is clearly better. Similarly, to repeat a process indefinitely (as in D of our program), which of these is more meaningful?

3000 REM Start of main program
etc........
etc........
etc.
9000 GOTO 3000: REM Restart main program
3000 REM Start of main program
3010 finished = FALSE
3020 REPEAT
etc........
etc........
etc........
9000 UNTIL finished:REM Restart main program
Whether a program uses procedures or subroutines, these should be located in high line numbers at the end of the program (unless speed is at a premium, in which case GOSUBs are faster and the closer they are to the current line the better). In RESONANCE IN A TUBE, I kept procedures in lines 30000 upwards and subroutines in 20000 upwards. Apart from moving the piston, speed of execution was not important in this program. I was therefore able to be very liberal with REM statements, using them to mark off the different sections and to explain what each was doing. Another help in this respect is the facility for using long variable names. Where these were used for holding integers, then integer variables were used to increase speed. A further aid to readability was to declare constants at the beginning of the program, rather than just use numbers. For example,

IF INKEY(-26) THEN
is less meaningful than
IF INKEY(cursor left) THEN ......

## Debugging

As mentioned above, correcting any errors in the program is not something that can be left until last. Each step should be checked with dummy data to ensure that nothing has been overlooked. Even so there will be errors in the program once it has been coded. Simplest to eliminate are syntax errors (or mistakes) since BASIC contains error detection routines and obligingly tells the programmer where the error has occurred. More difficult to determine are errors in the logic. Hopefully these should not exist, but that is a counsel of perfection. In my case several such problems arose, which were detected with dummy data as soon as the code had been written.

For example, I wanted to move the piston with the cursor movement keys and, during the design phase, I assumed that these could be detected with INKEY\$(0). I thus carried on with stepwise refinement in the proper way. When checking the coding stage found that the method I had chosen did not work, INKEY $\$(0)$ returned the null value whichever cursor key was pressed. I then tried GET\$, GET and INKEY( 0 ) in vain and even resorted
to reading the keyboard directly from memory (see Chapter 7). The latter was rejected as breaking the rules; I wanted to make the final program usable with the second processor added. In the end I used a combination of INKEY\$(0) for RETURN, DEL and the numeric keys and $\operatorname{INKEY}(-26)$ or $\operatorname{INKEY}(-22)$ for the cursor keys. This is inelegant and I am still hoping for a better solution. By the time I had discovered this I had gone too far to change the structure (I could have separated off the piston movement with separate statements to INPUT the measured length). Bottom-up programming at this point would have saved trouble later. The fault lay in not being an expert in BBC BASIC beforehand.

The problem with producing the sound was how to keep it playing indefinitely until the piston was moved. Again, no difficulty was anticipated until the relevant part of the program was tested. Eventually the solution was found in the user guide with a technique for turning off the previous sound when a new one is reached (SOUND \& 11 instead of SOUND 1).

The graph plotting routines were also developed by trial and error. I used the VDU5:MOVEx,y:PRINT"+" method to plot crosses on the screen, but found that the centre of the cross did not coincide with the point $x, y$. Some adjustment of the $x$ and $y$ was necessary to overcome this. Drawing the line was a linear regression technique already known to me. But after writing this section (line 5000 onwards) I spent some time entering dummy data to see its effect. I hope this will be rewarded by having no crashes in future. One problem was that the linear regression routine can only work with at least two points, so I had to develop a method of counting how many points the user had measured so far, and to distinguish this from one point measured twice. The variable 'numreadings' was used for this and the ensuing code is clumsy. All measurements of the tube length for each tuning fork are set to zero initially. Each time a new measurement is entered, all thirteen measurements are checked and only the non-zero ones are counted. This produces an undesirable GOTO in line 5490. I have yet to find a more elegant way of tackling this.

After the program had been debugged by me, I gave it to teachers for evaluation. Almost immediately one had caused a crash. As stated before in this chapter, the auto-repeat facility is a nuisance and is one reason for avoiding the INPUT statement. The only INPUT left in the program is to determine which tuning fork is to be used. One user entered F blank and found that this was not acceptable. She could not see why, since all she could see on the screen was ' $F$ '. Lines 12092 and 12094 were thus added to eliminate leading and trailing blanks from the input string.

The full listing of the program now follows. Doubtless there are further bugs, but in the time-honoured method of all lecturers, I leave them as an exercise for the student.

```
RESONHUE IN G TUBE - PROERMMTHE EXMPLE
LST
    1 REM RESOHRUEE TH A TUBE
    REM BY RASPRRES
    3
    4 REM SD/3,GS
    5
1000 HODE 4
1010 LET qurgorleft=-eg
1014 LET mursorright=-1ee
LELe LET returnky$=HE&LS
1BLS LET deletekey*=CHE&LE?
1014 LET spuce%=पR$S
1BS0 LET endmorection=e
1B40 LET top=sebbottom=7B4REM top and bottom wolls of tube
10S0 LET ploce-1000REM &-Gordinote of piston
LDEG LET length=ebUREM IHITTHL LEHETH OF TUEE
1070 LET forever=eSERH LENETH OF NOTE
LBED EOGUB =IbGOREM SET UP FRRHMS FOR TUNTHE FORK
1bgb EOGUB EGOQGREM DEFTHE ERAPHTOS
1ebo
```



```
LEIB EEM
IESE REH THGTRUTTIONE
150 REM
```




```
Ebub PRTHT THEQES"This progrom simulotes the resononce"
EgED FRTHT THEQE.7e"tube etperiment.'
EOSU FRTHT THEOGgy,H tuning fork held at the mouth of"
GB40 PRTHT TRBCGILPthe tube causes the ar to vibrate.
EGSb PRTHT TREGQLS|"The sound produced is loudet when the"
EDE PRTMT TREUEIESMenth of the tube is Eloset to the"
```



```
EGB0 FRTHT THBCGEOU"First choose your tuning fork."
Ebg| FRTHT FRTHT"Enter one of the following volues:-."
E400
```



```
ESID REM
ESEB REM REFEAT UHTTL ESC KEY
ESE REH
540 CEMF%%%%%%%%%%%%%%%%%%%%%%%%%
E50
e5se PROChoose
ECOB LET measurement%=E
```



```
CBDE REM
SUQ RE एRGU PTUTUES
SOCE REM
SOGE EE|*********************
SOLE CLS
```




```
SDEE REM
SDEE REM DRHU TUNTHE FORK
SE? REM
Se_ RE|F%%%%%%%%%%%%%%%%%%%%%%%
```
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```
SLBE FRTHT TREL IGI CHR&E4GCHR&ES
SL10 PRTNT TRELL14 CHR&E4STHR$ESO
SIEQ PRTHT TREL IE CHR&EqGOHR&ES
S\O PRTHT TREप 13 CHR&E4QपHR&ES
SMQ PRTHT THECLSTtone$Ctuningfor*%
356
Segu RE|4%%%%%%%%%%%%%%%%%%%%%%%
$10 EEM
Se\ REM DRGU TUBE
SOb REM
<e4b एE|***************************
```



```
SEE FOR }x=5\mathrm{ TO SEPRTHT THEQ 101 CHR&EAENEXT }
```



```
SEO EEM
Segu FEH DRHU FTSTOH
SOO REM
```



```
315 PROCpistonGlength
Sed EE|************************
SOE EEM
340 REM DRFU RULEE
SEE REM
```



```
5>0 म0UE 1क0,64
Sकह DRFU 1E79684
590 DRHW 1E7g.6e0
3400 पFHU 130,E0
3410 DRFU 130,654
34E0 पDUE
340 FOR volue= 0 T0 33
3440 LET n=1eg+ualue*SeHOUE n.684
s&b IF Holue HOD 5%Q THEH PRTHT CHREES
3460 IF value WOD 5=0 THEN PRTHT CHP$ESE
```



```
34B HEXT volue
340 प0U4
```



```
SIB FRTHT TABCDITMto moue the piston in ond out."
SEQ PRTMT THEG,igmuhen you hove found the resononce"
SSE PRTHT THEOEEIPposition, megure the length of the"
S540 PRTHT TRBCGesy"ube up to the piston in milimetres."
SSE PRTHT TMEDESgEnter this length as a whole number and"
SEB PRTHT THEDEETMGOfirm this volue with RETURH"
550 PRTHT THECQEg"Cthe DELETE key work normallyl"
SSSE PRTHT THEOQSLMPress ESCAPE to finimh."
550
SEDE REPEAT
```




```
SED EEM
SSD REM WHKE SOUHO
SE40 REM
```



```
SGE LET remontlength%ebebe OTU frequtuningrorkg
STG LET womporison%=ABETesonontlength%-length-endomrection पTU S
S60 LET loudnese=--
Seg TF momprisonese THEH LET loudnesemomporison,% is
```


4616
REM
Abed REH EET KEY FROM KE BORE
4 CBO REM

4656
40E medered $=$ FRLSE
ABTB REPERT:LET KEY\&THEETOD

40 GB IF IHEETCursorleft THEH PROCmoueleft


410 TF keytweturneyt nHo measurement\%e THEN measured =TRUE


4130 IF meqsurement:\%G THEH PRTHT TABCLSLImegurement\%gpaces:
4140 IF measurementeg THEN FRTHT TAECSLSLTEDCes:
4150 UHTTL measured

417 EED
4IBE REM FROCESS MERGUREMENT
4190 REM

4 CABREH
$4 E 5$ LET measurementertuningroremmeasurements
4ebe sounOelly b, brem TuRN OFF SOUND

4800
4900

SGIB REM
EbED REM FLOT ERAPH
50 EE RE

505 CLS
56Ge HOUE 1 egegemphu 12 g geb


$50 \subseteq 0$ FRTHT THECDIMlenth/mm"
5160 पDUE
SIU FOE y G TO 5 S STE GE

SISO MOUE $11 E$ ESE+ISesyPRTHT:"
EL4b HEXT 4
5150 HOUE $100 . E 5$


5170 HOUE $112 e s 0$

5190 MOUE SOD 192
Eebu PRTMT THEGLEEyi frequency /ms:
5 EL

5 5S REM
SEAB REM LTHERR RERESSTOH
5e50 REM
Sede Rem********************
5e7b LET ntotal=g

## The BBC microcomputer in science teaching

```
    SEB LET ytotal=g
    5ege LET sumuguures=0
    5Gb LET numreadinge=0
    SSQ LET sumbuproduct=0
    Seb FOR tuningfork=0 T0 1E
    5SD LET w%=111+1Be4%ESETreq%Guningfork
    5s40 LET 4%=es+4.e*mequrementwhuningfot%
```



```
    SSG LET ntotal-utotal + %%
    570 LET ytotal-ytotal + 4%
    Seb LET sumbsquares=sumbsqures + &%e
    5se LET sumbuproduct=sumbyproduct + 4% * y%
    54D MOUE H%,FPRTMT:"+:
    54Le LET numreadingenumreadinge + 1
    5AED NEXT tuningfork%
```



```
    5440 REM
    5GE REM GHLCULATE SLOPE BHD IHTERCEPT
    546e REM
```



```
    540 REM
    S4ge IF mumredingee THEN gQQQREH TGNORE PLOT ROUTTHE FOR G STHELE REDOTHE
    SEG LET glope=fnumeadings * sumbuproduct - stotal * ytotaly % fnumreadinge * sumbequares -
stotal"y
    SIB LET intercet = पptotal - slope * ntotal }%\mathrm{ numreading
```



```
    5SO REM
    54B REM PLOT LTHE
    SEO REM
```



```
    550 REM
    5Sb REM plot minimum h-uglue
```



```
    560 HOUE HF+1E,y%-1E
    SELG EEH plot marimum s-uGlue
    SGED LET w%=1s5y%intercept + slope*%
    5S0 Defu m+1E,4%-1e
    540 प0U4
```



```
    SGE REM
    5GO REM DTSPLHY SPEED OF SOUND
    SEO REM
    5ES EE|%***%%%%%%%%%%%%%%%%%%%%%
```



```
    5IB E%=EDLGSREM ODE DECTHRL PLFC
    STE PRTHT TREGES\"Gped of कond = ":peed:" m/s"
    5 7 S 0 ~ E \% = 6 F Q H R E M ~ N O R H H L ~ F R T H T ~ F O R H A T
    5 9 0
    gBGQ UOU4PRTNT TBEUEESREN RESTORE TEXT HODE
    gOLQ GOTO ESDGREM REPEAT FOREUER
    9 9 9 9
```



```
1001E EEM
IBCED REM PROCEDURES
1bGSD REM
```



```
1BOSE EED
1GGED DEF PROCmbucleft
LBGTE IF lengthe THEH length=length-e
L00eg Pe0ppistonGength
```

```
1bESD ENOPROL
1BLDC DEF PROCmuveright
10110 IF lengthose THEN length-length+e
101e0 FROGpistonClength
1BLsO EHDPROC
IBU4D DEF PROCpistonTposition
LuLEe REM This promedure drous the piction in the pluce specified by 'position'
10150 FE| Delete old piston
10170 ECOLG OWOUE plamebottomWOUE plocet1E bottomPLOTBE place topPLOTBE ploce+1E top
1BLEG LET ploce-15g+position*Se
104s0 fEy Put piston in new position
```



```
IBelb EHDPROT
LEGOQ DEF PROChoose
```



```
1"geb EEM
IEBSB REM CHOOSE TUHTHE FORK
1Eg40 EEM
```



```
LEGEG FRTHT:FRTMTMC OH \square प# E F F# E E# A A# E"
LEOPG PRTNTPRTNT"Or UT Which means upper GI
IEBEO REFEATtuningror*=1s
LEGgD THFUT tuningfork%
```



```
1\coto tebee
```



```
15G0T0 1EQg4
AELDE TF tuningfor**="C" THEN tuningrork=b
1EL10 IF tuningfork% "C#" THEH tuningfork%=1
IELEE TF tuningfork="D" THEN tuningrork=e
12130 IF tuningfork="प#" THEN tuningfork%=s
1EL40 IF tuningtor%= "E" THEN tuningforW=4
IESSG TF tuningfor%="F" THEN tuningrore=
LELEG IF tuningrorkE"F#" THEN tuningfork%E
LEL70 IF tuningfork%="G" THEH tuningtork=%
1e4B0 TF tuningfork%="G" THEH tuningfork=e
12190 TF tuningfork="G" THEN tuningtork%=9
Leege IF tuningfork%="G#" THEH tuningfork=10
IEeID IF tuningrork%"E" THEN tuningrork=al
Leese IF tuningrork:"U0" THEN tuningrorkeqe
Lese IF tuningforkevs THEN PRTMTPRTHTiThis mulue is not hieted. Try again.'
LEE40 UNTTL tuningforkers
IEeSe EHDPROL
EGGOQ REM DEFTHE ERAPHTCS CHARRCTERS
```



```
ebbeb vDueseqees5es5e5,b,b,b
"0050 טणUеडश437.7.7.7.7.7
```








```
eणu0 पणuese50,19e 19e 19e 19e 19e 19e 19e,19e
"bl10 v0リeSe511111,0.6.6
ebueb vouese5e11111110
geme RETURH
ebgeb
ELbue FEM SET UP FREUUNCTES FOR TUNTHE FORK
ELbg4 DTH meavurementwhe
```
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```
mbus 口TM tone$ue=
eIbLB पTM freq%qE
elbed atM notergie
elbse FOR tuningfork% = 0 T0 12
ELB4B FEAD toncolfos. frequency%, sondualue%
ELB4E LET toneकपtuningforve=tonsolfo%
eluEb LET freq/tuningfor*%=frequency%
ELbeg LET note%tuningtorkesoundu|lue%
elbes LET measurementegtuningfork%=g
ELBTE NEXT tuningtork%
EIBED RETURH
ElImb DHTH Ce5ESS
```



```
elyed DHTH Desegl
E1130 DATA प#.304.65
21140 DHTH Ese0.69
El156 DATH F.941.73
ELIEO DHTH F#.3EE.7
EL170 DHTH ESE4.81
ELIEQ DATH E# 40E.e5
El196 DATH G.427.89
ELEDQ DHTH F#,45E.95
EIE|E DATH E.4B0.97
ELEEQ DHTH UCSIEIOL
```


## 3 Computation and mathematical modelling

'She can't do sums a bit!' the Queens said together, with great emphasis.<br>(Lewis Carroll, Through the Looking Glass)

This chapter explores the uses of the BBC microcomputer as a mathematical tool, including calculations, graphical display of functions, plotting experimental data, simulations using the random number generator and problem solving by iterative methods.

## The super calculator

Calculation is the traditional domain of the computer (as its name implies). There are many books that deal exhaustively with this aspect of computing, with many illustrative examples. In fact, there may even be too many! Why do so many books of programs include one on the solution of quadratic equations? It is not because there are many problems that require its solution, in fact, hardly anyone uses it after leaving school. I suspect the real reason is that it has become a standard example upon which mathematical programmers cut their teeth (while physicists do radioactive decay and the rest write programs on sorting). The real value of writing such programs is the insight they give the programmer into the nature of the problem. Try writing your own quadratic equations program and you will see what I mean. How do you interpret 'too big' or 'syntax error'? Perhaps you forgot about equal or imaginary roots. If this is true, then one way to teach students about LCR circuits might be to get them to write their own LCR circuit analysis program.

There is no point in just using a computer to carry out the often meaningless exercises set in school physics and chemistry examinations. For example, we would not want a student to enter a set of data into some previously prepared program on, say, Newton's rings, that then automatically calculates the wavelength of sodium light. In this case the process is more important than the product - we are trying to get the student to appreciate the properties of the equations being used.

The microcomputer can aid this understanding of equations and concepts in two ways. One of these, the iterative method, is left till last. The other is the sledge-hammer technique of getting the computer to solve an equation many times over while varying one of the parameters. As an example, consider the motion of a stone being thrown vertically against gravity (GRAVITY, program 28). By entering different starting speeds a pupil should be able to discover the relation between the vertical height reached and the initial speed. This technique may be used with almost any other standard equation in science. It would be much better though if the graphics capabilities of the microcomputer were used as well.

Producing a table of results used to be a nightmare but the excellent tabulation facilities of the BBC microcomputer have changed that (Plate 6). Practice changing the parameters of the @\% variable until you appreciate how it works and you will have no more problems (page 70 of the BBC Microcomputer System User Guide).

## Graph plotting

The high-resolution screen is particularly useful for sketching functions. MOVE and DRAW are easily used and some very sophisticated graphs can be drawn. The process is a little slow for complex functions, but this is not necessarily a disadvantage. One can ask the students to predict 'What will happen next? '. For those whose coordinate geometry is a little rusty, the following discussion may be of assistance.

The most useful screen of the BBC Model B microcomputer is MODE 1. This gives a normal 40 columns of text, sufficiently high-resolution for most purposes and three colours at any one time (plus a background colour). This mode is similar to MODE 4, which is the alternative for Model A users. VDU19 and GCOLO should be used to select the different colours of the lines and the background as described in the guide. If you do not have access to a colour monitor, then use MODE 4 to get the extra memory.

The statement to plot a single dot is
PLOT69,0,512
You may just be able to see the small dot on the left of the screen and half-way up, which is the point you have just plotted. Now type

PLOT69,10,512
which gives a point nearer to the right, but at the same height as the other point. The first number in the PLOT69 command tells how far the point is from the left edge. Type

PLOT69,10,200
to get a point below the ones plotted before. This shows that the second number in the PLOT69 command gives the vertical position of the point. The smaller the number, the nearer it is to the bottom. The largest value for the horizontal position is 1279 (extreme right) and the smallest is 0 (extreme left). The largest value for the vertical position is 1023 (top) and the smallest is 0 (bottom). Any attempt to plot points outside these limits will be ignored.

Clear the screen with CLS and prove for yourself the positions of the extreme corners of the screen as follows:
TOP-LEFT $:$ PLOT69,0,1023
TOP-RIGHT $:$ PLOT69,1279,1023
BOTTOM-LEFT $:$ PLOT69,0,0
BOTTOM-RIGHT: PLOT69,1279,0

Occasionally it is necessary to visit a point without plotting a dot; the MOVE statement
can be used for this purpose. MOVEx,y refers to the same point as except that the dot is not plotted.

## Lines

We get lines by drawing a set of dots close together using the DRAW statement. This a line from the previous point visited (PLOT69 or MOVE or a previous DRAW) to the new point specified in the DRAW statement. For example:

MOVE0,0
DRAW1000,512
DRAW0,1023
DRAW0,0
The points on the screen have the coordinates $\mathrm{x}, \mathrm{y}$ (as in coordinate geometry). To plot graphs there must be some relationship between x and y , which must be included in the program. Here is a simple example:

```
100 MODE }
110 GCOL0,3
120 FOR x = 0 TO 1279
130 LET y = x/2
140 PLOT69,x,y
150 NEXT x
```

Note how the program plots the equation given in line 130. Any equation connecting $x$ and y can be used, provided the equation is of the form $\mathrm{y}=$ function of x only. Try this for yourself, with different equations in line 130. For example:

$$
\begin{aligned}
& 130 y=800-x / 2 \\
& 130 y=x^{*} x / 1000 \\
& 130 y=500-x+x^{*} x / 1000
\end{aligned}
$$

You will see that only values of $y$ within the range 0 to 1023 are plotted. To fill in any gaps between the different points the DRAW statement may be used instead of PLOT69. Unfortunately, this causes problems because the program also draws a line from the origin to the first point plotted. Ideally, we want to PLOT the first point and only DRAW thereafter. This can be done by noting that PLOT4 is exactly equivalent to MOVE and PLOTS is exactly equivalent to DRAW. The program thus becomes
100 MODE 1
110 GCOLO,3
115 LET $n=4$
120 FOR $x=0$ T0 1280
130 LET $y=800-x / 2$
140 PLOTn,x,y
145 LET $n=5$
150 NEXT $x$

The first time that the PLOTn statement is reached, $n$ has the value of 4 , so it is the
equivalent of MOVE. Subsequently $n$ is 5 , so all the remaining PLOTn statements are equivalent to DRAW.

## Different origins

The methods used so far only allow us to plot graphs in one quadrant, for positive values of $x$ and $y$. Some graphs, particularly sines and cosines produce negative values too. To plot these requires us to move the axes with the VDU29 command. To keep the origin of the x axis at the left of the screen $(x=0)$ and put the $y$ axis in the middle $(y=512)$ we write

> VDU29,0;512; (Note the semi-colons!)

The graph will now show points in the range 0 to 1279 (x coordinate) as before, but -512 to +511 ( y coordinate). For some purposes it is better not to redefine the screen in this way, but to add the required displacement to the x or the y value with statements like

PLOT69, $x,(y+512)$
The range of plottable values for $y$ will now be from -512 to +511 as above. In both methods axes are drawn with MOVE and DRAW statements.

Another problem with sine and cosine graphs is that they are functions of angles in radians. To get at least two cycles on the screen, the range for the angle must be from 0 to $4 *$ PI radians ( 0 to 12.566). The range for x is 0 to 1279 , so a conversion factor has to be included to make 1279 equivalent to 12.566 . It is better to define a conversion factor (confac) to carry out this operation at the start of the program and to do this in such a way that it is obvious what is happening.

```
LET cycles = 2
LET confac = 2* PI * cycles / 1280
```

The value of any sine function goes from -1 to +1 , so it must be multiplied by an amplitude (maximum of 511 to get the full range on the vertical axis). Here is the program for the sine function (Plate 7):

100 MODE 1
110 VDU29,0;512;
120 GCOL0,3
130 MOVE 0,0
140 DRAW 1279,0
150 MOVE 0, -512
160 DRAW 0,511
200 LET cycles $=2$
210 LET confac $=2$ * PI * cycles / 1280
220 LET amplitude $=300$
230 LET $n=4$
240 FOR $x=0$ TO 1280
250 LET y = amplitude * SIN(x * confac)
260 PLOTn,x,y
270 LET $\mathrm{n}=5$
280 NEXT x

Plate 7 Sine curve
The speed of plotting can be dramatically increased by plotting every tenth point thus:

$$
240 \text { FOR x = } 0 \text { TO } 120 \text { STEP } 10
$$

This makes little difference to the appearance of the final graph. Note that this can only be done with the DRAW statement.

A program to plot the cosine function involves changing line 250 to

$$
250 \mathrm{y}=\text { amplitude * } \operatorname{COS}\left(\mathrm{x}^{*} \text { confac }\right)
$$

A program to plot two functions at the same time requires two FOR-NEXT loops. Let us plot three cycles of the sine function and two of the cosine functions at the same time. The use of DRAW now becomes awkward and it is better to revert to PLOT69 again. This allows the two graphs to be drawn in different colours.

$$
\begin{aligned}
& 100 \text { MODE } 1 \\
& 110 \text { VDU29,0;512; } \\
& 120 \text { GCOL0,3 } \\
& 130 \text { MOVE } 0,0 \\
& 140 \text { DRAW } 1279,0 \\
& 150 \text { MOVE 0,-512 } \\
& 160 \text { DRAW } 0,511
\end{aligned}
$$



Plate 8 Sum of two waves

```
200 LET sincolour = 1
210 LET coscolour = 2
220 LET sincycles = 3
230 LET coscycles = 2
240 LET sinconfac =2 * PI * sincycles / 1280
250 LET cosconfac = 2 * PI * coscycles / 1280
260 LET sinamplitude = 300
270 LET cosamplitude = 400
280 FOR x = 0 TO 1280
290 LET siny = sinamplitude * SIN(x * sinconfac)
300 GCOLO,sincolour
310 PLOT69,x,siny
3 2 0 ~ L E T ~ c o s y ~ = ~ c o s a m p l i t u d e ~ * ~ C O S ( x ~ * ~ c o s c o n f a c )
330 GCOLO,coscolour
340 PLOT69,x,cosy
380 NEXT x
```

With other trigonometrical functions although it does not cause an error message if the plotted point is not within the range of the screen, it is useful to ensure that the graph can be seen. The function plotted should be checked for its maximum and minimum values

## The BBC microcomputer in science teaching

and the amplitude adjusted. An example is the function $300 \sin (3 \mathrm{~A})+400 \cos (2 \mathrm{~A})$, which can have a value of 700 , so the amplitude should be reduced accordingly. To plot this function as well as the functions that go to produce it, add these lines to the previous program:

```
350 GCOL0,3
360 LET sumy = (siny + cosy)/2
370 PLOT69,x,sumy
```

Sometimes, however, the use of a range check is unavoidable. For example, the function $\tan (\mathrm{A})$ goes to infinity when A is ninety degrees producing an error. ON ERROR GOTO will detect this condition and avoid crashing the program. This program plots $\tan (\mathrm{A})$ for two cycles and to get as much of the function as possible on the screen the amplitude is made quite low (Plate 9).

```
100 MODE 1
110 VDU29,0;512;
120 GCOL0,3
130 MOVE0,0
140 DRAW 1279,0
150 MOVE0,-512
160 DRAW0,511
200 GCOL0,3
210 LET cycles = 2
220 LET confac = 2 * PI * cycles/ }128
230 LET amplitude = 10
240 LET n=4
250 FORx=0 TO }128
260 ON ERROR LET x=x+1:GOTO 270
270 LETy = amplitude * TAN(x * confac)
275 IF y>1000 OR y<-500 THEN LET n = 4
280 PLOTn,x,y
290 LET n=5
3 0 0 ~ N E X T x ~
```

This use of ON ERROR prevents the normal function of the ESCAPE key to exit the program. To do this, perform a BREAK (followed by OLD <RETURN> to recover the program). Line 275 is a 'bug-fix' to prevent + infinity being joined up to -infinity. Try removing it to see its effect.

Some functions still cause problems. Consider the equation of the circle

$$
x^{2}+Y^{2}=\text { radius }^{2}
$$

where the maximum value for the radius is 511 . BASIC cannot handle the equation as it is, it must be transformed to get a single value of $y$ (or $x$ ) on the left of the equation.

$$
y=\operatorname{SQR}\left(\text { radius }{ }^{*} \text { radius }-x^{*} x\right)
$$



Plate 9 Tangent curve
Care must now be taken to prevent the absolute value of x from exceeding the radius, otherwise y becomes imaginary. Also the square root is automatically positive, so we shall only get the whole circle by separately including the negative value.

```
100 MODE }
110 VDU29,640;512;
120 LET radius = 400
130 FOR x = -radius TO radius
140 y = SQR(radius*radius - x*x)
150 PLOT69,x,y
160 PLOT69,x,-y
170 NEXT x
```

This gives uneven spacing between the plotted points and a more satisfactory way, which makes use of a separate parameter is preferred. For circular functions angle is the most useful parameter.

100 MODE 1
110 VDU29,640;512;
120 LET amplitude $=300$
200 FOR angle $=0$ TO 360
210 LET x = 1.1 * amplitude * COS(RAD(angle))
220 LET y = amplitude * SIN (RAD(angle))

## 230 PLOT69,x,y <br> 240 NEXT angle

Here the x amplitude is made larger than the y amplitude to make the circle more circular in the display. The factor 1.1 in line 210 will need to be changed for different monitors.

The parametric method is widely applicable to most conic sections. The ellipse is given by

```
100 MODE }
110 VDU29,640;512;
120 LET xamplitude = 400
130 LET yamplitude = 200
200 FOR angle = 0 TO 360
210 LET x = xamplitude * COS (RAD(angle))
220 LET y = yamplitude * SIN (RAD(angle))
230 PLOT69,x,y
2 4 0 ~ N E X T ~ a n g l e ~
```

The parabola is given by

$$
\begin{aligned}
& x=2^{*} a^{*} t \\
& y=a^{*} t^{\star} t
\end{aligned}
$$

For example,
100 MODE 1
110 VDU29,640;512;
200 FOR $t=-500$ TO 500
210 LET x $=20$ * t*t
220 LET $\mathrm{y}=\mathrm{t}$ * t
230 PLOT69,x,y
240 NEXT t
The hyperbola has an awkward parametric equation

$$
\begin{aligned}
& x=a / \operatorname{COS}(\text { RAD (angle) }) \\
& y=b^{*} T A N(R A D(\text { angle }))
\end{aligned}
$$

This can produce infinite values, so the ON ERROR technique is used here too.
100 MODE 1
110 VDU29,640;512;
120 GCOLO,3
130 ON ERROR LET angle=angle + 1:GOTO210
200 FOR angle $=0$ TO 360
$210 x=100 / \operatorname{COS}(\operatorname{RAD}$ (angle))
$220 \mathrm{y}=200^{*}$ TAN(RAD(angle))
230 PLOT69, x,y
240 NEXT angle

## Phase fingle = 60

## Frequency Ratio = 2.5



Plate 10 Lissajous figures
Particularly pleasing to the physics teacher is the production of Lissajous figures using sine equations with different frequencies and phase angles (Plate 10).

```
100 MODE }
110 VDU29,640;512;
120 GCOL0,3
130 INPUT "Phase Angle = "phase
140 INPUT "Frequency Ratio = " freqratio
150 LET amplitude = 300
160 LET n = 4
200 FOR angle = 0 TO 100000
210 LET x = amplitude * SIN(RAD(angle*freqratio + phase))
220 LET y = amplitude * SIN(RAD(angle))
230 PLOTn,x,y
240 LET n = 5
250 NEXT angle
```

If non-integral values of the frequency ratio are desired, it can be many cycles before the pattern repeats itself, hence the need for the large number of cycles in line 200.

## EVAL

The BBC BASIC function EVAL allows equations to be entered from the keyboard instead of the user having to stop the program to try out a different function. In some cases this is useful and you can see one application of it in PROGRAMMABLE OSCILLATOR (13). Usually, however, the necessity to enter the function with BASIC syntax means that the user has to have some familiarity with programming anyway. In this case it is no more difficult to halt the program and alter the line numbers. Program 3 (LOGIC MAKER) uses this technique since a particular Boolean function may spread over several lines of programming.

## Applications

These ideas can be turned to practical classroom use in a number of ways. Once the principles are appreciated, a few hours at the keyboard will tell students more about the behaviour of functions than a whole series of lectures.

## Simple functions

If a phenomenon can be described by a simple equation, then it can be plotted in the ways just described. For example, the distance-time graph of a body that falls from rest can be plotted with the equation

$$
s=g^{*} t * t / 2
$$

This translates into a program as follows:

```
100 MODE 1
110 VDU29,0;900;
120 GCOL0,3
150 PRINT TAB(0,0);"Enter the acceleration due to gravity"
160 INPUT g
170 LET acc = -g
180 LET n=4
200 FOR t = 0 TO 1280
210 LET s = acc * t * / 2
220 PLOTn,t,s/1000
230 LET n = 5
240 NEXT t
250 GOTO }15
```

Different values for gravity may be entered and their effects noted. In this program values between 0 and 10 give the best results.

Wherever there are more than two variables, the others can be held constant during each scan of the screen and altered later by entering new values in precisely the same way as this. This process fits most equations experienced in O -level physics and chemistry.


Plate 11 Damped oscillations - via mathematics
Typical examples are as follows:

$$
\begin{aligned}
& V=I^{*} R \\
& W=I^{*} i^{*} R \\
& P^{*} V=\text { const } 0 . \\
& 1 / v+1 / u=1 / f \\
& F=k^{*} m^{*} M /\left(r^{*} r\right)
\end{aligned}
$$

Trigonometrical functions allow some of the properties of vibrations and waves to be investigated. The superposition of two waves to give interference, beats and modulated waves was demonstrated above. Here is another example: a program for an object executing damped oscillations. This includes a plot of the wave envelope too, so that the student can appreciate which part of the equation causes the different shapes of the graph (Plate 11). This program is actually an oversimplification, since no account has been taken of the effect of damping on the frequency of the oscillations. A much better way of doing the whole thing is discussed later in this chapter.

```
140 DRAW 1279,0
150 MOVE 0, -512
160 DRAW 0,511
190 INPUT TAB(0,0) "Coefficient of friction (0 to 0.1) " friction
200 LET cycles = 4
210 LET confac = 2 * PI * cycles/1280
220 LET amplitude = 300
230 MOVE 0,amplitude
240 FOR t = 0 TO 1280 STEP 5
250 LET angle = t * confac
260 LET displacement = amplitude * EXP(-t * friction) * COS(angle)
270 GCOL0,3
300 DRAW t,displacement
3 1 0 \text { NEXT t}
320 REM DRAW PEAK ENVELOPE
350 MOVE 0,amplitude
360 GCOL0,1
370 FOR t = 0 TO 1280 STEP 5
380 LET envelope = amplitude * EXP(-t * friction)
390 DRAW t,envelope
4 0 0 ~ N E X T ~ t ~
410 GOTO }19
```

A particularly satisfactory demonstration of the Fourier synthesis of a square wave is obtained with the following program:

```
10 REM FOURIER SYNTHESIS
100 MODE }
110 VDU29,0;512;
120 GCOL0,3
130 MOVE 0,0
140 DRAW 1279,0
150 MOVE 0,-512
160 DRAW 0,511
200 LET cycles = 2
210 LET confac = 2 * PI * cycles / 1280
220 LET amplitude = 300
230 LET n = 4
240 FOR x = 0 TO 1280
250 LET angle = x * confac
260 LET y1 = amplitude * SIN(angle)
270 LET y2 = amplitude / 3 * SIN(3 * angle)
280 LET y3 = amplitude / 5 * SIN(5 * angle)
290 LET y4 = amplitude / 7 * SIN(7 * angle)
300 LET y5 = amplitude / 9 * SIN(9 * angle)
```

```
310 LET \(\mathrm{y}=\mathrm{y} 1+\mathrm{y} 2+\mathrm{y} 3+\mathrm{y} 4+\mathrm{y} 5\)
320 PLOTn, x,y
330 LET \(\mathrm{n}=5\)
340 NEXT x
```

Provided you are prepared to wait this process may be continued for as many harmonics as you wish.

## Complicated functions

Many functions cannot easily be rearranged to make one variable into the subject of the equation. There is usually no necessity for this in any case as the microcomputer is quite capable of carrying out the calculation in parts. A good example of this is the voltage across a capacitor in an LCR circuit (Figure 3.1). If this is plotted against frequency a resonance curve is produced. The input voltage is assumed to be constant (E) and this produces a current in the circuit (I).


Figure 3.1 LCR circuit
$I$ is given by $E / Z$, where $Z$ is the impedance of the circuit at the given frequency ( f ). The voltage across the capacitor ( C ) is thus $1 / 2 \pi \mathrm{fC}$. The value for Z is obtained from the formula

$$
Z^{2}=R^{2}+(2 \pi f L-1 / 2 \pi f C)^{2}
$$

RESONANCE (29) plots the desired curve (Plate 12). The values of L and C should be chosen to make the resonant frequency come near the middle of the screen (frequency = 500). Assuming inductances in millihenries and capacitors in microfarads, this gives $\mathrm{L}=$ 100 mH and $\mathrm{C}=250 \mathrm{BF}$. (Strictly, this frequency is the angular frequency, but this is not apparent in the final plot, so it is ignored here. If required it is simple enough to allow for it.) Here is the essential part of the program.

INPUT "Inductance = " L
INPUT "Capacitance = " C
INPUT "Resistance = " R


Plate 12 LCR resonance curves
LET E = 50:REM APPLIED VOLTAGE
FOR frequency = 1 TO 1280
LET XL = frequency * L
LET XC = $1 /$ (frequency * C )
LET X = XL - XC
$\operatorname{LET} \mathrm{Z}=\operatorname{SQR}\left(\mathrm{R}^{*} \mathrm{R}+\mathrm{X}^{*} \mathrm{X}\right)$
LET I = E/Z
LET VC = 1 * XC
PLOT frequency, VC
NEXT frequency
It can be seen how the final capacitor voltage is obtained after several separate calculations, each of which should be familiar to the student. By showing each step of the calculation like this, it is easier to keep sight of the physics. The value of this kind of program is that students can vary one parameter at a time and observe the effects. PROJECTILES (30) also shows this technique.

## Graph plotting with experimental data

Probably the most useful application of graphs in science is the plotting of experimental data. This is usually carried out to obtain the slope or intercept of a straight-line graph,
where the best line is obtained from the data by guesswork. The computer can be a great help in teaching students to do this, since the 'best' line can then be obtained by the method of least squares. The technique was used in Chapter 2 to draw the best line for RESONANCE IN A TUBE. This program also demonstrates one method of plotting crosses, by printing them in the position of the graphics cursor.

VDU5
MOVE $x-12, y+12$
PRINT"+"
This plots a cross at the point $x, y$. It is necessary to reduce the $x$ coordinate and increase the $y$ coordinate as shown in order to get the centre of the cross as near to the point $x, y$ as possible. The + sign is far from ideal for this purpose, since its vertical part is actually two lines wide. A better way is to use a user-defined cross as follows:

```
VDU23,255,16,16,16,254,16,16,16,0
VDU5
MOVE x-12,y+12
PRINT CHR$255
```

Better still is a procedure ( $\operatorname{PROCplot}(\mathrm{x}, \mathrm{y})$ ) that draws a cross exactly at the point $\mathrm{x}, \mathrm{y}$ without the hassle of changing these values first. The procedure is defined by:

DEF PROCplot( $\mathrm{x}, \mathrm{y}$ )
MOVE $x-16, y$
DRAW $x+16, y$
MOVE $x, y-16$
DRAW $\mathrm{x}, \mathrm{Y}+16$
ENDPROC
A complete program to accept students' data and to process it is not easy if the data can have all possible values. The following program works within limits and may easily be adapted to suit any particular application. RESONANCE IN A TUBE demonstrated one such adaptation.

```
LEAST SQUARES FIT
    100 MODE4
    200 @% = &AOA: REM Restore normal format
    300 VDU23,250,8,8,8,8,8,8,0,0
1000 REM
1010 REM
1020 REM COLLECT DATA
1030 REM
1040 REM
1050 CLS
1060 PRINT:PRINT"Enter the number of data pairs."
1070 PRINT:INPUT numreadings
```

```
1080 DIM x(numreadings),y(numreadings)
1090 PRINT:PRINT "Enter each pair of readings"
1100 PRINT:PRINT "in the order x-coord.,y-coord."
1110 PRINT:PRINT "for example 56.3,89.75"
1120 FOR n = 1 TO numreadings
1130 PRINT
1140 INPUT x(n),y(n)
1150 PRINT x(n),y(n)
1160 NEXTn
1170 CLS:PROClist
1180 PRINT:PRINT "Do you wish to change any readings?"
1190 PRINT:PRINT "Answer Y or N."
1200 PRINT:INPUT answer$
1210 IF answer$<>"Y" AND answer$<>"N" THEN 1180
1220 IF answer$="N" THEN 2000
1230 PRINT:PRINT "Enter the reference number for the"
1240 PRINT:PRINT "data pair you wish to change."
1250 PRINT:INPUT m%
1260 IF m%>numreadings THEN PRINT:PRINT"You did not enter this
reading.":GOTO }117
1270 PRINT:PRINT"Enter the new pair of readings"
1280 PRINT:INPUT x(m),y(m)
1290 PRINT
1300 PROClist
1310 GOTO }117
1320
2000 REM
2010 REM
2020 REM DETERMINE AXES
2030 REM
2040 REM
2050 CLS
2060 PRINT:PRINT"Enter the maximum x-coordinate"
2070 PRINT:INPUT xmax
2080 PRINT:PRINT"Enter the maximum y-coordinate"
2090 PRINT:INPUT ymax
2100 LET xscale=xmax/1000
2110 LET yscale = ymax/ 1000
2 1 2 0
5000 REM
5010 REM
5020 REM DRAW AXES
5030 REM
5040 REM
```

```
5050 CLS
5060 REM Move origin
5070 VDU29,128;64;
5080 MOVE 0, -32:DRAW 0, 1000
5090 MOVE -32,0:DRAW 1200,0
5095 @% = &202: REM short format
5100 VDU5
5110 FOR y = 0 TO 10
5120 MOVE -128,12+100*y:PRINT;100*y*yscale
5130 MOVE -28,12+100*y:PRINT;"-"
5 1 4 0 ~ N E X T ~ y ~
5 1 5 0
5160 FOR x=0 TO 10
5170 MOVE -16+100*x,0:PRINT CHR$250
5180 MOVE -48+100*x,-32:PRINT;100*x*xscale
5190 NEXT x
5200
5210 REM
5220 REM
5230 REM LINEAR REGRESSION
5240 REM
5250 REM************************
5 2 6 0
5270 LET xtotal = 0
5280 LET ytotal = 0
5290 LET sumxsquares = 0
5300 LET sumxyproduct = 0
5320 FOR n = 1 TO numreadings
5330 LET x = x(n)/xscale
5340 LET y = y(n)/yscale
5360 LET xtotal = xtotal + x
5370 LET ytotal = ytotal + y
5380 LET sumxsquares=sumxsquares + x*x
5390 LET sumxyproduct=sumxyproduct + x*y
5400 PROCplot(x,y)
5 4 1 0 ~ N E X T ~ n ~
5420
5430 REM
5440 REM
5450 REM CALCULATE SLOPE AND INTERCEPT
5460 REM
5 4 7 0 ~ R E M
5 4 8 0
5490
```

```
5500 LET slope = (numreadings * sumxyproduct - xtotal *
ytotal)/(numreadings * sumxsquares - xtotal * xtotal)
5510 LET intercept = (ytotal - slope * xtotal) / numreadings
5 5 2 0 ~ R E M
5530 REM
5540 REM PLOT LINE
550 REM
5560 REM*
5570
550 REM Plot minimum x-value
5590 LET x% = 0:y% = intercept + slope * x%
5600 MOVE x%,y%
5610 REM Plot maximum x-value
5620 LET x% = 1200:y% = intercept + slope * x%
5630 DRAW x%,y%
5640 VDU4
5650 END
5 6 6 0
10000 DEF PROClist
10010 PRINT TAB(19,2);"x , y"
10020 PRINT
10030 FOR n = 1 TO numreadings
10040 PRINT n,x(n),y(n)
10050 NEXT n
10060 ENDPROC
1 0 0 7 0
11000 DEF PROCplot(X,Y)
11010 MOVE X-16,Y
11020 DRAW X+16,Y
11030 MOVE X,Y-16
11040 DRAW X,Y+16
11050 ENDPROC
```

For statistical data a bar chart is preferred. In this case the x coordinate is probably discontinuous, but whether it increases in steps of one, two or five, etc. is a matter of choice in each case. Hence again a single program will not suffice for all occasions and one like the following will need to be adapted for each particular case. The procedure to plot a bar of length y at the position x is:

DEF PROCvbar( $\mathrm{x}, \mathrm{y}$ )
MOVE x,0
MOVE $x+48,0$
PLOT85,x,y
PLOT85,x+48,y
ENDPROC

One program to handle the data input for bar charts is as follows:

```
BAR CHART
    100 MODE 4
    200@% = &A0A:REM Restore normal format
    300 VDU23,250,8,8,8,8,8,8,0,0
    1000 REM*
    1010 REM
    1020 REM COLLECT DATA
    1030 REM
    1040 REM*
    1050 CLS
    1060 PRINT:PRINT "Enter the number of data readings."
    1070 PRINT:INPUT numreadings
    1080 DIM y(numreadings)
    1090 PRINT:PRINT "Enter each reading in ascending order"
    1100 PRINT:PRINT "of the x-coordinate."
    1120 FOR n = 1 TO numreadings
    1130 PRINT TAB(5);n;" ";:INPUT y(n)
    1160 NEXT n
    1170 CLS:PROClist
    1180 PRINT:PRINT "Do you wish to change any readings?"
    1190 PRINT:PRINT "Answer Y or N."
    1200 PRINT:INPUT answer$
    1210 IF answer$<>"Y" AND answer$<>"N" THEN }118
    1220 IF answer$="N" THEN 2000
    1230 PRINT:PRINT "Enter the reference number for the"
    1240 PRINT:PRINT "data you wish to change."
    1250 PRINT:INPUT m%
    1260 IF m%>numreadings THEN PRINT:PRINT"You did not enter this
    reading.":GOTO 1170
    1270 PRINT:PRINT" Enter the data."
    1280 PRINT:INPUT y(m%)
    1290 PRINT
    1300 PROClist
    1310 GOTO }117
    1320
    2000 REM*
    2010 REM
    2020 REM DETERMINE AXES
    2030 REM
    2040 REM
    2050 CLS
    2080 PRINT:PRINT"Enter the maximum y-coordinate"
```
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2090 PRINT: INPUT ymax
2100 LET xscale = numreadings/1000
2110 LET yscale = ymax/1000
2120
5000 REM
5010 REM
5020 REM DRAW AXES
5030 REM
5040 REM
5050 CLS
5060 REM Move origin
5070 VDU29,128;64;
5080 MOVE 0,-32:DRAW0,1000
5090 MOVE-32,0:DRAW 1200,0
5095 @\%=\&202:REM short format
5100 VDU5
5110 FOR y=0 TO 10
5120 MOVE -128,12+100*y:PRINT;100*y*yscale
5130 MOVE -28,12+100*y:PRINT;"-"
5140 NEXT y
5150
5160 FOR $x=0$ TO 10
5170 MOVE -16+100*x,0:PRINT CHR\$250
5180 MOVE -48+100*x,-32:PRINT;100*x*xscale 5190 NEXT x
5200
5210 REM
5220 REM
5230 REM BAR CHART
5240 REM
5250 REM
5260
5320 FOR $\mathrm{n}=1$ TO numreadings
5360 LET $x=n / x s c a l e$
5340 LET $y=y(n) / y s c a l e$
5400 PROCvbar( $\mathrm{x}, \mathrm{y}$ )
5410 NEXT n
5500
5640 VDU4
5650 END
5660
10000 DEF PROClist
10010 PRINT TAB(9,2);"x,y"
10020 PRINT

```
10030 FOR \(\mathrm{n}=1\) TO numreadings
10040 PRINT \(n, y(n)\)
10050 NEXT n
10060 ENDPROC
10070
11000 DEF PROCvbar(X,Y)
11010 MOVE X,0
11020 MOVE X+48,0
11030 PLOT85,X,Y
11040 PLOT85,X+48,Y
11050 ENDPROC
```

Another example of the plotting of bar charts is given in SUM OF TWO DICE (22).
Horizontal bar charts are just as easy to achieve thus:

```
11000 DEF PROChbar(X,Y)
11010 MOVE 0,Y
1 1 0 2 0 ~ M O V E ~ 0 , Y + 4 8 ~
11030 PLOT85,X,Y
11040 PLOT85,X,Y+48
11050 ENDPROC
11000 DEF PROCvbar(X,Y)
11010 MOVE X,0
1 1 0 2 0 \text { MOVE X+48,0}
11030 PLOT85,X,Y
11040 PLOT85,X+48,Y
11050 ENDPROC
```

Pie charts are obtained with the circle drawing technique already shown. The filled circle uses the triangle-filling PLOT85 instruction too. To ensure that the pie is closed each amount is converted to its nearest whole number of degrees (line 1320). Each sector is added onto the previous one and hopefully the total angle reaches exactly 30 degrees. MODE 2 allows the seven colours to be used (line 1370), but if there are exactly eight sectors this will need to be modified or two adjacent colours will be the same.

```
PIE CHART
    1 0 0 \text { MODE } 7
    200 DIM amount(100)
    1 0 0 0 ~ R E M * ~ * * * * * )
    1010 REM
    1020 REM COLLECT DATA
    1030 REM
    1040 REM************************
    1 0 5 0 ~ C L S ~
    1060 PRINT:PRINT"Enter the amounts for each sector"
    1070 PRINT:PRINT "of the pie chart."
```

```
1080 PRINT:PRINT "Enter 0 to obtain the pie chart."
1090 LET n = 0:total = 0
1100 REPEAT
1110 LET n = n + 1
1120 PRINT:INPUT amount(n)
1130 LET total = total + amount(n)
1140 UNTIL amount(n) = 0
1150 LET numreadings = n-1
1 1 6 0
1200 REM
1210 REM
1220 REM DETERMINE AXES
1230 REM
1240 REM
1250
1260 MODE2
1270 REM Move origin
1280 VDU29,600;500;
1290 LET totalangle% = 1
1300 MOVE 400,0
1310 FOR n=1 TO numreadings
1320 LET angle% = 360 * amount(n)/total + 0.5
1330 FOR totalangle% = (totalangle%-1) TO (totalangle% + angle%)
1340 LET X = 400*COS(RAD(totalangle%))
1350 LET Y = 400*SIN(RAD(totalangle%))
1360 MOVE 0,0
1370 GCOL 0,(n MOD 7) + 1
1380 PLOT85,X,Y
1390 NEXT totalangle%
1400 NEXT n
```


## The use of RND

The random number function of BASIC is not provided only for computer games! It is invaluable for carrying out statistical experiments, particularly where the results can be displayed graphically. RADIOACTIVE DECAY (21) illustrates the use of this function to decide which nucleus should decay next. Since the position of this next nucleus is decided at random, the chance of choosing a position with an undecayed nucleus depends upon the number of such nuclei remaining. This therefore simulates radioactive decay quite well (Plate 13). The use of SOUND to simulate a Geiger counter is an idea suggested by W. Jeffries at a conference in Jordanhill College of Education in June 1982.


## Plate 13 Radioactive decay

If one of the variables is discontinuous, then the bar chart is an obvious means of display as SUM OF TWO DICE (22) illustrates. This is a standard experiment, but few students could do it more than a few times as a practical exercise, so the microcomputer can help to make the pattern more obvious. In the space of a few minutes the experiment is performed hundreds of times (Plate 14).

The use of RND is particularly valuable in biology for simulating genetic linkage and there are very many programs available for this. It is also used in the simulation of Geiger and Marsden's experiment discussed later (RUTHERFORD, 32).


Plate 14 Probability distribution - the sum of two dice

## Iterative Methods

The Nuffield Advanced Physics originators were far-sighted in noting probable trends towards more and cheaper calculators. They describe several experiments which run very nicely on a microcomputer. Basically, they suggest that as well as the traditional algebraic (usually integral calculus) analysis of physical phenomena, teachers should explore numerical solutions. A good example is the discharge of a capacitor through a resistor. This can be solved algebraically by noting that the current flowing through the resistor is the differential of the charge on and hence the voltage across the capacitor. Since this current is directly proportional to voltage, all that has to be done is integrate a reciprocal and end up with an exponential logarithm. The mathematics so obscures the physics that it is better to seek a step-by-step solution to the problem.

The voltage $(\mathrm{V})$ across the capacitor is related to the charge $(\mathrm{Q})$ in the capacitor by

$$
Q=V * C \quad \text { (Eq.1) }
$$

This voltage causes a current (I) to flow through the resistor according to the well-known formula

$$
V=I^{*} R
$$

If a current of one ampere flows for one second, the capacitor will lose one coulomb of charge, so in one millisecond, say, it will lose one millicoulomb of charge. Thus the remaining voltage on the capacitor after one millisecond is a bit less than it was before, and we can use Eq. 1 to calculate exactly how much less. This gives us a new value for V, with which to begin the next millisecond. By hand it could take some time to see how the capacitor voltage is falling, but the microcomputer makes very short work of the calculations. The exponential curve is obtained with only the three fundamental equations. The actual program is listed below, but any student, particularly one able to comprehend the calculus approach, could write such a program.

The main difficulty is ensuring that the chosen values give results that fit the screen. The time axis ( x axis) goes from 50 to 1279 units. If these are seconds, then a time constant of about 300 seconds is needed for the $\mathrm{R}-\mathrm{C}$ circuit. This is somewhat unrealistic, so we pretend that our time scale is in microseconds instead. The value for R can thus be a few thousand ohms and the value for C between 1 and 10 microfarads. The increment of time between each successive calculation (timeinc) is fixed at 5 units in this program. It can be changed to give a finer line (which is slower) or a more chunky line which is faster. Since


Plate 15 Capacitor discharge by formula
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different values for R and C can be entered, students can be asked to discover how the rate of decay depends upon $R$ and $C$ (Plate 15), In so doing, they learn a great deal about the decay curve, which should transfer to their understanding of, say, radioactive decay too.

```
100 MODE1
110 GCOL0,3
120 MOVE 0,50:DRAW 1279,50
130 MOVE 50,0:DRAW 50,1023
140 PRINT TAB(0,0);" "
150 PRINT TAB(0,2);" "
160 PRINT TAB(0,0);"Capacitance (microfarad) ";;INPUT capacitance
165 PRINT TAB(0,2);"Resistance (ohms) ";:INPUT resistance
170 PRINT TAB(0,14);"V"
180 PRINT TAB(20,31);"time";
185 IF resistance=0 THEN resistance=0.001
190 REM INITIAL VALUES
200 LET E=800:REM INITIAL VOLTAGE
210 MOVE 50,E
220 time = 50
230 LET charge= E * capacitance:REM microcoulomb
240 LET voltage=E
250 LET timeinc=5
2 6 0
300 REPEAT
310 LET current=voltage/resistance
320 LET charge=charge-current*timeinc
330 LET voltage=charge/capacitance
340 LET time=time+timeinc
350 DRAW time,voltage+50
360 UNTIL time>1279 OR voltage<5
370 GOTO }14
```

This approach to the analysis of phenomena is called the iterative method. It is applicable in very many areas (and not just physics). Programs 30 to 32 show how it may also be applied to motion. Plate 16 shows the sort of results obtained with PROJECTILES (30), The basic algorithm is as follows:

1 Assume initial position, velocity and acceleration.
2 Assume a small increment of time,
3 Determine the new velocity after this time interval.
4 Determine the distance travelled at this velocity during this time interval,
5 Calculate the new position,
6 Return to step 1, with new values of velocity and acceleration.

This gives a delightful way of tackling simple (and damped) harmonic motion, without recourse to differential equations.

```
    10 REM DAMPED OSCILLATIONS
    20 REM BY THE ITERATIVE METHOD
100 MODE 1
110 VDU29,0;512;
120 GCOL0,3
125 MOVE 0,0
130 DRAW 1279,0
140 MOVE 0,-512
150 DRAW 0,512
160 INPUT TAB(0,0) "Coefficient of friction (0 to 0.1) " friction
170 INPUT "Spring constant (0 to 10) " springconstant
180 INPUT "Mass of body (0 to 10) " mass
190 LET amplitude=300
200 LET displacement=amplitude
210 LET speed=0:REM INITIAL SPEED
220 MOVE 0,displacement
230 LET time=0
240 LET timeinc=5
250 REPEAT
260 LET restoringforce=-springconstant*displacement/10000
270 LET frictionalforce=-friction*speed
280 LET totalforce=restoringforce+frictionalforce
290 LET acceleration=totalforce/mass
300 LET speed=speed+acceleration*timeinc
310 LET displacement=displacement+speed*timeinc
3 2 0 \text { LET time=time+timeinc}
330 DRAW time,displacement
340 UNTIL time>1279
```

On each run different values can be entered to discover the role that each variable plays in the overall motion. If this is coupled with actual experimental work with masses on the end of a spring, I believe the approach to be much more truly physics than the traditional mathematical approach.

For projectiles there are two directions ( $x$ and $y$ ) to consider, However, these can be considered entirely independently, so the only complication is that there are twice as many calculations in each cycle. PROJECTILES (30) illustrates this: the motion in the $x$ direction is constant velocity, while that in the y direction is constant acceleration (Plate 16). This program also shows how easy it now is to include more difficult ideas. The usual treatment of projectiles ignores friction and leads to the ideal case of 45 degrees as the angle for maximum range. PROJECTILES incorporates a frictional drag, proportional to the speed, which reduces the speed and leads to the idea of terminal velocity. The resulting motion is not unlike that predicted by Bacon's impetus theory. The acceleration


Plate 16 Projectiles
due to gravity and the friction (dragcoeff) can be altered for different effects (projectiles in treacle?).

Motion under a central force is rarely understood. NEWTON (31) is a game that any student should be able to solve, but it often fools physics graduates. The objective is to put a rocket into moon orbit from outside. Try it and see if you understand Newton's laws yourself (Plate 17). The program first calculates the distance between the rocket and the centre of the moon. This is converted into two forces, one which affects the acceleration in the x direction, the other the y direction. This in turn leads to predictions of where the rocket will be after the next unit of time (timeinc) and the process reiterates until the rocket crashes on the moon's surface or disappears off the screen. The value of 'timeinc' can be altered as before to achieve smoother if slower motion.

Alpha particle scattering by a gold nucleus provides a classic derivation for university undergraduates. I understand that the mathematics of this was too difficult for Rutherford and was handed over to a mathematician. I imagine that Rutherford would have loved the iterative method. The essential part of RUTHERFORD (32) is very similar to its equivalent in NEWTON, except that the force acting is reversed to produce repulsion instead of attraction. The motion is also speeded up (with a loss in resolution) to allow a large number of particles to be observed. These are fired at random at the gold nucleus and only a few pass close enough to be deflected (Plate 18). So the mathematics is reduced to the level where any sixth former can understand it. I

## 



Plate 17 Satellite motion


Plate 18 Rutherford alpha particle scattering simulation
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am not sure that many teachers, particularly of physics, have yet realized the implications of this. If, as I suspect it will, computer programming becomes the fourth $R$, the traditional dependence of advanced science subjects upon mathematics could be allowed to decline, thus opening them up to more students than hitherto.

## Modelling the environment

The iterative process has wider applications than those above and it was used by the Huntingdon Project, which produced the well-known simulations in biology and chemistry. One of these, POLLUT, analyses the effect of certain types of pollutant upon water life and another, HABER, looks at the effects of changing the temperature and pressure etc. of the reactants in an industrial process. Practically anything that can be quantified, can be mathematically modelled, although the accuracy of the predicted outcomes is not necessarily reliable. It depends upon whether all the important factors have been taken into account.

To illustrate the principles, fox and rabbit populations can be modelled to predict how they change with time. It is assumed that the rabbits' food is infinite so that they can reproduce without restriction. Although the increment of time is assumed to be one week, it is possible to enter an arbitrary rate of growth for the rabbit population between 0 and 5 per cent.

The growth in the fox population is dependent upon the supply of rabbits. If foxes only


Plate 19 Fox and rabbit population simulation
eat rabbits, then they will begin to die if their population exceeds some factor of the rabbit population. Foxes with abundant food reproduce at a constant rate, which is also chosen before the start of the iteration. It is assumed that the starvation rate of foxes depends upon the ratio of foxes to rabbits, which seems reasonable. It is further assumed that the death rate of rabbits is proportional to the product of rabbits and foxes. This assumes that one fox with 1000 rabbits will still eat twice as much as the same fox with 500 rabbits. (I greatly suspect the model at this point.) The number of rabbits that are eaten depends upon the number of foxes and the number of foxes depends upon the number of rabbits. This classic problem can only be solved by an iterative process, since the equations generated have no analytical solution (Plate 19).

```
    10 REM FOX AND RABBIT SIMULATION
100 MODE4
110 ON ERROR GOTO 500
200 CLS
300 INPUT "FOX GROWTH RATE (range 0 to 5%) "foxgrowthrate
310 INPUT "RABBIT GROWTH RATE (range 0 to 5%) "rabbitgrowthrate
320 PROCpopulation
500 PRINT TAB(0,0);"Press R to repeat.
510 IF INKEY$(255)<>"R" THEN 510
520 GOTO 200
1000
2000 DEF PROCpopulation
2010 CLS
2020 LET
weeks=0:rabbitgrowthrate=rabbitgrowthrate/100:foxgrowthrate=foxgrowthrat
e/100
2030 PRINT TAB(0,0);"Press ESCAPE to stop."
2040 PRINT TAB(12,2);"weeks = "
2050 LET rabbits=3000
2060 LET foxes=20
2070 PRINT TAB(12,30);"Fox population"
2080 PRINT TAB(10,20);"Rabbit population"
2100 REPEAT
2200 LET babyrabbits=rabbits*rabbitgrowthrate
2210 LET deadrabbits=0.001*foxes*rabbits
2220 LET rabbits=rabbits+babyrabbits-deadrabbits
2230 LET babyfoxes=foxes*foxgrowthrate
2240 LET deadfoxes=5*foxes/rabbits
2250 LET foxes=foxes+babyfoxes-deadfoxes
2260 weeks=weeks+1
2270 PRINT TAB(20,2);weeks
2280 GCOL0,1:PLOT69,weeks,2*foxes+100
2290 GCOL0,3:PLOT69,weeks,rabbits/20+400
```
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2300 UNTIL weeks>1279 OR rabbits>25000
2400 ENDPROC

As a physicist I find this much less satisfying than the same approach applied to physics because I can justify some of the values entered into the equations of motion. I am not at all sure about the constants entered into the fox and rabbits program. (I chose them to get the right result!) However, I am sure that biologists will be able to do it properly once the essential idea has been appreciated.

# 4 Microcomputer timing and control 

'The question is,' said Humpty Dumpty, 'which is to be Master that's all.'<br>(Lewis Carroll, Through the Looking Glass)

## Interfacing a microcomputer

Most control applications use two-state devices. An electric light switch can be up or down. An electromagnetic relay can be on or off. A valve can be open or closed. Digital electronic systems are used to switch such devices on or off. Although quite complex, a microcomputer is still only another digital system, so it is possible to use a microcomputer to control the above devices. It can switch lamps, relays, motors and valves on or off.

This is not a normal function of a microcomputer and it has not been designed specifically to do this. Consequently the current needed to switch on these devices may be larger than that provided by the microcomputer output. There has to be some interface between the microcomputer and the device being switched, to boost the switching current to the correct levels.

A microcomputer can also be used to detect whether any particular two-state device is in its on or its off state. Here, the switching voltages involved may be different for each device, so some interface must be used to change the voltage levels of the device to the levels acceptable to the microcomputer.

In digital electronics we are only concerned with two-state devices, ones that can be switched on or off. Generally, to switch a device on, we send a HIGH voltage to its input. To turn it off, we send a LOW voltage. HIGH and LOW are obviously not the same for different devices, here are a few examples:

| Device | On | Off |
| :--- | ---: | ---: |
| light emitting diode | 1.2 V | 0.5 V |
| torch bulb | 3.0 V | 1.5 V |
| electromagnetic relay | 5.0 V | 2.0 V |
| silicon transistor | 0.7 V | 0.5 V |
| TTL integrated circuit | 2.4 V | 0.4 V |

To remove this uncertainty about what is 'HIGH' and what is 'LOW', engineers use TTL logic levels. TTL stands for Transistor-Transistor-Logic; it is a particular standard used in the electronics industry. A TTL HIGH voltage is between 2.4 and 5.5 V , which, as you can see, will switch on all the above devices. A TTL LOW voltage is between 0.4 and 0 V , which will switch all these devices off. A HIGH voltage is also called logic level 1 and a LOW voltage is called logic level 0 .

Connections to the BBC microcomputer are made through its user port. This is
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described in detail later in this chapter, but to begin with we shall just use it without explaining how it works. A logic board or a two-input board may be connected to this user port and all investigations in this chapter will be done with these. The design of these boards and the method of connecting them to the user port are described at the end of this chapter. The power supply for these logic boards comes from the microcomputer itself.

The two-input board (Figure 4.1) consists of two input sockets and a transistor driven LED to indicate the logic state of the output. It can be used by the microcomputer to


Figure 4.1 The two-input board

simulate each of the standard logic gates. Once the board has been connected to the microcomputer in the manner discussed in the Appendix, LOGIC GATES (1) should be loaded and run. It works in the following way.

The two-input board has two inputs labelled A and B . When the program is run it asks which logic gate is to be simulated (the choice is AND, OR, NOT, NAND, NOR, EXCLUSIVE-OR or EQUIVALENCE) (Plate 20). After the selection is made (by pressing one of the keys 1 to 7 ) the screen displays a diagram of the board (Plate 21), indicates the current logic states of the inputs and the output, displays the appropriate truth table and highlights the particular line of this truth table which is currently being implemented.

The input logic levels can be changed by connecting them to the 5 V terminals (red), which makes them go HIGH, or they may be connected to the black 0 V terminals, which makes them go LOW. Unconnected inputs float HIGH; the normal condition for TTL devices. When the logic level of either input is changed, the display also changes accordingly.

This program has been found to give a good introduction to the principles of logic gates. It also illustrates the way that a programmable device, like a microcomputer, can be used to produce different Boolean functions under the control of a program. Program 1A is a variation on the above called LOGIC TEST. This illustrates the capability of the microcomputer to assess practical ability as well as just knowledge (admittedly in a specialized area). This program uses the same two-input logic board, but this time it is the program that selects the type of gate being implemented. The student has


Plate 21 Simulation of logic gates
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to send the inputs HIGH or LOW and look at the output logic level each time. From the truth table is constructed and the student guesses which of ten possible gates is being produced. After three guesses the student is informed of the correct answer and its truth table is displayed. The student may verify this before proceeding with another gate.

## Four-bit logic

The logic board (Figure 4.2) has four input terminals labelled A, B, C and D and four output terminals labelled $\mathrm{W}, \mathrm{X}, \mathrm{Y}$ and Z . All terminals are connected to LED indicators to show their logic state. When a terminal is HIGH, its LED is on, when a terminal is
to user port


Figure 4.2 The logic board


Figure 4.3 Switch inputs

LOW, its LED is off. The LEDs connected to A, B, C and D indicate the state of the inputs. These states are determined by the voltages at the input terminals, usually from some external device like a switch. The LEDs connected to W, X, Y and Z show the output logic levels. These are the levels chosen by the microcomputer. They do not depend upon the devices connected to the output terminals.

## Logic inputs

The easiest way to create HIGH and LOW logic inputs is with switches. When a switch is to the left, its output is connected to the 0 V line (also called ground), so it will be LOW, or at logic 0 . When the switch is to the right, the output is connected to the 5 volt line through the 1 kilohm resistor, so it will be HIGH, or at logic 1 . Connect the outputs from the fourswitch unit to the logic board inputs as in Figure 4.3. Make sure that the 5 V and 0 V lines of each board are connected too. When the switches are operated, the LEDs should go on and off.

## Logic gates

With integrated circuits different Boolean functions can be made by connecting NAND gates together. Each function is made by combining the gates in a different way, as described in Chapter 2 of Microelectronics. The advantage of a programmable system is that the same circuit can be used to produce these different functions, under the control of the program. This can be demonstrated with LOGIC GATES, but the more powerful version of this program, called LOGIC TUTOR (2) enables several different gates to be simulated at the same time. This program uses the logic board and makes each of the four outputs into different Boolean functions of the inputs. For example, in Figure 4.4, output W has been set up as the AND combination of inputs A and B. The program allows you to set up any output as a particular logical combination of any inputs. The best way of explaining it is to do this example.


Figure 4.4 Simulating an AND gate

When the program is run, it asks which Boolean function is required, thus:
BOOLEAN FUNCTIONS
SELECT ONE OF THESE FUNCTIONS BY TYPING ITS NUMBER THEN PRESS <RETURN>

1 AND
2 OR
3 NOT
4 EXCLUSIVE-OR
5 EQUIVALENCE
6 NAND
7 NOR
Select the AND function by pressing key 1 followed by the RETURN key. The program will then ask which output you want to provide this function:

WHICH OUTPUT?
ENTER ONE OF W, X, Y OR Z
THEN PRESS <RETURN>

Select output W by pressing key W followed by the RETURN key. The program now asks
HOW MANY INPUTS ?
ENTER 1, 2, 3 OR 4 AND THEN PRESS

Select two inputs by pressing key 2 followed by RETURN. Finally the program asks
WHICH INPUTS ?
ENTER TWO OF A, B, C OR D
THEN PRESS <RETURN>

Select inputs A and B, by typing A followed by RETURN and then B followed by RETURN.

The screen clears to display a symbol for the AND gate, indicating your chosen inputs and outputs. At the same time the logic board is set up to behave in the same way. Output W will become the AND combination of inputs A and B. The display will show the logic state of the inputs and the outputs as a 1 or as a 0 .

Connect the logic board to the switches as in Figure 4.3 and then investigate this AND combination by switching inputs A and B HIGH and LOW. Note what happens to the LEDs associated with W and with A and B. First make both inputs LOW and check on the W output. Then make input B HIGH and input A LOW. Then make input A HIGH and input B LOW. Finally make both inputs HIGH. Note that the screen display also shows the logic state of these inputs and outputs (although there is a short delay after they are changed, because the program is in BASIC and is rather slow).

It is possible to summarize all the information about the AND gate with its truth table:

| Input A | Input B | Output |
| :---: | :---: | :---: |
| LOW | LOW | LOW |
| LOW | HIGH | LOW |
| HIGH | LOW | LOW |
| HIGH | HIGH | HIGH |

The 'HIGH' and 'LOW' in this table are voltages. Note that the output from the AND gate is only HIGH if both of its inputs are HIGH. If only one or neither inputs are HIGH, then the output is LOW. The reason for calling this an AND gate is now clear. The output is HIGH only if both input A AND input B are HIGH.

This program allows all the standard gates to be investigated as before, but with the advantage of being able to compare different gates. For example it is easy to show that the EQUIVALENCE gate is the inverse of the EXCLUSIVE-OR gate by giving them the same inputs and two adjacent outputs.

For later reference, the truth tables that can be investigated with these two programs will now be discussed. First, note that there are two other ways of writing truth tables, as follows:

| A | B | Output | A | B | Output |
| :---: | :---: | :---: | :---: | :---: | :---: |
| 0 | 0 | 0 | L | L | L |
| 0 | 1 | 0 | L | H | L |
| 1 | 0 | 0 | H | L | L |
| 1 | 1 | 1 |  | $H$ | H |

The ' H ' and 'L' stand for HIGH and LOW voltages as before, and the ' 1 ' and ' 0 ' have the same meaning: they are called logic 1 and logic 0 to avoid confusion with the integers 0 and 1.

## The NOT gate

Select the NOT function by entering key 3 when the menu is displayed. Make W the output for this function in the way described above. A NOT gate only has one input, so make this input A , by entering A as the required input.

A switch can be used to make this input HIGH or LOW and the LED can be used to see if the output is HIGH or LOW. The NOT gate produces this truth table.

| Input | Output |
| :---: | :---: |
| LOW | HIGH |
| HIGH | LOW |

You will notice that the output is always the exact opposite or inverse of the input, which gives this function its other name: the INVERTER.

## The NAND gate

Create the NAND function by selecting 6 on the menu. Set up W as the output and A and B as the inputs, exactly as for the AND function above. Two switches are needed to
provide the inputs to this NAND gate, called input A and input B . The LED indicators show the logic level of these inputs and of the NAND gate output. Try different combinations of inputs A and B and note the effect on the output each time.

| Input A | Input B | Output |
| :---: | :---: | :---: |
| LOW | LOW | HIGH |
| LOW | HIGH | HIGH |
| HIGH | LOW | HIGH |
| HIGH | HIGH | LOW |

## The OR gate

The OR function can be investigated after being selected with key 2 .

| Input A | Input B | Output |
| :---: | :---: | :---: |
| LOW | LOW | LOW |
| LOW | HIGH | HIGH |
| HIGH | LOW | HIGH |
| HIGH | HIGH | HIGH |

## The NOR gate

Select and investigate the NOR function with key 7.

| Input A | Input B | Output |
| :---: | :---: | :---: |
| LOW | LOW | HIGH |
| LOW | HIGH | LOW |
| HIGH | LOW | LOW |
| HIGH | HIGH | LOW |

## The EXCLUSIVE-OR gate

Select the EXCLUSIVE-OR gate by entering key 4 from the menu.

| Input A | Input B | Output |
| :---: | :---: | :---: |
| LOW | LOW | LOW |
| LOW | HIGH | HIGH |
| HIGH | LOW | HIGH |
| HIGH | HIGH | LOW |

## The EQUIVALENCE gate

select the EQUIVALENCE gate with key S and continue as before.

| Input A | Input B | Output |
| :---: | :---: | :---: |
| LOW | LOW | HIGH |
| LOW | HIGH | LOW |
| HIGH | LOW | LOW |
| HIGH | HIGH | HIGH |

## Boolean algebra

The language of Boolean algebra is used to describe the functions produced by different logic gates. In this algebra only three relationships are used: AND, OR and NOT. 'NOT' refers to the INVERTER. If the input to an INVERTER is called A then its output is NOT A. The words AND, OR and NOT have particular meanings not to be confused with their normal English usage. Let us therefore digress for a moment to study the meaning of these terms as used by BBC BASIC. This will help to explain how AND, OR and NOT may be used for controlling and monitoring external equipment.

From the point of view of the microprocessor, data is processed as eight-bit bytes. Each byte has eight separate logic levels giving $2 \times 2 \times 2 \times 2 \times 2 \times 2 \times 2 \times 2$ or 256 possible combinations of 1 s and Os. Every piece of information, whether instructions like add or AND or numbers like 99, are sent to the microprocessor as different combinations of bytes. We have already seen how eight bits can be used to represent numbers in the binary code or different alphabetic and graphics characters in the ASCII code. Interpreted as a decimal, each byte can represent any one of the 256 integers from 0 to 255.

When using Boolean expressions BBC BASIC interprets these bytes in yet another different way. A number in a BASIC Boolean expression is regarded as a twos complement integer, with a value between -128 and 127 , according to the following table:

| Binary <br> 00000000 | 0 | Twos complement |
| :--- | :--- | :--- |
| 00000001 | 1 | 0 |
| 00000010 | 2 | 1 |
| 00000011 | 3 | 2 |
| 00000100 | 4 | 3 |
| $\ldots \ldots$. | $\ldots$ | 4 |
| $\ldots \ldots$ | $\ldots$ | $\ldots$ |
| 01111100 | 124 | $\ldots$ |
| 01111101 | 125 | 124 |
| 01111110 | 126 | 125 |
| 01111111 | 127 | 126 |
| 10000000 | -128 | 127 |
| 10000001 | -127 | 128 |
| 10000010 | -126 | 129 |
| 10000011 | -125 | 130 |
| 10000100 | -124 | 131 |
| $\ldots \ldots$. | $\ldots$ | 132 |
| $\ldots \ldots$. | $\ldots$ | $\ldots$ |
| 11111100 | -4 | $\ldots$ |
| 11111101 | -3 | 252 |
| 11111110 | -2 | 253 |
| 11111111 | -1 | 254 |

It can be seen that adding 1 to any of these representations increases it by 1 . When 1 is
added to -1 , the binary number becomes 100000000 as its decimal equivalent goes from -1 to 0 , but the register can only hold eight bits, so this ninth bit is lost and the result is zero.

The only exception for twos complement coding is when 127 is increased by 1 to become -128 . This representation is often used at machine code level to represent negative integers. For example, in Chapter 2, to make a *-character move backwards across the screen, we subtracted 1 from its current screen address. In the equivalent machine code program in Chapter 8, we achieve the same end by adding 255.

Just to complicate matters, BBC BASIC uses four bytes to store integers, so that it actually interprets the binary number

## 11111111111111111111111111111111

as -1 . However, since we only deal with eight-bit input and output devices, I shall ignore this and pretend that the table above is the valid one. It makes no difference to the discussion at all.

## BASIC and the logic board

The logic operations of BBC BASIC follow straightforward rules, which seem to be nonsense until these rules are understood. The BASIC statement $\mathrm{Z}=\mathrm{A}$ AND B, performs the AND operation between each bit of the number A and the number B . The corresponding bits of $Z$ are set or cleared accordingly. If $A$ is 6 and $B$ is 5 , then the AND combination of the two binary numbers is 4 , thus:

| $\mathbf{A}$ | is | 0 | 0 | 0 | 0 | 0 | 1 | 1 | 0 |
| :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- |
| $\mathbf{B}$ | is | 0 | 0 | 0 | 0 | 0 | 1 | 0 | 1 |
| $\mathbf{Z}$ | is | 0 | 0 | 0 | 0 | 0 | 1 | 0 | 0 |

The AND truth table is applied to each corresponding pair of bits in A and B. There is a 1 in Z wherever there is a 1 in the same bit position of both A and B . Thus the BASIC command PRINT 6 AND 5, gives the result 4.

AND is a very useful expression for turning a logic board output off without altering other outputs. The logic board outputs share the same output address. Output Z is connected to bit 7 of the output port and has the decimal value of 128 . Similarly, output Y is 64 , output X is 32 and output W is 16 . The statement ?outputs $=240$ switches all outputs on and the statement ?outputs $=0$ switches them all off. To switch one particular output off, we AND all the other outputs with logic 1 and the chosen output with logic 0 . For example, to turn off output Z, use
?outputs $=($ ?outputs AND 112).
112 in binary is 01110000 , so if output Z is already on (l), it will go off ( 1 AND O ). If Z is already off, it will stay off ( 0 AND 0 ). Output X will be unaffected since it is ANDed with 1. If $X$ is on, it stays on (1 AND 1). If $X$ is off, it stays off ( 0 AND l).

The BASIC statement OR behaves in a similar way. A 1 is placed in the result for each 1 in either A OR B at that bit position:

| $\mathbf{A}$ | is | 0 | 0 | 0 | 0 | 0 | 1 | 1 | 0 |
| :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- |
| $\mathbf{B}$ | is | 0 | 0 | 0 | 0 | 0 | 1 | 0 | 1 |
| $\mathbf{Z}$ | is | 0 | 0 | 0 | 0 | 0 | 1 | 1 | 1 |

Thus the BASIC command PRINT 6 OR 5, gives the result 7.
OR is useful for turning a logic board output on, without altering the other outputs.
?outputs = (?outputs OR 128)
will turn output $Z$ on, irrespective of whether it is already on or off, yet the other output bits are being ORed with O , so they are unaffected.

The NOT operation is the most difficult to understand, since it is here that negative values occur. Decimal zero is actually 00000000 in binary, so NOT 0 is the bit-wise complement of this 1111 1111. BASIC interprets this as -1 . This also explains why the BBC microcomputer gives such funny results when asked to do comparisons between numbers:

PRINT ( $1>0$ ) which is TRUE and gives the result -1
PRINT ( $0>1$ ) which is FALSE and gives the result 0
PRINT ( $\mathrm{X}=\mathrm{X}$ ) which is TRUE and gives the result -1
Oddest of all is the following:
PRINT 1 AND -1 which gives the value 1.
The Boolean constants TRUE and FALSE can be converted to single bits by using the AND operation above. This is because true is 11111111 .... 1111 1111, which it printed as -1 . To get TRUE $=1$ it (or the result of any logical expression) should either be ANDed with 1 or alternatively the ABSOLUTE value can be taken.

PRINT gives the value 1
PRINT ( $0<1$ ) AND 1 gives the value 1
If A is 1 then NOT A will have the value -2 .

| A | is | 0 | 0 | 0 | 0 | 0 | 1 | 1 | 0 |
| :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- |
| NOT A | is | 0 | 0 | 0 | 0 | 0 | 1 | 0 | 1 |

It can be seen that the twos complement code interprets this as -2 , which is the result that is printed.

To overcome such problems when using BASIC with inputs and outputs, it is necessary to ensure that all input variables are single bits to begin with. The BASIC operations AND, OR and NOT can then be used as required. Then, before the final result is printed, it should again be ANDed with 1, to remove all the other bits. An inspection of the listing for LOGIC TUTOR will show how this is actually achieved.

The BASIC statement EOR behaves in the same way as EXCLUSIVE-OR discussed above; a 0 is placed in the result for each corresponding bit position where $A$ and $B$ are the same. A 1 is placed in the result if the A and B bits are different.

## The BBC microcomputer in science teaching

| A is | 0 | 0 | 0 | 0 | 0 | 1 | 1 | 0 |
| :--- | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: |
| $B$ is | 0 | 0 | 0 | 0 | 0 | 1 | 0 | 1 |
| Result | same | same | same | same | same | same | diff. | diff. |
| R | 0 | 0 | 0 | 0 | 0 | 1 | 1 |  |

Thus the BASIC command PRINT 6 EOR 5, gives the result 3.
This operation is also useful for manipulating an output. EORing it with logic 1 will make it change state, since I EOR 1 is 0 and 0 EOR 1 is 1 . So the statement ?output $=($ ?output EOR 128) will turn output Z on if it is off and off if it is on. The four outputs of the logic board could thus be toggled in this way by EORing each of them with their corresponding bit value.

Before the invention of the microprocessor, in order to make a new electronic system an engineer would have to design a new circuit. It was most unlikely that new components could just be added on to a previous circuit, so the whole system would have to be re-made from the beginning. This is how digital systems were built in the 1960s and 70s, from combinations of separate integrated circuits. They were all wired together in the correct way to produce the desired function. Even if the system was sold in large numbers, each one had still to be built up separately on a printed circuit board, so that the different gates could be correctly wired together.

The microprocessor changes this, because the same hardware can be made to do different things merely by changing its program. The same microprocessor can thus be made to do many different things, from shearing sheep to controlling a power station, making a teddy bear speak or running a microcomputer or even space invaders. Because it is the same microprocessor in each case, a very large number of them can be produced very cheaply.

Program 3 (called LOGIC MAKER) shows this flexibility, allowing you to create your own Boolean functions. In order to do this the required function must be entered as part of the program. Begin by connecting the logic board to the BBC microcomputer user port and then load LOGIC MAKER. This can be run, to produce the logic function A AND B, which will appear at gate Z . On the screen the inputs and outputs of the logic board will be displayed.

To change the function, press key E, which will end the program, leaving lines 5000 to 5100 of the program displayed on the screen. You may now create any function of your own, provided it conforms to the syntax rules of BASIC and the ways we have already described for writing out Boolean functions.

Change the function in line 5010 to any other function (and remember to press <RETURN> to enter the new function). Then re-run the program and it will now execute with your new function. For example,

$$
\begin{aligned}
& 5010 \mathrm{Z}=(\text { NOT A OR B) } \\
& \text { or } 5010 \mathrm{Z}=\text { NOT(NOT A AND NOT B) } \\
& \text { or } 5010 \mathrm{Z}=\mathrm{A} \mathrm{EOR} \mathrm{~B}
\end{aligned}
$$

The variables should be A, B, C or D but you will not have to declare beforehand which you have used. The final outputs should be $\mathrm{W}, \mathrm{X}, \mathrm{Y}$ or Z . It is possible to use other variables, although you will not be able to find out what values they take. For example,

```
5010 T = NOT A AND B
5020 S = NOT B AND A
5030 Z = T OR S
```

This example also shows that it is possible to put in more than one line for the function, provided it does not have to work backwards. That is, you cannot put

$$
\begin{aligned}
& 5010 \mathrm{Z}=\text { NOT T } \\
& 5020 \mathrm{~T}=\text { NOT B OR A }
\end{aligned}
$$

because T does not have its correct value in line 5010 until after line 5020 has been executed. This causes a 'no such variable' message to appear. A few more examples are given below, but the fun in this program is to create your own functions and then see what you have produced. Do this by stepping through the truth table with the switches and noting the outputs in each case.

```
5010 Z = NOT (A OR B)
5010 Z = NOT (NOT A AND NOT B)
5010 Z = NOT (A AND B)
5010 Z = NOT (A EOR B)
5010 Z = (NOT A AND B) OR (A AND NOT B)
5010 Z = (A AND B) OR (NOT A AND NOT B)
```


## The BBC microcomputer user port

The microcomputer communicates to humans in the outside world through its keyboard and TV display. It communicates with electronic control systems through its user port. This consists of eight lines through which digital signals can pass in either direction. These signals are voltage levels on each of the eight lines, that are either HIGH or LOW. These lines are connected to a VIA (versatile interface adapter), which is a special input/output chip inside each BBC Model B microcomputer. The eight lines can be set up so that they are all outputs, or so that they are all inputs or any combination of the two. The VIA is told which lines are inputs and which are outputs through its data direction register (DDR). This is an eight-bit register with each bit corresponding to one of the user port lines. If a bit of the DDR is turned on (logic 1), then the corresponding line of the user port becomes an output. If that bit is turned off, then the same corresponding line of the user port becomes an input. The decimal values of each bit are as follows:

| Line number | Bit | Decimal value |
| :---: | :---: | :---: |
| 7 | 10000000 | 128 |
| 6 | 01000000 | 64 |
| 5 | 00100000 | 32 |
| 4 | 00010000 | 16 |
| 3 | 00001000 | 8 |
| 2 | 00000100 | 4 |
| 1 | 00000010 | 2 |
| 0 | 00000001 | 1 |

The individual bits of the DDR are changed from BASIC by writing to its memory location with the decimal equivalent of the bits. The addresses used are as follows:

DDR $=65122$ (DATA DIRECTION REGISTER)
PRT $=65120$ (USER PORT)


Figure 4.5 Configuring the VIA
?DDR=4 will turn bit 2 of the DDR on and all other bits off. So the user port will turn line 2 into an output, whereas the other seven lines become inputs. By adding these decimal values together different combinations of input and output lines can be achieved (Figure 4.5). Thus ? $\mathrm{DDR}=240$ (which is $128+64+32+16$ ) will make the lines corresponding to bits 7, 6,5 and 4 into outputs and the lines corresponding to bits $3,2,1$ and 0 into inputs.

## Outputs

After being configured in the required way, the user port can then be used. Data can only be sent out from a line if it has previously been configured for output. Since ?DDR $=255$ will set up all eight lines for output, let us assume that this has been done. Now the user port can be told which of its output lines are to be on (or HIGH) and which are to be off (or LOW). A line goes HIGH if the corresponding bit of the user port (PRT) is a 1 ; the line is LOW if the corresponding bit is a 0 . Thus ?PRT $=1$ will switch on line 0 and will switch all other lines off. The decimal values of each line are as in the table above.
Combinations of lines may thus be made by adding these decimal values together, for example,
?PRT=0 (in binary: 0000 0000) sends all lines LOW.
?PRT=53 (0011 1111) sends lines 0 to 5 HIGH and 6 and 7 LOW. ?PRT=127 (0111 1111) send lines 0 to 6 HIGH and line 7 LOW. ?PRT=255 (1111 1111) sends all lines HIGH

## Inputs

If lines have been configured for input (by executing ? $\mathrm{DDR}=\mathrm{O}$ ), then their voltage levels can be read from the PRT address with

$$
\text { LET X=?PRT or } \mathrm{X}=\text { ?PRT }
$$

If any line to the user port is connected to a voltage between 2.4 and 5.5 volts, the user port interprets this as a HIGH (or logic l) level. If the voltage applied to the line is between 0.4 and 0 volts, the interface interprets this as a LOW (or logic 0 ) level. This range, 0 to 5.5 volts represents the maximum and minimum voltages that can be applied to the user port. Voltages outside this range can damage it, so care must be taken to keep input voltages below 6 V and above 0 V . This implies that alternating voltages should not be input to the user port without protective buffering circuits.

## Sensing and controlling the environment

Increasingly in industry, the solution of problems in electronics is becoming one of adapting a general purpose circuit to a specific application, rather than designing a special circuit each time. Traditional control technology in schools has laid emphasis upon the second of these approaches: the hardware solution. The user port of the microcomputer can be used to demonstrate the more modern software approach. The first programs described below demonstrate how the unit can be used to control the LEDs of the logic board. Note that in each case, the electronic circuit remains the same, it is only the programs that are changed.

## Switching outputs

This investigation enables you to switch the outputs on or off in any sequence. The first example shows how any outputs can be switched on in any order. For this program it is assumed that the top three LEDs on the right side of the logic board ( $\mathrm{Z}, \mathrm{Y}$ and X ) represent the red, amber and green traffic lights. The program shows how these lights can be controlled by writing the numbers 128,64 and 32 (and combinations of them) into the correct address for the logic board. The data direction register in line 100 is used to set up the lines of the user port (bits $4,5,6$ and 7 ) as outputs.

| 1 | REM CONTROL EXAMPLE 1 - TRAFFIC LIGHTS |
| ---: | :--- |
| 10 | DDR=65122:REM DATA DIRECTION REGISTER |
| 20 | PRT=65120:REM USER PORT |
| 100 | ?DDR $=240:$ REM SET UP INPUTS AND OUTPUTS |
| 110 | ?PRT $=128:$ REM SWITCH ON RED |
| 120 | FOR T=1 TO 8000:NEXT T:REM LONG DELAY |
| 130 | ?PRT $=128+64:$ REM SWITCH ON RED AND AMBER |
| 140 | FOR T=1 TO 1500:NEXT T:REM SHORT DELAY |
| 150 | ?PRT=32:REM SWITCH ON GREEN |
| 160 | FOR T=1 TO 8000:NEXT T:REM LONG DELAY |
| 170 | ?PRT=64:REM SWITCH ON AMBER |
| 180 | FOR T $=1$ TO 1500:NEXT T:REM SHORT DELAY |
| 200 | GOTO 110:REM REPEAT SEQUENCE |

Now try switching on the output LEDs in a different sequence with different delays. To satisfy those critics of example 1 , who say that they can do traffic lights just as well without a microcomputer, example 2 is almost impossible to emulate with traditional hardware; switching the LEDs on and off in random sequence. For this purpose a random number between 0 and 255 is sent to the user port address. You may observe that this also switches the bits corresponding to the input lines too, but that the input LEDs are not affected. A line configured for input will not respond to outputs from the microcomputer.

1 REM CONTROL EXAMPLE 2 - RANDOM LIGHTS
10 DDR $=65122:$ REM DATA DIRECTION REGISTER
20 PRT = 65120: REM USER PORT
100 ?DDR = 240:REM SETUP INPUTS AND OUTPUTS
110 R=RND(256-1)
120 ?PRT=R:REM SWITCH LIGHTS AT RANDOM
130 FORT=1 TO 500:NEXT T:REM SHORT DELAY
140 GOTO 110
The next program switches on the LEDs in a more orderly way, by adding sixteen to the number written to the user port address each time. The LEDs thus count up in binary.

1 REM CONTROL EXAMPLE 3 - BINARY COUNTER
10 DDR $=65122:$ REM DATA DIRECTION REGISTER
20 PRT = 65120: REM USER PORT
100 ?DDR = 240:REM SETUP INPUTS AND OUTPUTS
110 FOR R=0 TO 240 STEP 16
120 ?PRT=R
130 FOR T=1 TO 1000:NEXT T:REM SHORT DELAY
140 NEXT R
150 GOTO 110
Can you discover how to make the LEDs count down in binary instead?
A common chip used in microelectronics is the shift register, which is simulated by this example. It is particularly useful for converting serial data, where the eight bits are sent one after the other along a single pair of lines, into parallel data, where all eight bits are sent simultaneously along a set of eight separate lines (or vice versa).

1 REM CONTROL EXAMPLE 4 - SHIFT REGISTER
10 DDR $=65122:$ REM DATA DIRECTION REGISTER
20 PRT = 65120:REM USER PORT
100 ?DDR=24:REM SET UP INPUTS AND OUTPUTS
$110 \mathrm{R} \%=4$
120 R\%=R\%+R\%
130 ?PRT=R\%
140 FOR T=1 TO 1000:NEXT T:REM SHORT DELAY
150 IF R\%<200 THEN 120
160 GOTO 110

## Pulse output

The simplest way of producing output pulses is by switching lines of the user port alternately off and on, relying on delay loops to control the timing. In BASIC, the maximum rate at which an output can be switched on and off is about 50 Hz . This is sufficient for a metronome but not for much else. The program used is relatively simple as follows. It produces pulses on bit 7 of the logic board (output Z), which may be connected to an amplifier and loudspeaker if required. The sound could, more sensibly, be produced by the BBC microcomputer's own SOUND statements. Here we are demonstrating the use of the user port:

```
    1 REM CONTROL EXAMPLE 5-METRONOME
    10 DDR = 65122:REM DATA DIRECTION REGISTER
    20 PRT = 65120:REM USER PORT
    5 0 ~ C L S
100 INPUT "NUMBER OF BEATS PER MINUTE" N
110 LET limit = 6000/N
120 ?DDR = 128:REM BIT 7 AS OUTPUT
130 TIME =0
140 ?PRT=128:REM BIT 7 HIGH
150 FOR T=1 TO 10:NEXT T
160 ?PRT=0:REM BIT 7 LOW
170 RET UNTIL TIME>limit
180 GOTO }13
```

Using these principles you should now be able to control any system you wish. For example, the logic board outputs could be connected via relays to a mobile crane to shift a load. One output might be connected to switch a motor in the forward direction to lower an electromagnet. Another output could switch the power to the motor in reverse to raise it again. Another might drive the crane forwards and the fourth could drive it backwards. The distances travelled could be controlled by the length of time that the motor is switched on.

If such a system is tried out, you will discover one problem. A motor switched on for, say ten seconds, in the forward direction might cause the crane to travel say fifty centimetres. Ten seconds in the reverse direction produces a movement of say forty-five centimetres. So each sequence results in the crane ending up in a different place. What is missing is feedback. The microcomputer needs to know exactly where the crane has got to at any instant. This is one reason for providing the microcomputer with inputs.

## Using the inputs

The state of the user port is read from its address with the LET $\mathrm{X}=$ ?PRT statement. Only bits 0 to 3 of the logic board can be inputs. The number read will, however, include the states of the outputs too. It must be decoded to determine which particular inputs are HIGH and which are LOW. If more than one line is HIGH , the value returned in X will be a combination of the corresponding numbers above. Thus if the X value is 12 , this means that inputs C and D are HIGH and the others are LOW. Similarly if $\mathrm{X}=$ ? PRT yields the value 3, this means that inputs A and B are HIGH and the others are LOW.

Individual inputs can be monitored with the AND statement.

$$
\text { LET X = ?PRT AND } 1
$$

will look at input A only. If A is HIGH then X will become 1 , otherwise it will be 0 . Similarly

LET $x=$ ?PRT AND 2 monitors input $B$,
LET $x=$ ?PRT AND 4 monitors input C
and
LET $x=$ ?PRT AND 8 monitors input D.
The inputs can be connected to different devices, such as photocells, trip switches, water level indicators, temperature switches and the like. The outputs can be connected to lamp indicators, heaters, water valves and pumps. It is thus possible to operate an automatic washing machine with the logic board, given the necessary 'buffers' to obtain sufficient power. For present purposes though, the different input devices can be simulated with switches and the output devices represented by LEDs. The next example shows how the state of each input can be echoed to the output LEDs. When this program is run, the input and output LEDs will always show the same state, depending on the setting of the switches.

```
    1 REM CONTROL INPUT PORT INDICATOR
    10 DDR = 65122:REM DATA DIRECTION REGISTER
    20 PRT = 65120: REM USER PORT
100 ?DDR=240:REM LAST FOUR LINES AS OUTPUTS, FIRST
        FOUR AS INPUTS
110 X = (?PRT AND 15) * 16
120 ?PRT=X
1 3 0 \text { GOTO } 1 1 0
```


## Burglar alarm

A traditional electronic circuit is the burglar alarm. This can now be made far more versatile. The simple hard-wired version of this does not allow the owner to get out of the house without setting off the alarm. This program introduces a delay, during which the alarm will not operate. The owner has about ten seconds between switching on the system (i.e. starting the program) and the system's being active. The presence of a burglar can be simulated with a switch. The switch will have no effect for about ten seconds after the program is started.

1 REM CONTROL EXAMPLE 7 - BURGLAR ALARM
10 DDR $=65122:$ REM DATA DIRECTION REGISTER
20 PRT = 65120:REM USER PORT
100 ?DDR=240:REM LAST FOUR LINES AS OUTPUTS, FIRST FOUR AS INPUTS
105 ?PRT=0:REM ALL LEDS OFF
110 FOR T=1 TO 10000:NEXT T:REM DELAY

| 120 | $\mathrm{~N}=$ ? ?PRT |
| :--- | :--- |
| 130 | IF $=$ ? ? PRT THEN 130:REM WAIT FOR BURGLAR |
| 140 | FOR I=1 TO 20 |
| 150 | ?PRT $=240:$ REM ALL ALARM LIGHTS ON |
| 160 | FOR T $=1$ TO 200:NEXT T:REM DELAY |
| 170 | ?PRT $=0:$ REM ALL LIGHTS OFF |
| 180 | FOR T $=1$ TO 200:NEXT T |
| 190 | NEXT I |

## Time measurement

The principle of measuring time intervals is as follows. The user port is read and stored in a memory location called status. The current state of the user port is then monitored continuously and compared with status. Normally it will be the same, but when it is different, this is because an input has been activated. The microcomputer's internal clock is then started and the new status of the user port is saved in status. When the user port again changes its status, the current contents of the clock are noted. The time interval involved can then be calculated and displayed. The BBC microcomputer has a centisecond timer, which is available from BASIC with the variable called TIME.

Time intervals exceeding a few tenths of a second are measured quite satisfactorily in this way. This simple timer can replace the centisecond timers used in school laboratories in most instances. The usual problems over 'make to start', 'break to stop', are avoided, since the routine detects any change at the input. Accurate timing of short intervals must be achieved by other means, since BASIC is too slow.

```
    1 REM CONTROL EXAMPLE 8-A SIMPLE TIMER
    10 DDR = 65122:REM DATA DIRECTION REGISTER
    20 PRT = 65120:REM USER PORT
100 ?DDR = 240:REM LAST FOUR LINES AS OUTPUTS, FIRST
    FOUR AS INPUTS
110 LET status = ?PRT
120 IF status = ?PRT THEN 120
130 LET status = ?PRT:REM INPUT HAS CHANGED
140 TIME = 0:REM START CLOCK
150 IF status = ?PRT THEN 150
160 REM INPUT HAS CHANGED AGAIN
170 PRINT "ELAPSED TIME = ";TIME/100;" SECONDS"
```


## Counting

The next example shows how the microcomputer can be used to count closures of a switch connected to input A. It is possible to use hardware to prevent contact bounce, but in this case we shall overcome such problems with a software solution. The program senses a switch closure, waits for a while, and then checks to make sure that the switch is still closed. If not, then no count is made. If the switch is still closed, the program records the count and then waits until the switch is released again.

# 1 REM CONTROL EXAMPLE 9 - AN INPUT COUNTER <br> 10 DDR $=65122:$ REM DATA DIRECTION REGISTER <br> 20 PRT = 65120:REM USER PORT <br> 50 CLS <br> 60 PRINT TAB(5,5)"CURRENT COUNT = $0 "$ <br> 100 ?DDR=240:REM LAST FOUR LINES AS OUTPUTS, FIRST FOUR AS INPUTS <br> 110 LET status = ?PRT:REM INITIALIZE SWITCH STATUS <br> 120 LET count $=0$ : REM INITIALIZE COUNTER <br> 130 IF status=?PRT THEN 130 <br> 140 REM INPUT HAS CHANGED <br> 150 FOR T = 1 TO 100:NEXT T:REM DELAY TO DEBOUNCE SWITCH <br> 160 IF status=?PRT THEN 130:REM CHANGE IS NOT VALID <br> 170 LET count = count + 1:REM CHANGE IS GENUINE <br> 180 PRINT TAB(5,5)"CURRENT COUNT = ";count <br> 190 IF status<>?PRT THEN 190:REM WAIT FOR SWITCH TO BE RELEASED <br> 200 GOTO 130 

## Interfacing the user port

So far, we have not considered how different external devices can be switched off and on. Certainly, this cannot be done just by connecting the user port to the external device. The output current from the user port is very small, just a few milliamps, so it cannot even drive a lamp directly. It will drive the electronic units of the Nuffield Advanced Physics 'Electronics and reactive circuits', because these contain the necessary power amplification. We shall now consider the methods of driving other devices also.

User port interfaces are readily available. Some manufacturers make equipment which connects directly into the user port and input and output lines are then accessed via sockets on the front panel. Griffin and George Ltd have produced a digital interface unit, which has been specifically designed for use in the school environment. It is fully isolated, so that even if you inadvertently connect 250 V to the input terminals, the VIA should not be damaged. Most of the programs given as examples in this book will run with the Griffin digital interface directly. Other interfaces may need a few program changes, it just depends which lines are configured as inputs and which as outputs.

Another interface specially designed for use with the BBC microcomputer is the Unilab interface. This has relay outputs, so it is capable of switching quite large currents on and off, for example to small heaters and motors. More details of available interfaces for the BBC microcomputer are given in the Appendix.

## DIY interfaces

To make your own interfacing equipment there are several ways of buffering the outputs of the VIA for driving external devices. In Figure 4.6 each output buffer consists of a pair of SN7404 INVERTERS, one of which drives the LED indicator The output from this is sufficient to sink up to 16 mA , although it will source less than 1 mA .
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Figure 4.7 Darlington driver
Figure 4.7 shows a Darlington driver, which is ideal for sinking the currents from LEDs, relays, lamps and small motors. The integrated circuit version contains seven (RS 307-109) or eight (RS 307-422) drivers and is thus an ideal buffer for the user port. The power supply for some motors and relays may have to be more than the 5 V indicated but this Darlington driver device will handle voltages up to 50 V , provided the power handling capacity of the whole chip ( W ) is not exceeded. Note that this device contains diodes, which protect it when inductive loads (relays and motors) are being switched on and off.

A suitable relay is the RS Components sub-miniature device (RS Components 348-526) which can operate from the 5 V supply of the user port. A suitable amplifier circuit for large currents can be made from a power transistor, itself driven by a smaller transistor in voltage follower mode (Figure 4.8). This may be used with any output from the user port including the CB2 output, which is described later. An 8 ohm speaker may be connected as the amplifier load if sound output is required.

Similar problems occur with inputs; different devices switch between different levels,


Figure 4.8 Power amplifier
so there has to be some buffer between the user port and the external device to adjust its inputs to TTL levels. Ideally such an input buffer would also protect the user port from voltages outwith its allowable range, for example, negative voltages, which can easily destroy the VIA.

Input buffers are easily provided. The most useful are those that respond to either a voltage change or to a change in resistance such as the LM324 op-amp circuit of Figure 4.9. One of the problems with inputs is that the voltage might rise rather slowly. For example, the input might be a sine wave voltage, whose frequency is being measured. This could put a logic gate into its indeterminate state where it is neither HIGH nor LOW and (since it is then in its amplifying region) this could result in unwanted oscillations. The op-amp circuit allows for this by having a feedback resistor that forces the input either HIGH or LOW.

This means that the external input voltage has to push a little harder to overcome this feedback voltage and cause the op. amp. to switch over. The voltage at which it switches on will therefore be slightly higher than the voltage at which it switches off. This effect is called hysteresis. In some cases too much hysteresis is a disadvantage. For example when using a photocell to make measurements of the speed and acceleration of trolleys, a card is fixed to the trolley which then passes in front of the photocell. If the light level needed to switch the photocell on is too different from that needed to switch it off, then the apparent length of the card will be different from its actual length. This will cause serious errors in the measurements. The larger the feedback resistor in the op-amp circuit, the less hysteresis there is and the less serious is this error.

An alternative transistor circuit is shown in Figure 4.10. The transistor drives an LED indicator and is followed by a Schmidt trigger, part of an SN7414 integrated circuit. This is an INVERTER, which also provides the necessary hysteresis for slowly changing inputs.

With either of these circuits, if the input terminal is grounded through a resistance of less than about 2000 ohms or if a voltage below about 2 V is applied to it, then the output


Figure 4.9 Op-amp input buffer


Figure 4.10 Transistor input buffer
output goes LOW. If the input is left unconnected or if a voltage above about 2 V is connected to it, then the line becomes HIGH. The state of the input is shown by the associated LED indicator. The connection between the ground and the input can be a light sensitive resistor, a photodiode, a thermistor, a temperature sensitive switch or a foot switch, etc.

## Switch inputs

One problem with simple switches like that of Figure 4.3 , is the contact bounce produced when the switch is closed. This can create several pulses which cause problems in counting circuits. Earlier we showed a way of debouncing the switch by adding a few lines of BASIC to the program. The hardware solution to this problem is to use a two-way switch and a bistable, made either from two NAND gates or from a J-K bistable (Figure 4.11). A particularly useful device is the DM8833 line transceiver, which is used in the logic board. In Figure 4.12 just one of these is shown connected to bit 7 of the user port. Each


Figure 4.11 A debounced switch


Figure 4.12 Transceiver buffer
chip contains four of these with common disable and power supply lines. Each output can sink or source up to ten milliamps, so it can drive LEDs directly. Either the input buffer or the output driver can be disabled by taking their disable lines HIGH. In our use of this circuit both the input buffers and the output drivers of chip 1 are permanently enabled by tying the disable inputs to the 0 V line. The input buffers of chip 2 are not needed so they are disabled by tying the disable input to the 5 V line. An alternative arrangement with the enable lines connected to switches would allow all eight lines to be inputs or outputs as well as allowing four of each. A point to point diagram for the logic board is given at the end of this chapter (Figure 4.26).

## Isolation

Sometimes it is necessary to accept inputs from devices that run at voltages greater than 5 V . To protect the microcomputer and its user port it is a common practice to isolate the input by using an optical communication link (RS Components 307-064). The high voltage device is connected to an LED (through a suitable series resistor to limit the current). When the device goes HIGH the LED comes on. Next to the LED (inside the same chip) is a phototransistor, which can be used to provide correct TTL levels for the user port (Figure 4.13). When the LED comes on, it causes this phototransistor to conduct, so that a LOW output is produced for the user port. Since there is no electrical connection between the LED and the phototransistor, even several hundred volts applied to the input will not damage the user port.

The same device can be used to isolate the user port from devices connected to its output. The user port will not drive the LED directly, so one of the output buffers mentioned above should be used too. Isolation of this type should be used whenever large voltages are being sensed or switched. For switching alternating voltages, particularly the mains voltage, an optically coupled triac (RS Components 308-196) is more useful. This can be connected directly to the device being switched provided this does not need too much current. For larger currents the triac itself can be used to switch on a power SCR (silicon controlled rectifier) (RS Components 308-001) (Figure 4.14).


Figure 4.13 Optical isolation


Figure 4.14 Optical triac

## Sensors

So far, we have only looked at photocells and thermistors as input sensing devices, but there is much more that can be done. Mechanical switches include push button switches, float switches for determining a liquid level, foot switches, tilt switches for determining if something is being moved (useful for an anti-theft system), rotary and edge switches (for choosing one of several options), pressure pads (for automatic door opening) and, of course, keyboards. Electronic switches are even more numerous. The most useful are proximity detectors that react to the presence of metals, non-metals, liquids and animals (human or otherwise). An interesting device is the Hall effect switch which detects the nearness of a magnet. The magnet could be fixed to a model train so that its presence could be determined whenever it passed the switch mounted on the track. For temperature sensing the thermistor needs some sort of buffering, but complete temperature switches are available for direct connection to the user port.

For school purposes the most useful input device is a photocell. This is a photodiode (RS Components 304-346) or LDR (light dependent resistor) (RS Components 305-620), which may be connected to the op-amp or transistor input buffers. When light falls upon the photocell, its resistance is low, so the input is at logic O and the LED indicator will be off. If the light is interrupted, the photocell resistance rises and the input goes to logic 1 . The LED indicator on the input should be used to check that this does happen. If not, then one or more of the following may be true:
i) The light source is not powerful enough, move it closer or increase its intensity.
ii) The photocell is polarized the wrong way, swap over its connections to the input and ground.
iii) The photocell is unsuitable for this application.

Note that the light dependent resistor (LDR) will do the job of a photocell quite well unless it is required to respond quickly. LDRs should not be used for time intervals of less than a few milliseconds. Faster switching is obtained with photodiodes connected to high speed op-amps (RS Components 304-346, data sheet R/ 2135 Dec 81).

## The 6522 versatile interface adapter

The BBC microcomputer user port is connected to a most remarkable device, the Rockwell 6522 versatile interface adapter or VIA for short. At the end of this chapter we will look at a way of connecting another VIA to the I MHz bus of the BBC microcomputer. The present description applies equally well to either VIA, but the emphasis is upon the one in the user port. Those wishing to use the programs in this book for a VIA connected otherwise, will need to rewrite them for the different addresses of the new VIA.

The 6522 VIA contains sixteen eight-bit registers, each with an address: two input/output ports (the A-port and the B-port), two data direction registers (DDRA and DDRB) to control the flow of data in these I/O Ports, two sixteen-bit timers, timer 1 and
timer 2 and the peripheral control register (PCR) and the auxiliary control register (ACR) for selecting the VIA modes of operation.

In the BBC microcomputer the A-port of the VIA is used for the printer interface, and the B-port goes to the user port connector (together with +5 V and 0 V lines). Connection to the user port is best made with a ribbon connector cable and an RS Components SpeedBloc PCB 20-way plug (Stock no. 467-970). The timers and the B-port control lines are all accessible. The VIA is memory-mapped meaning that it can be read and written to just like any other memory location. Its addresses in the BBC microcomputer are as follows:

| Name | Function | Decimal | Hexadecimal |
| :--- | :--- | :---: | :---: |
| BPRT | B-port | 65120 | \&FE60 |
| APRT | A-port (+ handshake) | 65121 | \&FE61 |
| DDRB | Data direction reg B | 65122 | \&FE62 |
| DDRA | Data direction reg A | 65123 | \&FE63 |
| TILLO | Low-byte Timer 1-latch | 65124 | \&FE64 |
| TILHI | High-byte Timer I - latch | 65125 | \&FE65 |
| TICLO | Low-byte Timer I - count | 65126 | \&FE66 |
| TICHI | High-byte Timer I - count | 65127 | \&FE67 |
| T2LO | Low-byte Timer 2 - latch | 65128 | \&FE68 |
| T2HI | High-byte Timer2 - latch | 65129 | \&FE69 |
| SR | Serial register | 65130 | \&FE6A |
| ACR | Auxiliary control reg | 65131 | \&FE6B |
| PCR | Peripheral control reg | 65132 | \&FE6C |
| FLAG | Interrupt flag reg | 65133 | \&FE6D |
| IER | Interrupt enable reg | 65134 | \&FE6E |
| APRT | A-port (no-handshake) | 65135 | \&FE6F |

Both the A-port and the B-port registers may be configured for input or for output. The number written into the corresponding data direction register determines this (as described earlier). However, the A-port is connected to output drivers (for use as a printer output) so there is little point in configuring it as an input. If necessary, it may be used as an output, with the advantage of already being buffered by an SN74LS244 device. This is capable of sinking 8 mA and sourcing 0.4 mA , enough for transistors or Darlington drivers.

To read the user port after it has been configured for input is simply a matter of loading the contents of the correct address, exactly the equivalent of the ' $\mathrm{X}=$ ? PRT' used earlier.

## Control lines

There are four control lines available, two for each port of the VIA, a CA1, CA2, CB1 and a CB2 line. They are provided for a variety of functions, which are chosen by two Other VIA registers, the peripheral control register (PCR) and the auxiliary control register (ACR). On the BBC microcomputer user port only the CB1 and CB2 control lines are available. One of their functions is like that of the linesman at a football match, to wave a flag to catch the attention of the referee. Of course this could be done by simply
having the microcomputer watch one of the user port lines until it changes. For example,

## 100 IF (?PRT AND 4)=0 THEN 100

will cause the microcomputer to wait until line 2 of the B-port goes HIGH. But even in machine code it takes several microseconds for the microprocessor to loop round and read the B-port again and a quickly changing input signal could come and go in the meantime and so be missed.
This problem is solved by getting the VIA to set a particular bit in its flag register to catch the attention of the microprocessor when it notices a change at its CA1 or CB1 input. There are seven such bits (flags) in this flag register. Bit 1 is affected by changes to CA1 and bit 4 is affected by changes to CB 1 . Changes to the CA 1 or CB 1 logic levels can be produced by an external device to tell the microcomputer that it is ready for something. A printer connected to the BBC microcomputer printer port, has one of its output lines connected to the CA1 input. When it changes this line from HIGH to LOW, the VIA interprets this as a request for attention, so it flags the microprocessor accordingly. This is necessary because the printer only prints about ten characters per second and the microcomputer is capable of sending characters very much faster than this. The printer therefore tells the microcomputer when it is ready for the next character by sending an appropriate signal along the CA1 line, called the acknowledge input (ACK).

A signal from an external device is often called a strobe and it may be a HIGH to LOW i transition (negative strobe) or a LOW to HIGH transition (positive strobe). The PCR, at the address 65132, has one bit for controlling CA1 and one bit for CB1. Either control line can be used in two ways, chosen by the setting of its corresponding bit in the PCR. If this bit is HIGH, the control line will set its flag whenever it receives a positive strobe. If the PCR bit is LOW, the control line will set its flag for a negative strobe.

## ?65132=0 or ?\&FE6C=0 will select HIGH to LOW transitions <br> ? 65132=16 or ?\&FE6C=16 will select LOW to HIGH transitions

After being configured, the flag in the flag register (bit 4 for the CB1 flag, bit 1 for the CA1 flag) can be cleared by reading or writing the corresponding A-port or B-port. Thus or LET $\mathrm{X}=$ ? BPRT will clear the CB1 flag, and ?APRT=0 or LET $\mathrm{X}=$ ?APRT will clear the CA1 flag.
These flags remain LOW until the CA1 or CB1 lines receive their correct transition, upon which the corresponding flag will be raised. Like the football referee the microprocessor does not immediately heed the flag but may wait for a more opportune moment. Nevertheless, the flag remains up until some attention is paid to it, even when the strobe has gone. This explains the advantage of this system over the simpler one of just watching the user port until it changes.

Consider one particular application of this idea, the classic problem of which contestant in a quiz was the first to press his or her switch. It is no good just getting the microcomputer to look occasionally at the individual switches, the time interval between two different people pressing their switch might be too short to be discriminated. To solve this problem we use the latching facility of the VIA to capture data into the user port as
soon as it is received. This mode is selected by the auxiliary control register (ACR) at address 65131 . When bit 1 of this register is LOW, there is no latching of the input data to the B-port, but when bit 1 is HIGH, the latching facility is enabled. When the B-port is latched, any data on its lines is captured so that even if the original input signals are removed, their logic levels will remain. The same is true for the A-port, except that it is bit 0 of the ACR that has to be set HIGH. This is no use for the VIA in the BBC microcomputer, since the A-port cannot be made into an input anyway.

The latching of the data at the user port occurs when the corresponding CA1 or CB1 line gets its expected HIGH-LOW or LOW-HIGH transition (as determined by the PCR). Figure 4.15 gives the circuit diagram for solving the quiz problem. The eight push button switches are normally HIGH. They are connected to the lines of the user port and also to an eightinput NAND gate (SN7430). The output from the NAND gate is thus LOW and is connected to the CB1 line.

| 10 | REM INPUT DATA LATCHING |
| :--- | :--- |
| 20 | BPRT $=65120:$ REM USER PORT |
| 30 | DDRB $=65122:$ REM DATA DIRECTION REGISTER |
| 40 | ACR $=65131:$ REM AUXILIARY CONTROL REGISTER |
| 50 | PCR $=65132:$ REM PERIPHERAL CONTROL REGISTER |
| 60 | FLAG $=65133:$ REM FLAG REGISTER |
| 100 | ?DDRB $=0:$ REM B-PORT IS INPUT |
| 110 | ?ACR $=2:$ REM ACR SET TO ENABLE B-PORT LATCH |
| 120 ?PCR $=16:$ REM PCR SET TO LATCH ON LOW-HIGH |  |
|  | TRANSITION |
| 130 | IF(?FLAG AND 16)=0 THEN 130 |
| $140 ~ X=? B P R T: R E M ~ R E A D ~ B-P O R T ~ A N D ~ R E S E T ~ L A T C H ~$ |  |

Now, whenever any of the switches is pressed, it goes momentarily LOW, so the output from the NAND gate will go HIGH, thus activating the CB1 line. The state of all switches will then be latched into the user port and held there indefinitely. The microcomputer can read them at its own convenience, thus discovering which one was activated first (unless,


Figure 4.15 Input latching
of course, there were simultaneous switch closures). On reading the user port, the flag is again lowered and the CB1 latching facility is reset ready for the next time. Alternatively, the flag can be deliberately lowered by writing its decimal value to the flag register. Another application of this latching facility is the connection of a concept keyboard to a microcomputer. This keyboard has pressure sensitive pads, the function of which can be changed with suitable overlays. When pressed each keypad places a seven-bit byte of data on its parallel port and signals this by sending a negative strobe to the CB1 line of the microcomputer user port. The VIA has to be set up so that when the CB1 line goes LOW (indicating a key press), the number on the data lines is latched into the user port. This can then be read at leisure by the microcomputer, upon which the latch is automatically reset, ready for the next key closure. If the CB1 line is pulled LOW, bit 4 of the flag register in the VIA is set, so the program simply waits for this flag to go HIGH and then it reads the contents of the user port.

## Interrupts

In several instances so far we have been content to let the microcomputer sit around watching the user port or the flag register waiting for something to happen. In the past, computers cost so much that nobody could afford to waste computer time in this way and the special technique of the interrupt was developed. This is similar to when I am reading a book and the telephone rings. I immediately place a marker into the book and attend to the call. When I have finished I return to the task I was doing when interrupted, using the bookmark to find out which page I was on.

The microprocessor has a similar facility. When it receives an interrupt signal, it finishes its current instruction and services the interrupt. Afterwards it returns to its original task from where it left off. An interrupt request can be sent to the microprocessor when a CA1 or CB1 line gets its correct strobe. There are also five other ways in which an interrupt can be generated by the VIA; by the CA2 or CB2 control lines, time-outs by either of the timers and shift-outs by the shift register, each controlled by a flag in the flag register. If any flag goes up, an interrupt request could be sent to the microprocessor along its IRQ line. We do not always want this to happen, so it is possible to prevent it. The interrupt facility is only enabled if one of the bits in the interrupt enable register (IER) is HIGH, the bit corresponding to the flag concerned.

| Bit | 6 | 5 | 4 | 3 | 2 | 1 | 0 |
| :--- | :---: | :---: | :---: | :---: | :---: | :---: | :---: |
| Flag | T1 | T2 | CB1 | CB2 | SR | CA1 | CA2 |
| IER | T1 | T2 | CB1 | CB2 | SR | CA1 | CA2 |

In the BBC microcomputer the interrupt facility is used a great deal by the microprocessor, for example, to deal with inputs from the keyboard, which occur at very irregular intervals. It is not, therefore, possible in BASIC for the user to make use of it too, nor is it actually necessary in machine code routines. The main reason for mentioning it is so that you will be aware of what can happen during timing routines, etc. You may carefully calculate that a timing loop should last one hundred microseconds only to find that it is some five per cent longer than this. The reason is that the microprocessor is being interrupted by a timer every hundredth of a second to update the
clock in the microcomputer. There is a simple solution; to switch off the interrupt facility completely before starting the machine code timing loop. This is done with the instruction SEI (set the interrupt mask). The interrupt facility is restored with the instruction CLI (clear the interrupt mask). These instructions occur quite often in succeeding programs.

To prevent individual interrupts from occurring without disabling the whole facility, the requisite bits of the IER can be cleared.

## CA2 and CB2 control lines

The CA2 and CB2 lines can be used as inputs just like the CA1 and CB1 lines by configuring the PCR and ACR correctly. They can therefore also be used for sending interrupt requests to the microprocessor. They have many more functions than CA1 and CB1 and are more versatile. Their particular advantage is that they can also be turned into output lines. They are switched HIGH or LOW by setting the correct bits of the PCR. Bits 1, 2 and 3 control CA2 and if bits 2 and 3 are both set, this selects the direct output mode. Thereafter if bit 1 is set, CA2 will be HIGH and if bit I is cleared then CA2 will be LOW. CB2 is controlled in the same way by bits 5,6 and 7 of the PCR.

```
?PCR = 12:REM SET CA2 LOW
?PCR = 14:REM SET CA2 HIGH
?PCR = 192:REM SET CB2 LOW
?PCR = 224:REM SET CB2 HIGH
```

This facility effectively increases the number of available output lines, although those already there are usually enough. The CA2 line is available as a strobe at the printer connector.

## The 'concept' keyboard

This soft keyboard can be used for inputting data without using the standard QWERTY keyboard and all its attendant problems. As described in Chapter 1 a soft keyboard can have its keys altered (or disabled) to suit each particular application. The concept keyboard (available from Star Microsystems) is one particular board that is easily fitted to the BBC microcomputer (Figure 4.16).


Figure 4.16 Connecting the concept keyboard
$\left.\begin{array}{|l|l|l|l|}\hline 0 & 1 & 2 & 3 \\ \hline 16 & 17 & 18 & 19 \\ \hline 32 & 33 & 34 & 35\end{array}\right\}\left\{\begin{array}{ll|l|l|l|}\hline & 13 & 14 & 15 \\ \hline 48 & 49 & 50 & 51 \\ \hline 64 & 65 & 66 & 67 \\ \hline 60 & 30 & 31 \\ \hline 80 & 81 & 83 \\ \hline 96 & 97 & 98 & 99 \\ \hline 112 & 113 & 114 & 115 \\ \hline\end{array}\right\}\left\{\begin{array}{l} \\ \hline\end{array}\right.$

Figure 4.17 'Concept' key arrangement
The keyboard consists of a washable surface beneath which are 128 pressure sensitive keys (Figure 4.17). When pressed, each key sends a number along seven parallel lines, which can be connected to bits 0 to 6 of the user port. A separate 'strobe' line is connected to the CB1 line and configured inside the connecting cable such that it goes LOW, when a key is pressed. The data on the lines is then latched into the B-Port and the flag set in the flag register. It is necessary to use the latching facility since, if no key is being pressed, the data lines are open circuit and present a random number. Finally bit 7 is grounded for convenience, the keys thus providing data numbers from 0 to 127 . The keys are ASCII coded but this is only for ease of reference.

The procedure for reading the keyboard waits for the flag to go HIGH, whereupon the data is read, thus resetting the flag ready for the next keypress.

1000 DEF PROCreadconceptkeyboard
1010 REPEAT
1020 UNTIL
1030 LET Q\%=?BPRT
1040 ENDPROC
Q\% returns with the data for the key pressed since the last time PROCreadconceptkeyboard was called. Initially the VIA must be configured as follows:

```
1 REM CONCEPT KEYBOARD CONFIGURATION
2 BPRT=65120:REM USER PORT
3 DDRB = 65122:REM DATA DIRECTION REGISTER
4 ACR = 65131:REM AUXILIARY CONTROL REGISTER
5 PCR = 65132:REM PERIPHERAL CONTROL REGISTER
6 FLAG = 65133:REM FLAG REGISTER
7 IER = 65134:REM INTERRUPT REGISTER
```

The way that the keyboard routine is used within the body of the program depends upon the requirements of the program. For example, suppose the program was training a child to recognize colours. The board could be divided into four parts, each differently coloured. The program would proceed as follows:

```
560 PROCreadconceptkeyboard
570 LET N = 1 + AND 8) + AND 64)
5 8 0 ~ O N ~ N ~ G O T O ~ w , ~ x , ~ Y , ~ z ~
```

N will end up with the values $1,2,3$ or 4 depending on which quadrant of the board is being pressed. Alternatively, for finer discrimination, adjacent keys could be distinguished by checking on bit 0 of the value in Individual keys may, of course, simply be checked by number directly.

## Handshaking

One useful purpose of the Cl and C 2 lines is for handshaking. When data is sent from one machine to another, the sender needs to tell the receiver when the data is available. Similarly the receiver needs to signal the sender to indicate that the data has been received. As an example of this procedure a technique for transferring data from one BBC microcomputer to another is now described. The two machines are connected as shown in Figure 4.18.

After configuring the registers the receiver toggles its CB2 line to send a negative pulse to the CB1 line of the sender. The CB1 line sets its flag, telling the sender that the receiver is now ready for data (RFD). The sender responds by collecting the byte of data to be sent and writing it into the user port. The sender then signals data available (DAV) by toggling its CB2 line, sending a negative strobe to the CB1 line of the receiver. Upon receiving this strobe (or more accurately the negative transition of the strobe) the CB1 line sets its flag and at the same time latches the data into the user port. The receiver notes that the flag is


Figure 4.18 Parallel data transfer
raised and reads the data, thus resetting the flag and re-enabling the latch for the next byte.
In this program the byte to be sent is merely input to the sender from the keyboard and is displayed on the receiver's screen. This allows the user to type on one machine and have the characters appear on the other at the same time. The end of a line of text is signalled by sending a carriage return (character 13) and this is sensed in line 230 of the sender's program. It is, however, necessary to precede this with a line feed (character 10), which is the purpose of the subroutine at line 500 . These ideas can be extended to any communication between the two microcomputers. Clearly one very important application is the transfer of program and data files from one microcomputer to another. I used a routine like this to transfer programs from a PET to the BBC microcomputer. Unfortunately, the process was not particularly valuable in most instances. For example, MASTERMIND prints everything in upper case letters (as in the original PET program) so it would have been better to have rewritten the program from the beginning on the BBC microcomputer.

1 REM PARALLEL TRANSFER-SENDER ROUTINE
10 BPRT = \&FE60
20 DDRB = \&FE62
$30 \mathrm{ACR}=\& \mathrm{FE} 6 \mathrm{~B}$
40 PCR = \&FE6C
50 FLAG = \&FE6D
60
70
110 ?IER = 16:REM DISABLE CB1 INTERRUPT
120 ?DDRB=255:REM USER PORT AS OUTPUT
130 ?ACR = 0:REM DISABLE LATCH
140 ?PCR=236:REM SET CB2 HIGH
150 X = ?BPRT:REM RESET CB1 FLAG
160
200 REM SEND BYTE
210 IF(?FLAG AND 16) $=0$ THEN 210:REM WAIT FOR RFD
220 A\$=GET\$:REM GET BYTE TO SEND
230 IFA $\$=C H R \$(13)$ THEN 500:REM SEND LINE FEED
240 ?BPRT=ASC(A\$):REM SEND VALUE OF CHARACTER
250 ?PCR = 192:REM SET LOW
260 ?PCR = 224:REM HIGH AGAIN
270 GOTO 200:REM DO NEXT CHARACTER
500 REM SEND CARRIAGE RETURN
510 ?BPRT = 13:REM SEND Ascii VALUE OF CARRIAGE RETURN
520 ?PCR = 192:REM SET CB2 LOW
530 ?PCR = 224:REM SET CB2 HIGH AGAIN

## 540 IF(?FLAG AND 16) $=0$ THEN 540:REM WAIT FOR RFD

550 ?BPRT = 10:REM NOW SEND LINE FEED
560 GOTO 250

1 REM PARALLEL TRANSFER-RECEIVER ROUTINE
10 BPRT = \&FE60
20 DDRB = \&FE62
30 ACR = \&FE6B
$40 \mathrm{PCR}=\& \mathrm{FE} 6 \mathrm{C}$
50 FLAG = \&FE6D
60 IER = \&FE6E
70
100 REM INITIALIZE REGISTERS
110 ?IER = 16:REM DISABLE CBI INTERRUPT
120 ?DDRB = 0:REM USER PORT AS INPUT
130 ?ACR = 2:REM ENABLE LATCHING FACILITY
140 ?PCR = 224:REM SET CB2 HIGH, HIGH-LOW TRANSITION ON CB1
200 REM RECEIVE BYTE
210 ?PCR = 192:REM SET CB2 LOW FOR 'READY TO RECEIVE'
220 IF (?FLAG AND 16) $=0$ THEN 220:REM WAIT FOR FLAG
$230 \mathrm{X}=$ ? ?BPRT:REM GET BYTE AND RESET LATCH AND FLAG
240 PRINT CHR $\$(\mathrm{X}) ;:$ REM DISPLAY RECEIVED CHARACTER
250 ?PCR = 224:REM SET CB2 HIGH AGAIN
260 GOTO 200:REM GET NEXT BYTE

## Timer 1

The VIA possesses two sixteen-bit counter/timers with a variety of modes. These provide a great facility for measuring time intervals and for counting pulses. Note that, although the clock rate of the BBC microcomputer is 2 MHz , the VIA timers run at 1 MHz . The different modes of the timers are selected by sending a particular bit-pattern to the ACR.

| Bit | 7 | 6 | 5 | 4 | 3 | 2 | 1 |
| :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- |
|  | Timer 1 | Timer 2 | Shift register | B-latch | A-latch |  |  |
|  |  | Auxiliary control register functions |  |  |  |  |  |

Bits 6 and 7 control timer 1 and bit 5 controls timer 2, but the modes available for each timer are very different. Not all modes are equally useful either, so only a few will be described.

As a sixteen-bit counter each is capable of counting to 65536 , or rather counting down from 65535 to zero, which is the way they work. Upon reaching zero a time-out signal is sent to the flag register (FLAG) in the VIA. Time-outs on timer 1 affect bit 6 of FLAG and time-outs on timer 2 affect bit 5. These bits can be inspected and if one is set, then a timeout has occurred. Alternatively, the interrupt enable bits can be set, thus generating an interrupt request upon time-out.

There are two parts to each timer, the counter itself and its input latches. These are necessary because in some modes the counters automatically restart upon reaching zero. Thus timer 1 can be set to count down from, say, 1000 to zero and on reaching zero the number 1000 is reloaded into the timer from the latches and the countdown repeats. This produces a series of time-outs, at intervals of about one millisecond.

In addition to the time-outs a digital signal can be made to appear at bit 7 of the B-port (irrespective of the setting of DDRB). The logic level of this line (PB7) changes from HIGH to LOW or from LOW to HIGH, whenever a time-out occurs from timer 1. The selection of this mode is made through bit 7 of the ACR. If ACR7 is set, then the digital signals will be output through PB7. If ACR7 is cleared, then no signals appear at PB7.

ACR bit 6 controls whether timer 1 generates a single time-out signal or continuous signals as follows:

## i) ACR6 LOW: the one shot mode

After timer 1 has been loaded with some number, it is decremented at the I MHz clock-pulse rate. When it reaches zero, the time-out occurs and a signal is sent to bit 6 of the flag register to say so. If ACR7 is also HIGH, then the logic level of PB7 is changed. PB7 will go LOW as soon as the high byte is loaded into timer 1. Countdown begins at the same instant and, on the time-out signal, PB7 will go HIGH again.
ii) ACR6 HIGH: free running mode

After timer 1 has been loaded, it is decremented at the clock pulse rate until it reaches zero, exactly as before. A time-out signal is sent to bit 6 of the flag register also as before. But the number originally loaded into the latch of timer 1 is then automatically reloaded and the countdown begins again. If, at the same time, ACR7 is HIGH, then the logic level of PB7 changes, as described above. In this mode the PB7 line goes alternately HIGH and LOW with every time-out signal. The countdown of timer 1 begins as soon as its latch is loaded with its starting number. Since it is a sixteen-bit register, it must be loaded in two halves. The low byte is written into T1LLO (address $=65124$ ) and the high byte into T1LHI (address $=65125$ ). The countdown begins when the high byte is loaded, so the low byte must be loaded first. For a particular time interval ( $t$ in microseconds) the required numbers are loaded into T1LHI and T1LLO by

```
?T1LLO = (t-2) MOD 256
?T1LHI = (t-2) DIV 256
```


## Applications of timer 1

i) Generate output pulses on PB7

In free running mode the PB7 logic level changes once every time-out. Thus, if it is desired to make PB7 generate a frequency of I kHz , time-outs must occur every 500 microseconds. Timer 1 thus needs to be loaded with 500 . However, this number must be reduced by 1.75 to allow for the reloading time etc. of the system. The pulses cannot therefore be quite as accurate a one might hope. This gives 498 to be loaded into the T1 latches, a low byte of 242 into T1LLO and 1 into T1LHI.

Note that it is not necessary to set up PB7 as an output beforehand - this present
function overrides its configuration by DDRB. The pulses can be stopped by loading 0 into the ACR $(? A C R=())$. Since this is a sixteen-bit timer, pulse frequencies between 250 kHz and a few hertz can be produced with this method. This includes the audio range and so is a possible method of producing audio-frequency square wave pulses. This idea is also used in PULSE TIMER (11) to determine the length of a square pulse (Plate 23).
ii) Generate a single (negative) pulse on PB7

To generate a single time-out requires ACR6 to be LOW. Timer 1 should be loaded with the length of the time interval required (less 1.5 machine cycles), so for an output pulse of 1 millisecond duration, timer 1 should be loaded with 998, a high byte of 3 and a low byte of 230 . This idea is used in FREQUENCY METER (12) to open a gate for a specified length of time (Plate 22).

## 100 SET ACR7 HIGH and LOW 110 LOAD LOW BYTE 120 LOAD HIGH BYTE AND BEGIN PULSE

## iii) Provide an internal clock

The BBC microcomputer clock is only a centisecond timer. Timer 1 may be used to provide accurate time-outs at shorter intervals. Rather than use the interrupt system of the microcomputer, it is usually quite easy to inspect bit 6 of the flag register to see if it is set. If so a time-out has occurred and T1LHI can be reloaded to start a new countdown.


## SIMPLE TIMER

```
When input }x\mathrm{ goes HIGH, 1 millisecond
pulses will be counted by Timer 2.
This continues until input }x\mathrm{ goes LOW.
Input
    PB7
                O
```



``` GATE
1 ms pulses
When you are ready for the timing
to start, press SPACE.
O.K. Waiting for POSITIVE pulse.
```

Plate 23 Timing of short intervals


Plate 24 Centisecond timer - STOPCLOCK

This use of timer 1 is illustrated by STOPCLOCK(5)(Plate 24). This is a centisecond clock that is started by an event (a change in logic level) at either bit 0 or bit 1 of the User port. The current time is displayed in minutes, seconds and centiseconds in large digits on the screen, using the machine code subroutine developed in Chapter 7. Another event stops the clock, which then displays the elapsed time. The whole program illustrates the freedom given by using the timer instead of microprocessor delay loops to do the timing. The latter can then get on with other tasks, like sorting out where the digits have to go and displaying them.

When the countdown in timer 1 reaches zero, it sets a flag in the flag register, reloads itself from the latch and carries on counting down. Thus if the latch contains the number 10000 , timer I gives out a steady stream of one centisecond signals. STOPCLOCK actually reads the centisecond clock provided by the operating system at address 662 (OS 1.0 and above) or 594 (OS 0.1). This works in the way just described except that it uses the 'other' VIA.

## Timer 2

Timer 2 modes are controlled by bit 5 of the ACR and thus it only has two modes. When ACR5 is LOW, timer 2 acts rather like timer 1 in its one shot mode. Since no output pulses are produced, this mode is of no special interest to us. The other mode is a pulse counting mode and is more valuable. It is selected when ACR5 is HIGH. Timer 2 is then loaded with the number to be counted. Every time that line 6 of the B-port (PB6) goes LOW, timer 2 is decremented. When it reaches zero, it has counted the required number of pulses and a timeout occurs. Bit 5 of the flag register is set HIGH to show this time-out.

## Applications of timer 2

i) A clock

By getting timer 1 to generate continuous output pulses on PB7 at, say, 10 millisecond intervals and subsequently counting these pulses by timer 2, then quite long time intervals can be produced. To do this PB6 and PB7 should be connected together.

Then, after selecting the pulse counting mode, timer 2 is loaded with the required number of centiseconds to be counted. Upon time-out timer 2 sets bit 5 of the flag register. A BASIC program simply sets up the ACR and the timers and then waits until this flag has been set, thus indicating that the required time has elapsed. By altering the numbers loaded into the timers initially, time intervals as low as one millisecond may be produced, which is about as low as BASIC can handle. Timer I set to produce tenth-second pulses and timer 2 set to count 60000 of these, gives a 100 minute interval.

The following example generates an interval of one second. It measures this time interval by counting a thousand one millisecond pulses. PB7 and PB6 should be connected together for this application.

> 100 ?ACR=224:REM SET ACR5,6 AND 7 HIGH 110 ?T2LO $=232:$ REM SET TIMER 2 LOW
> 120 ?T2HI=3:REM SET TIMER 2 HIGH
> 130 ?T1LLO $=230:$ REM LOAD TIMER 1 LOW
> 140 ?T1LHI=1:REM START TIMER AND RESET FLAG
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$150 \mathrm{X}=$ INSPECT FLAG REGISTER
$160 \mathrm{X}=\mathrm{X}-192$
170 IFX<32 THEN 150
180 RETURN
Since we are using timer I too, bits 6 and 7 of the flag register will also be set, hence line 160.

## ii) A frequency meter

Timer 1 is set to produce a single negative pulse on PB7. This is inverted and opens a gate to allow pulses from an alternating voltage of unknown frequency to reach PB6 to be counted by timer 2 . Upon observing time-out on timer 1 , the microprocessor reads timer 2 to see how many pulses had been received (Figure 4.19)(Plate 22). This number is then converted into a frequency and displayed.

```
    100 REM FAST FREQUENCY METER
    320 ?IER = 127:REM DISABLE INTERRUPTS
    330 ?ACR=160:REM PB6 TO COUNT PULSES, PB7 TO PROVIDE ONE-
SHOT PULSE
```

    340 ?PCR=0:REM TURN OFF LATCHES AND SERIAL REGISTER
    350 ?T2LO=255:?T2HI=255:REM INITIALIZE COUNTER
    360 ?DDRB=128:REM BIT 7 AS OUTPUT (THIS INSTRUCTION
    UNNECESSARY)
380 ?FLAG=127:REM CLEAR FLAGS
390
500 GOSUB 1000:REM OPEN GATE FOR 50 MILLISECONDS
510 freq=(256 * (255-?T2HI) + (255 ?T2LO)) * 20
530 PRINT freq
540
1000 REM OPEN GATE FOR 50 MILLISECONDS
1010 ?T1LLO=79
1020 ?T1LHI=195:REM OPEN GATE AND RESET LATCH
1030 IF(?FLAG AND 64)=0 THEN 1030:REM WAIT FOR TIMEOUT ON
TIMER 1
1040 RETURN

A frequency below 2 kHz will provide less than a hundred counts in timer 2 and is thus inaccurately measured. For these low frequencies the internal clock is used just to provide a time interval of one second, during which time the gate is opened to allow the input frequency to be measured.

```
800 REM LOW FREQUENCY OPTION
810 ?ACR=32:DISABLE OUTPUTS ON PB7
820 ?DDRB=128:REM PB7 AS OUTPUT
830 ?PRT = 128:REM SET PB7 HIGH
840 ?T2LO=255:?T2HI=255:REM INITIALIZE COUNTER
```



Figure 4.19 Gating input pulses to PB6

```
850 ?PRT=0:REM OPEN GATE
860 TIME=0:REM START CLOCK
870 REPEAT
870 UNTIL TIME=100
890 ?PRT=128:REM CLOSE GATE
900 freq=256*(255 - ?T2HI) + (255 - ?T2LO)
910 PRINT freq
```

The following line can be added to the above program, so that it automatically runs this low frequency section if the frequency is too low for the first method.

## 520 IF freq<2000 THEN 800

The full listing of this program is given in FREQUENCY METER (12).
iii) A pulse timer

The same technique can be used in reverse to measure the length of a pulse. In this case the unknown pulse is used to open the gate to allow through millisecond pulses from PB7 to be counted via PB6 (Plate 23).

One difficulty about the automatic nature of this program is to determine when the pulse has finished. For this reason it is also connected to PB1, which can then be monitored (Figure 4.20). Timer 1 should be loaded with 500-2 to provide one millisecond pulses through PB7 (the number is reduced by two to allow for the reloading time described above).


Figure 4.20 Pulse measuring circuit
100 REM PULSE TIMER
110 ?IER=127:REM DISABLE INTERRUPTS
120 ?ACR=224:REM PB6 TO COUNT,
PB7 TO PROVIDE CONTINUOUS PULSES
130 ?PCR=0:REM TURN OFF LATCHES AND SERIAL REGISTER
140 ?T2LO=255:?T2HI=255:REM INITIALIZE COUNTER
150 ?FLAG=127:REM CLEAR FLAGS
155 ?DDRB=128:REM BIT 0 AS INPUT
160 ?T1LLO=242:REM LOAD TIMER 1 WITH 500
170 ?T1LHI=1:REM AND START CLOCK AND CLEAR FLAG
180 IF(?PRT AND 1)=0 THEN 180:REM PULSE HAS NOT
YET STARTED
190 IF(?PRT AND 1) THEN 190:REM PULSE HAS NOT YET FINISHED
200 time $=256$ * $(255-$ ?T2HI $)+(255-$ ?T2LO $)$
210 PRINT time;" milliseconds"

The full listing is given in PULSE TIMER (11).

## The serial register

This register, SR, (at address 65130) outputs its contents to the CB2 line, one bit at a time. There are eight modes for this, determined by bits 2,3 and 4 of the ACR. If ACR4 is cleared then the bits are shifted into the SR and if ACR4 is set they are shifted out. The advantage of the system is that, once initiated, the bits are output automatically, thus freeing the microprocessor for other tasks.

The main use of the SR is for serial data transfer. Parallel transfer requires all eight bits to be sent at once along eight separate lines but only one is needed for serial transfer (in both cases another line for ground return and two more for control signals are also needed). Thus it is possible to send data from one computer to another, with only four lines instead of the eleven needed for parallel data transfer (Figure 4.21). To illustrate the principles the following BASIC program transfers bytes from one BBC microcomputer to another.

The contents of the serial register can be shifted out in four different ways:
1 Mode 100 - free running, which is discussed later.
2 Mode 101 - under the control of timer 2. This is the mode we shall actually use for data transfer. The contents of the shift register are shifted out bit by bit on the CB2


Figure 4.21 Serial data transfer
line starting with the most significant bit. At the same time the bit is shifted back into bit O of the SR. Thus after eight shifts, the byte in SR has been rotated completely. A new shift-out occurs when timer 2 reaches time-out, which depends upon the value loaded into T2LO initially. Note that T2HI is not used, so the timer is only eight bits wide, giving a maximum interval between shifts of 255 microseconds. The process is initiated by writing the byte to be sent into the serial register. After eight shifts the corresponding flag (bit 2) in the flag register is set. This can be used to give an interrupt, or alternatively as in this application, can simply be inspected until it goes HIGH. This can be the signal for the microcomputer to get the next byte to be shifted out. The flag is reset at the same time as the next byte is loaded into SR to begin the next byte transfer.

Time-outs on T 2 cause the contents of the T 2 latch to be reloaded into the timer itself ready for the next bit shift. At the same time a pulse is output through the CB1 control line for strobing the receiver. The CB1 line goes LOW when the next bit has stabilized at the CB2 output. Note that this is the only condition for which CB1 is an output.
3 Mode 110 - under the control of the system clock. This is similar to the method above, except that the shift-out rate is controlled by the system clock.
4 Mode 111 - under the control of external clock pulses. This time it is the external receiver that generates the clock pulses and sends these to the VIA through the CB1 control line.

There are similar ways for shifting the data into the $S R$ in the receiving microcomputer (modes 001 to 011 ). In this application it is mode 011 that is used, which shifts the bits in from the CB2 line under the control of external clock pulses along the CBI line. These are the clock pulses generated by mode 101 above. Thus the CBI lines of the two machines are connected together to communicate the shift pulses, as are the CB2 lines, which are used to carry the data itself (Figure 4.21).

There has also to be some signal from the receiver to the sender to initiate the process each time. The line used is bit O of the user port in both cases. The receiver holds this line HIGH until it is ready to receive data and then it sends it LOW. The sender waits for its line to go LOW before loading its SR and thus starting to send the byte. In use, this allows characters to be typed in on one keyboard to appear on the screen of the other. It terminates when the character @ is typed in. It is necessary to generate a line feed whenever a carriage return is pressed and this is done by the subroutine at line 500 .

1 REM SERIAL TRANSFER-SENDER ROUTINE<br>$10 \mathrm{BPRT}=\& \mathrm{FE} 60$<br>20 DDRB = \&FE62<br>30 T2LO = \&FE68<br>40 SR = \&FE6A<br>50 ACR = \&FE6B<br>$60 \mathrm{PCR}=\& \mathrm{FE} 6 \mathrm{C}$<br>70 FLAG = \&FE6D<br>$80 \mathrm{IER}=\& F E 6 \mathrm{E}$

90
100 REM INITIALIZE VIA
110 ?DDRB=0:REM BIT 0 IS INPUT
120 ? 1 ER=0:REM DISABLE SHIFT INTERRUPT
130 ?ACR=20:REM ACR IN SHIFT-OUT MODE
140 ?PCR=236:REM CB2 HIGH INITIALLY
150 ?T2LO=100:REM SHIFT OUT AT ONE BIT PER 100
MICROSECONDS
160
200 REM SEND BYTE
210 A\$=GET\$
220 IFA $\$=$ CHR $\$(13)$ THEN GOSUB 500
230 IF(?BPRT AND 1) THEN 230:REM WAIT FOR SIGNAL FROM RECEIVER
240 ?SR=ASC(A\$):REM SEND BYTE
250 IF(?FLAG AND 4)=0 THEN 250:REM WAIT FOR SHIFT-DONE FLAG 260 GOTO 200:REM GET NEXT BYTE READY
270
500 REM LINE FEED SUBROUTINE
510 IF(?BPRT AND 1) THEN 510:REM WAIT FOR SIGNAL FROM RECEIVER
520 ?SR=10:REM SEND LINE FEED
530 IF(?FLAG AND 4)=0 THEN 530:REM WAIT FOR SHIFT-DONE FLAG 540 RETURN

1 REM SERIAL TRANSFER-RECEIVER ROUTINE
10 BPRT=\&FE60
20 DDRB=\&FE62
30 SR=\&FE6A
40 ACR=\&FE6B
50 FLAG=\&FE6D
60 IER=\&FE6E
70
100 REM INITIALIZE VIA
110 ? IER=0:REM DISABLE INTERRUPTS
120 ?DDRB=1: REM BITO IS OUTPUT
130 ?ACR=12:REM SHIFT IN MODE
140 ?BPRT=1:REM NOT READY FOR DATA
156 X=?SR:REM INITIALIZE FLAGS, ETC
160
200 REM GET BYTE
210 ?BPRT=0:REM READY FOR DATA

# 220 IF (?FLAG AND 4)=0 THEN 220:REM WAIT FOR SHIFT-DONE FLAG 230 ?BPRT=1:REM NOT READY FOR DATA <br> 240 X=?SR:REM COLLECT BYTE <br> 250 IF X=64 THEN STOP:REM @ CHARACTER IS END-OF-DATA <br> 260 PRINT CHR\$(X); <br> 270 GOTO 200:REM GET READY FOR NEXT BYTE 

## Continuous pulse output

This is mode 100 mentioned above. It is very like mode 101 and utilizes T2LO in exactly the same way. The only difference is that once all eight bits have been output from SR along the CB2 line, the process is immediately restarted, so that the contents of SR are repeatedly output. The data in the serial register can thus be made to produce pulses of a particular shape continuously output via CB2 (Figure 4.22). To select this free running output requires ACR bits 4,3 and 2 to be set to $1, O$ and $O$ respectively and T2LLO should be loaded with the required time interval between the shift-outs of the individual bits. Suppose we require a frequency of I kHz for the selected pulse shape. With eight bits to be output, we require one bit every 125 microseconds, so we load the low byte of timer 2 with 124 (one less than $125)$ to get the correct time interval. The routine is as follows:

## 100 ?SR=15:REM SET UP SR WITH PULSE SHAPE <br> 110 ?T2LLO=128:REM LOAD TIMER 2 LOW <br> 120 ?ACR=16:SET UP ACR FOR FREE-RUNNING OUTPUT

To switch off these pulses, the simplest way is to load SR with zero, thus retaining the mode without outputting any pulses.


Figure 4.22 Pulse waveforms
Because this method only uses the low byte of timer 2, the lowest frequency available is when timer 2 is loaded with 255 and SR with 15 , giving about 200 Hz . The maximum frequency is when timer 2 is loaded with O , giving 31 kHz (since the routine takes 1 cycle per bit). This can be raised to 125 kHz if SR is loaded with four pulses at once, that is with 85 or 170 . This is not as good as that available by using timer 1 and outputting through PB7, and so is not actually much use. Its main application is in providing asymmetric pulses.

## The 1 MHz bus

As an alternative to connecting inputs and outputs to the user port, the BBC microcomputer provides the 1 MHz bus. In order to make use of this some knowledge of the way the microprocessor works is helpful. As we shall see in the next chapter, the microprocessor reads and writes to memory or to the user port through two sets of lines, called the data bus and the address bus. When the microprocessor wants to collect the contents of a particular location, it places the address of that location on the address bus. This consists of sixteen separate lines, each of which is made HIGH or LOW. For example, to read the user port, the microprocessor sets the lines of the address bus like this:

| Address line | Status | Address |
| :---: | ---: | :---: |
| A15 | HIGH |  |
| A14 | HIGH | F |
| A13 | HIGH |  |
| A12 | HIGH |  |
| A11 | HIGH |  |
| A10 | HIGH | E |
| A9 | HIGH |  |
| A8 | LOW |  |
| A7 | LOW |  |
| A6 | HIGH | 6 |
| A5 | HIGH | 6 |
| A4 | LOW |  |
| A3 | LOW |  |
| A2 | LOW | 0 |
| A1 | LOW | 0 |
| A0 | LOW |  |

These address lines go through a series of logic gates (in the ULA of the BBC microcomputer) and only the B-port of the 6522 VIA is enabled to respond. All other locations are ignored. This is called decoding the address. Since there are sixteen address lines, there are 65536 possible locations that can be separately addressed.

When the addressed location sees its own address on the address bus, its response is of two kinds. Either the data in the location is read or new data is written into it. To tell the location which is to occur, the microprocessor signals along a separate R/NW line (read/ not write). When this line is HIGH, the data will be read, when this line goes LOW, new data is written into the addressed location. Either way, it is the data bus which carries the data. This consists of eight separate lines, one for each bit of the data.

There also has to be careful control of when the data is available. In a data write instruction, the address is placed on the address bus, the data is placed on the data bus and the R/NW line is made LOW, but still nothing happens until the microprocessor sends the action signal. This is very much like an orchestra, where the conductor keeps everyone together by regular beats of the baton. The microprocessor does the same with clock
pulses. These are carried to all parts of the microcomputer along the clock pulse line
(CLK).
All of these lines appear at the connector of the 1 MHz bus. To add more memory or another device of our own to the microcomputer is ideally a matter of connecting the power supply, address, data, R/NW and CLK lines to the correct pins of the device.
Unfortunately there are a few problems.
The first of these is that the selected address for the device must be different from any others that have already been chosen for the operating system of the microcomputer. This whittles the choice down from 65536 to 63 ! Actually the BBC microcomputer sets aside 512 spare addresses, which run in the memory from \&FC00 to \&FDFF. Unfortunately some of these are scheduled to be used by add-on units, such as the teletext adaptor and the sideways ROM. Since you can never be sure which of these devices will be added to your machine in the future, it is safest to stick to the 63 that have not been booked (so far!). These are from \&FCC0 to \&FCFE. (\&FCFF has a special use.)

All these addresses start with \&FC, and so the BBC microcomputer automatically decodes the top eight address lines for us. When any location beginning with \&FC is addressed, a special line in the 1 MHz bus connector (called FRED) goes LOW to signify the fact. FRED is therefore used instead of the top eight address lines. The lower eight address lines may be decoded as required.

To illustrate the principles, Figure 4.23 shows how sixteen separate select signals can be obtained from the SN74154 decoder. This has five inputs (address lines A4, A5, A6 and A7, and FRED) and produces sixteen device select lines - \&FC0x to \&FCFx ('x' can be any number from 0 to F ). Of these only \&FCCx, \&FCDx, \&FCEx and \&FCFx can be used alongside the other add-on devices mentioned above. As the following truth table


Figure 4.23 Decoding the 1 MHz bus
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indicates, only one of these select lines goes LOW at any one time, when the binary address of the required line is sent to the address inputs (A4, AS, A6 and A7).

| A7 | A6 | A5 | A4 | 0 | 1 | 2 | 3 | 4 | 5 | 6 | 7 | 8 | 9 | A | B | C | D | E | F |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: |
| 0 | 0 | 0 | 0 | L | H | H | H | H | H | H | H | H | H | H | H | H | H | H | H |
| 0 | 0 | 0 | 1 | H | L | H | H | H | H | H | H | H | H | H | H | H | H | H | H |
| 0 | 0 | 1 | 0 | H | H | L | H | H | H | H | H | H | H | H | H | H | H | H | H |
| 0 | 0 | 1 | 1 | H | H | H | L | H | H | H | H | H | H | H | H | H | H | H | H |
| 0 | 1 | 0 | 0 | H | H | H | H | L | H | H | H | H | H | H | H | H | H | H | H |
| 0 | 1 | 0 | 1 | H | H | H | H | H | L | H | H | H | H | H | H | H | H | H | H |
| 0 | 1 | 1 | 0 | H | H | H | H | H | H | L | H | H | H | H | H | H | H | H | H |
| 0 | 1 | 1 | 1 | H | H | H | H | H | H | H | L | H | H | H | H | H | H | H | H |
| 1 | 0 | 0 | 0 | H | H | H | H | H | H | H | H | L | H | H | H | H | H | H | H |
| 1 | 0 | 0 | 1 | H | H | H | H | H | H | H | H | H | L | H | H | H | H | H | H |
| 1 | 0 | 1 | 0 | H | H | H | H | H | H | H | H | H | H | L | H | H | H | H | H |
| 1 | 0 | 1 | 1 | H | H | H | H | H | H | H | H | H | H | H | L | H | H | H | H |
| 1 | 1 | 0 | 0 | H | H | H | H | H | H | H | H | H | H | H | H | L | H | H | H |
| 1 | 1 | 0 | 1 | H | H | H | H | H | H | H | H | H | H | H | H | H | L | H | H |
| 1 | 1 | 1 | 0 | H | H | H | H | H | H | H | H | H | H | H | H | H | H | L | H |
| 1 | 1 | 1 | 1 | H | H | H | H | H | H | H | H | H | H | H | H | H | H | H | L |



Figure 4.24 Connecting another VIA

If the other add-on units are not being used, each of these output lines can be used to select a different VIA, giving a possible 256 extra input/output lines for control. Figure 4.24 shows how one of these (address \&FCC0) is connected to the device select input of just one of these VIAs. The lower four address lines are connected to the four address inputs of the VIA and the R/NW and CLK lines are connected too. Pin 21 of the VIA is left unconnected, it is an interrupt request line and the use of this has not been considered in this book. I have yet to find how the BBC interrupts work and, in any case, very few of my applications require interrupts. The technique of occasionally checking an input is nearly always satisfactory. Pin 34 of the VIA is connected to the RESET line. When the BREAK key of the BBC microcomputer is pressed, the RESET line goes temporarily LOW and clears all the registers of the VIA.

This VIA may now be used in exactly the same way as has just been described, except that it responds to different addresses, as follows:

| Name | Function |
| :--- | :--- |
| BPRT | B-port |
| APRT | A-port (+handshake) |
| DDRB | Data direction reg B |
| DDRA | Data direction reg A |
| T1LLO | Low-byte Timer 1 - latch |
| T1LHI | High-byte Timer 1 - latch |
| TICLO | Low-byte Timer 1 - count |
| TICHI | High-byte Timer 1 - count |
| T2LO | Low-byte Timer2 - latch |
| T2HI | High-byte Timer2 - latch |
| SR | Serial register |
| ACR | Auxiliary control reg |
| PCR | Peripheral control reg |
| FLAG | Interrupt flag reg |
| IER | Interrupt enable reg |
| APRT | A-port (no-handshake) |


| Decimal | Hexadecimal |
| :---: | :---: |
| 64704 | \&FCC0 |
| 64705 | \&FCC1 |
| 64706 | \&FCC2 |
| 64707 | \&FCC3 |
| 64708 | \&FCC4 |
| 64709 | \&FCC5 |
| 64710 | \&FCC6 |
| 64711 | \&FCC7 |
| 64712 | \&FCC8 |
| 64713 | \&FCC9 |
| 64714 | \&FCCA |
| 64715 | \&FCCB |
| 64716 | \&FCCC |
| 64717 | \&FCCD |
| 64718 | \&FCCE |
| 64719 | \&FCCF |

There are other input/output devices that may be connected to the 1 MHz bus, but I am a firm advocate of the 6522 VIA. It is not much more expensive than simpler devices that just latch data in or out, yet it is far more powerful. In the next chapter we shall return to the 1 MHz bus to connect other devices also.

This chapter has tried to show the principles of environmental monitoring and control. Using the input and output buffers described in this chapter, almost any system can be either simulated or realized in a practical way. It is, however, most unlikely that a microcomputer would be used in a real situation. Chapter 9 discusses more realistic ways of producing control equipment.

## Practical details

The practical wiring details for the two input board and the logic board are shown in Figures 4.25 and 4.26 respectively. The logic board requires two DS8833 quad line


Figure 4.25 Two input board
transceivers (not available from RS Components but from Farnell Ltd). Each output driver is used to drive an LED indicator. The inputs of the four transceivers used for the output terminals are not used, so they are disabled. Connection to the BBC microcomputer user port is via a 20 -way cable, each end which requires a 20 -way cable mounting socket ( RS 467-289). One end plugs into the user port and the other end plugs into a PCB mounting plug (RS 467-346), which may be soldered directly onto each logic board. The eight data lines and the +5 V and 0 V lines should then be connected as shown in Figure 4.26. The pin connections to the user port are shown in Figure 4.27. This configuration assumes that you have lifted up the front of the BBC microcomputer and are looking underneath at the socket directly from the front.

## Specific applications of timing

Now that we have looked at the general principles of timing, let us examine a few specific timing applications in physics. The BBC microcomputer can be made to measure the time interval between logic level changes at either input. These changes can be caused by switches or, more importantly, with photocells, one connected to bit 0 and the other to bit 1 of the user port through a suitable op. amp. or transistor driver (Figures 4.9 and 4.10), For some programs only one of these is needed.

Events or logic level changes at the inputs are used to measure time intervals in exactly the same way as in CONTROL EXAMPLE 8 . The inputs are read and stored in a memory location called status. The current state of the inputs are then monitored continuously and compared with status, Normally they will be the same, but when they are different, this is because one or other of the photocells has been activated. At this point the contents of a clock are noted. When the timing is finished, the time intervals involved can be calculated and displayed.

There are three ways of achieving the clock. The first is to make use of the BBC


Figure 4.26 Logic board


Figure 4.27 User port connections
microcomputer's own clock, which runs at 100 Hz , thus enabling time intervals of 10 ms to be counted. The technique is illustrated by this primitive reaction timer, which assumes a push button switch connected to one of the inputs.

```
    1 REM CONTROL EXAMPLE 10-REACTION TIMER
10 ?65122=60:REM CONFIGURE USER PORT
100 PRINT"WHEN THE SCREEN GOES BLANK,"
110 PRINT"PRESS THE SWITCH."
120 max=5000+RND(10000)
130 FORT=1 TO max:NEXT T
140 CLS
150 now=TIME
160 status=?65120 AND 3
170 IF status=?65120 AND 3 THEN 170
180 PRINT "REACTION TIME = ";(TIME-now)/60
```

The more sophisticated REACTION TIMER (6) uses the same timing technique, but it displays the results in large digits for all to see (Plate 26). It also replaces the switch input with a keyboard input, so an interface is not needed for this program (Plate 25).

STOPCLOCK (5) accesses the same centisecond clock from machine code and continually updates the display to show the elapsed time. This has to be done with a machine code routine, because the display of the large digits would be too slow in BASIC. All the machine code routine in this section are described in Chapter 8, only their uses in teaching are discussed here. You do not have to be a machine code expert to make use of machine code programs, as long as you know how to call them and how to pass values from them back to BASIC. As already mentioned, programs like STOPCLOCK have many applications, for example they can replace centisecond timers in most instances. A simple photocell connected to bit 0 will operate STOPCLOCK for experiments on kinematics, etc.

Unfortunately, for intervals shorter than a second, the BBC centisecond clock is not sufficiently accurate. In this case the timers of the VIA can be used in the manner already discussed. A third way of timing relies on the fact that the BBC microcomputer is itself under the control of a crystal oscillator, which produces clock pulses at a rate of roughly 2 MHz . Each machine code operation of the microprocessor inside the BBC microcomputer requires a given number of such clock pulses. These can be counted, thus giving a measured time interval. This counting can be done with the VIA timers as discussed above, or by machine code loops as discussed in Chapter 8.
FAST TIMER (7) uses the latter technique to measure intervals up to milliseconds in ten-microsecond units. It is of universal application and can easily be used in other programs without knowing how it works; for example:

## i) Speed of a rifle pellet

Bits 0 and 1 should be grounded through the thin pieces of foil as in Figure 4.28. When the pellet breaks the first foil, the clock starts and when it breaks the second foil, the clock stops. The program will then stop the clock and display the elapsed time in large digits on the screen.

# REACTION TIMER <br> by R.A. Sparkes 

This program measures reaction time.
A few seconds after you press the
RETURN key, the screen will go blank.
As soon as this happens, you must press the SPACE bar. Your reaction time will then be displayed.

Press RETURN to begin.

Plate 25 REACTION TIMER instructions
Press RETURN to start again
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Figure 4.28 Foils


Plate 27 Contact bounce when a switch is closed


Figure 4.29 Switchover time of a switch
ii) Contact bounce

Some idea of the speed of the timing routine can be gained by using a single push button switch connected to one of the inputs. FAST TIMER is run and when the display says it is ready, the switch is pressed once. In most instances the program will display a result, indicating that at least two input changes have been detected. There were probably many more changes than this, caused by the contact bounce in the switch, when it is closed. FAST TIMER is more than fast enough to measure this contact bounce time. The same arrangement with a fast voltage measurement program (Chapter 5) produces Plate 27.
iii) Switchover time

Using this program with a two-way switch as indicated in Figure 4.29, enables the changeover time of this switch to be measured. An interesting experiment is to see if the switchover time is dependent upon the speed at which the toggle is operated.

## iv) Camera shutter speed

Instead of switches to produce changes in the input status, this can also be done by the interruption of a beam of light focused on a photocell, with the photocell connected to one of the inputs. It then becomes possible to measure the effective shutter speed of a camera. The photocell should be mounted inside the camera at the image of an external light source, When the camera is operated, the time measured by this program is a good indication of the exposure time that the film receives.
v) Trolley speed measurement

If a card attached to a trolley crosses a light beam focused on the photocell, the time taken for it to do so may be measured by this program and displayed for all to see. In this instance both changes take place at the same input. If the length of the card is entered into the program beforehand, the microcomputer will automatically compute the speed of the trolley. Unfortunately, this program cannot be used with two photocells, i.e. one
connected to each input. This would be very useful, since the speed of the card could then be measured over a much greater distance. However, as the card crossed the first photocell, it would start and then stop the clock at this point. A more sophisticated timing routine is needed to measure the time between two different photocells.

## Advanced timing

The advanced timing routine used in the following programs needs some explanation so that it can be used even without a knowledge of machine code. A full assembly listing is given in Chapter 8. To enable multiple measurements of speed for studying the law of conservation of momentum, there must be two photocells. Furthermore, in this experiment, it is possible for a second trolley to begin a transit of its photocell before the first has finished crossing the other photocell. Thus it must be possible to detect the two inputs independently and to keep their results separate. We still only need the one clock, but at the start or finish of an event, the time on the clock is copied into a store. In fact up to sixteen stores are available for each input. Thus, in the conservation of momentum experiment, it is possible to have two trolleys approach from different directions, to collide in the middle and both go off in one particular direction at different speeds. This involves two events at one input and six events at the other, but the routine can easily cope with this. (An event is any change in logic level at either of the inputs.)

This advanced timing routine can be called from a BASIC program in a variety of ways, to measure time and speed as above and also to measure period, frequency and acceleration. All measurements are displayed in large digits on the screen using the large digits machine code routine described in Chapter 7.

Program 8 (TIME, SPEED AND ACCELERATION METER) makes use of this routine for a number of purposes. Firstly, it measures time intervals of up to twelve minutes in units of fifty microseconds. Speed measurements are based upon the photocell technique using a card length of 40 mm . By changing lines 5070 and 6070 of the program this may be changed to any other length. However, there is considerable inaccuracy introduced by the photocells, because the point at which they switch on is not necessarily the same point at which they switch off. So a 40 mm card may not necessarily look like a 40 mm card to the photocell. The error is only a few mm, and this is only important if very short cards are being used. If great accuracy is desired, then 100 mm cards or longer should be used. The advantage of short cards is that some meaning can then be given to the difficult concept of 'instantaneous' velocity.

A double card such as that shown in Figure 4.30 enables acceleration to be determined and displayed directly. This quantity is computed from the standard equation

$$
\text { acceleration }=(\text { final speed }- \text { initial speed }) / \text { time taken }
$$

An interesting experiment is simply to drop this double card vertically in front of a photocell using the acceleration option of program 8 . The display gives the acceleration due to gravity directly (Plate 28). (But see the educational note later.) If different lengths are used for this double card, then line 5070 of the program should be changed. It is only the 40 mm lengths that are important, not the distance between them. The double card provides the two measurements of speed required in the calculation.


Figure 4.30 Double card


Plate 28 Measurement of acceleration due to gravity

By connecting two photocells in series, they can be placed any distance apart, and then a single card can pass in front of both photocells to provide the initial and final speeds for this calculation. This would be a good way to introduce the function of the double card.

The advanced timing routine of program 8 was designed to be used for measuring the speeds resulting from trolley collisions. It is used for this purpose in program 9 (CONSERVATION OF MOMENTUM). The same restrictions on card lengths apply as above. The speeds are displayed for each photocell separately, with the readings in chronological order for each separate channel (Plate 29).
CONSERVATION OF MOMENTUM
Measurement
CHANNEL 1
Speed (1) $=80.43 \mathrm{~mm} / \mathrm{s}$
Speed (2) $=79.84 \mathrm{~mm} / \mathrm{s}$
CHANNEL 2
Speed $(1)=72.44 \mathrm{~mm} / \mathrm{s}$
Speed (2) $=83.86$
$\mathrm{~mm} / \mathrm{s}$

Plate 29 Speeds measured in the conservation of momentum experiment


Plate 30 Speed-time plot of a moving trolley


Plate 31 Result from SPEED-TIME PLOTTER

Using a 16 -slot card (Plate 30) the speed of a trolley in front of a photocell can be measured several times and the distance-time and speed-time graphs can be plotted and displayed automatically (Plate 31). Program 10 (SPEED-TIME PLOTTER) uses this technique with the advanced timing routine to demonstrate the graphical relationships between distance, speed and acceleration.

## Educational note

At this point a cautionary note must be made to discourage the over-zealous use of the microcomputer in the laboratory. The acceleration due to gravity experiment mentioned above can be carried out much more easily and accurately by the following program.

## 100 PRINT "Acceleration due to gravity $=9.81$ metres per second squared"

This is not, of course, a measurement, but to a pupil who does not know how a microcomputer works, it is no less valid than the method described for program 8! It is essential that pupils understand what the microcomputer is doing, when it is taking measurements.

This does not require that pupils understand in the sense that they should know about programming and interfacing that is clearly impracticable. What is needed is a demonstration that the microcomputer is giving the same results that could have been obtained by other, more longwinded, methods. The teaching sequence might be as follows:
i) Show the microcomputer as a measurer of time by getting pupils to press a switch for an estimated ten seconds, say.
ii) Show the microcomputer as a measurer of short time intervals using REACTION TIMER.
iii) Measure the time of transit of a card in front of a photocell using program 8. Use calculators to determine the speed of this card and then show that the microcomputer can carry out the same calculations automatically.
iv) Having shown how the microcomputer can calculate speed, allow it to measure the speed of a trolley at several different places as it runs down an inclined plane. The times of transit of the cards would be measured by the program and displayed as speeds, while the time intervals between these transits could be measured by a separate stopwatch. Pupils can again use their calculators to determine the acceleration of the trolley.
v) The principle of the double card should now be apparent; the microcomputer is measuring three time intervals and using them to compute the acceleration of the card. The acceleration due to gravity experiment can now be understood.
vi) Program 8 could now be used to demonstrate Newton's second law. Because acceleration is so easily measured, it is probable that pupils will get a better understanding of this law than they usually do with ticker timer measurements of acceleration.
vii) Conservation of momentum experiments are much more easily carried out using program 9, because it is no longer necessary to use stroboscopic techniques to measure the speeds of the colliding trolleys. Nor is it necessary to restrict the experiments to perfectly elastic or perfectly inelastic collisions.

At all times the teacher must be wary of using the microcomputer 'because it is there'. It must offer a clear advantage over the conventional ways of teaching before its use can be justified. The teaching of motion is an example of its advantage; the measurement of time in hours and minutes just to display it on the video screen is just a gimmick. A microcomputer should not be used for such purposes.

## 5 Analogue interfacing

'One side will make you grow taller, and the other side will make you grow shorter. '
(Lewis Carroll, Alice's Adventures in Wonderland)

Interfacing is the general name given to all connections between the microcomputer and other equipment. In Chapter 4 we looked at ways of connecting the user port of the BBC microcomputer to monitor and control the outside world using the logic board (digital interfacing). This chapter extends these ideas to analogue input and output too, showing how their use turns a microcomputer into a general purpose laboratory instrument.

## Digital to analogue conversion

Measurements with laboratory instruments normally cover a whole range of values; examples are a spring balance, a meter rule and a thermometer. The word analogue is used to describe such measurements. A set of digital lines can produce analogue voltages using a digital to analogue converter (DAC). The DAC unit in this chapter has eight inputs, which give a set of 256 different voltages, each directly proportional to the input binary number. These voltages are in steps of 10 mV up to a maximum of 2.55 V . The DAC unit can be connected directly to the user port or, alternatively, a ZN 428 device may be connected to the 1 MHz bus.

## Digital to analogue converters

The easiest way to add a DAC is via the user port (Figure 5.1). The ZN425 device (RS Components 306-904 data sheet $\mathrm{R} / 2911$ March 1977) is still the best to use in this situation. It contains its own 2.5 V reference voltage and internal clock.

If you want to keep the user port free for other purposes, the DAC will need to be connected elsewhere. One obvious place is the printer port, which is already buffered. This is the A-port of the same VIA that runs the user port and is addressed at \&FE61. Its associated data direction register is at address \&FE63. In use it is just like the user port, except that it can only be used for output. The user guide shows the pin connections to this port.

If you need the printer port for other purposes, you will have to use the 1 MHz bus instead. The ZN425 DAC can be connected to a data latch (SN74LS373) or another 6522 VIA as described in Chapter 4. If you intend to hang a vast amount of hardware onto the I MHz bus, you will need to decode address lines 4 to 7 as shown in Figure 5.4.


Figure 5.1 ZN425 DAC


Figure 5.2 ZN428 DAC connected to the 1 MHz bus

A simpler method is to use a ZN428 device instead, which contains its own data latch. In Figure 5.2 the ZN428 DAC responds to any address from \&FC00 to \&FCFF, but again, further address decoding could be provided if necessary.

## Applications of the DAC

The binary number to be converted is written into the user port address and the analogue voltage is produced at the output of the DAC a few microseconds later. The statement to do this is $? \mathrm{PRT}=\mathrm{n}$ where n is the decimal number between 0 and 255 , which determines the final output voltage. To investigate this connect a 0 to 5 V voltmeter between the output terminal of the DAC unit and the 0 V line. Then connect the user port to the DAC through the ten-pin connector and configure the user port for output with ? DDR $=255$. Now enter direct commands of the form ?PRT $=\mathrm{n}$ and observe the output voltage on the voltmeter. (Of course DDR and PRT will have to be declared previously using the appropriate addresses.)

As well as direct voltages, the DAC can also be used to produce alternating voltages of almost any waveform. This gives different waveforms, which are slow enough to be observed on the 0 to 5 V voltmeter. It is most convenient if one cycle of the waveform is produced by a single FOR...NEXT loop. This requires a conversion factor 'confac' to be chosen accordingly. For machine code programs the best number of loops per cycle is 256 (the limit of the X-INDEX). This gives confac a value of PI/128.

```
WAVEFORM OUTPUT
    10 DDR = 65122:REM DATA DIRECTION REGISTER
    20 PRT = 65120:REM USER PORT
    30 confac = PI/128:REM CONVERSION FACTOR FOR ONE CYCLE PER
LOOP
    100 ?DDR = 255:REM ALL LINES AS OUTPUTS
    110 FOR X = 0 TO 255
    120 A = 128 + 127*SIN(X*confac)
    130 ?PRT = A
    140 NEXT X
    150 GOTO }11
```

Different waveforms can be produced by altering the equation in line 120. For example,
$120 A=255$ * $A B S(X>127)$ will give a square wave,
$120 \mathrm{~A}=\mathrm{X}$ will produce a ramp voltage and
$120 \mathrm{~A}=\mathrm{ABS}(128-\mathrm{X})$ will give a triangular waveform.
The period of this oscillation is about 12 seconds. If a longer period is required then a delay can be included. For example,

## 125 FORT = 1 TO 50: NEXT T

This principle may also be used to produce an output slow enough to be drawn using a chart recorder. The production of higher frequency oscillations is more difficult owing to
the slow speed of BASIC. One way is to reduce the resolution of the waveform, by having fewer output points per cycle. This statement raises the frequency by a factor of 5:

## 110 FOR X = 0 TO 255 STEP 5

A better solution is to do all the calculations in BASIC beforehand and store the results in the memory as individual bytes. These can then be collected one by one from the memory and sent directly to the DAC using a machine code routine (PROGRAMMABLE OSCILLATOR, 13). This routine is described in Chapter 8.

## Analogue to digital conversion

In Chapter 4 of Microelectronics I described how an analogue to digital converter converts a voltage in the range 0 to 2.5 V into a binary number from 0000 to 1111 , with an accuracy of one in sixteen. By using all eight inputs of the user port the resolution can be increased to one in 256, thus giving greater accuracy. The built-in ADC of the BBC microcomputer gives twelve-bit resolution, an accuracy of one in 4096.

There are four channels for this A-to-D converter (Ch0 to Ch3), which continuously convert input analogue voltages into numbers from 0 to 65520 (in steps of sixteen). These values are accessed with the statements

> LET voltage $1=$ ADVAL(1): REM Channel 0
> LET voltage2 $=$ ADVAL(2):REM Channel 1
> LET voltage $3=$ ADVAL(3):REM Channel 2
> LET voltage $4=$ ADVAL(4):REM Channel 3

For the majority of applications the BBC microcomputer's own analogue to digital converter is satisfactory. It is very much easier to use and more accurate than the one I am about to describe. Its main fault is that it is slow (by microelectronic standards), since it takes several milliseconds to complete a conversion. The ZN427 device is a thousand times faster. Figure 5.3 shows how it may be connected to the I MHz bus and Figure 5.4 shows how further address decoding is achieved to allow this ADC to share the bus with other devices too.

Even better is the ZN448 device, which is similar to the ZN 427 , but may be triggered asynchronously (that is, out of step with the BBC microcomputer's own clock). The ZN448 also contains its own clock and reference voltage and may be connected directly to the 1 MHz bus as shown in Figure 5.5

There is little point in using either of these devices in BASIC, since the built-in ADC is more accurate and BASIC is too slow to take full advantage of the speed of these other ADCs. A description of how they might be used is therefore left until Chapter 8. The ZN448 device is single channel only. To allow different channels to be utilized, it should be preceded with an analogue multiplexer. This is rather like the rotary switch shown in Figure 5.6, except that the switching is done electronically. A useful analogue switch is the AD7590 (RS Components 303-595), which can switch one of four separate input voltages


Figure 5.3 ADC connected to the 1 MHz bus


Figure 5.4 1 MHz bus address decoder


Figure 5.5 ZN448 ADC connected to the 1 MHz bus


Figure 5.6 Mechanical switch


Figure 5.7 Analogue switch
to the ADC for conversion. Connected as in Figure 5.7, each channel is selected by the following statements:

## Channel

| 1 | ?\&FCC2 $=254($ D0 goes LOW $)$ |
| :--- | :--- |
| 2 | ?\&FCC2 $=253($ D1 goes LOW $)$ |
| 3 | $? \& F C C 2=251($ D2 goes LOW $)$ |
| 4 | $? \& F C C 2=247($ D3 goes LOW) |

The converted voltage may then be read from the address \&FCC2 ten microseconds later.
Alternatively the ZN448 can be connected to the user port (Figure 5.8) and the data latched in using the CBI control line as described in Chapter 4. The device needs a start conversion pulse which can be provided by the CB2 line. Although this arrangement can be handled from BASIC, there is little point in doing this. A machine code program for using the ZN448 is listed as FAST ADC (15) in the Appendix and is also described in Chapter 8. A measure of the speed that can be obtained is shown in Plate 32, where the


Plate 32 Light output from a mains driven lamp


Plate 33 Light output from a lamp at switch on
light output from a mains-driven lamp is measured continuously and plotted. The 100 Hz fluctuation in the light intensity is readily observed. To obtain this plot the light output was sampled every 200 microseconds. At this sampling rate the variation in light output when the lamp is first switched on can easily be determined (Plate 33). FAST ADC is capable of sampling at fifteen microsecond intervals, if you can think of anything that goes that fast!

## Voltage measurement

Measuring voltage with an ADC is obvious, but there are some pitfalls. A check should be made to see that the input voltage is within the acceptable range. If not, then the ADC will simply return the saturation values of 65520 or 0 . If the measured voltage is too large, it can be passed to a suitable voltage divider network to reduce it to the acceptable range. Likewise, if it is too small, a fixed gain op-amp multiplier can be used to boost it. Figure 5.9 shows a universal input amplifier that can be connected to the BBC microcomputer analogue port for this purpose. Connections to this port are given in the user guide (page 499).


Figure 5.8 The ZN448 connected to the user port


Figure 5.9 Voltage measurement
The following routine should initially be used to calibrate an ADC, allowing for different power supplies, etc. Connect the analogue input terminal to ground to produce an input voltage of 0 V and check that the voltage displayed on the screen reads zero. Next connect a voltage of 1.5 V to the input terminal (measured with a good voltmeter) and check that the value displayed on the screen is within a few millivolts of this. If not, adjust the conversion factor (confac in line 110 of the program) until it is.

100 REM ADC CALIBRATION
$110 \mathrm{~V}=\mathrm{ADVAL}(1)$ * confac
120 PRINT V
130 GOTO 110


Figure 5.10 Current measurement

## Current measurement

To measure current with an ADC, it should be allowed to flow through a known shunt resistor (Figure 5.10) and the voltage across that resistor measured by the ADC.

## Resistance measurement

If both the voltage across a component and the current flowing through it are measured at the same time, their product gives the power developed in the component. Similarly, the resistance of the component can be calculated and displayed. This gives very effective demonstrations of the change of resistance of a lamp as it gets brighter. DIGITAL


Plate 34 Digital multimeter


Figure 5.11 Resistance/power measurement
MULTIMETER (16) does this, displaying voltage, current, resistance or power in large digits (Plate 34). It requires a circuit like the one shown in Figure 5.11.

## Other measurements

Any other physical quantity that can be turned into a voltage can be measured by the ADC too, provided it is turned into a voltage within the correct range. Devices that turn other physical quantities into voltages are called transducers and there are a large number of these available. Here are some examples from the current RS Components catalogue:

| RS Stock No. | Measurement <br> $308-809$ | Output Range <br> temperature |
| :--- | :--- | :--- |
| $303-337$ | pressure | 0 to 1 V |
| $304-267$ | magnetic field | 0 to 75 mV |
| $305-462$ | light intensity | 0 to 1 VV |

In addition there exist transducers to measure force, displacement, wind speed, humidity, oxygen content, acidity and sound intensity. The last of these is called a microphone! This illustrates the point that alternating voltages are easily turned into direct voltages using A.C. to dec. converters. The latter can be a diode rectifier or the more expensive R.M.S. to dec. converter (RS Components AD536A). With this range of transducers, an ADC and a microcomputer, most laboratories will need no other instrument.

Many useful devices convert some physical quantity into a change of resistance. Examples of this are the thermistor (which changes its resistance with temperature) and the light-dependent resistor. These devices can be turned into transducers by putting them into a voltage divider network.

Another device in this category is the strain gauge, which converts the strain in a bar of metal into a voltage. Since strain is proportional to stress this allows force and hence weight to be measured too. Also, by connecting a spring to the force transducer and an object to the other end of the spring, the displacement of this object may be measured too (replacing the metre rule?). There are commercially available movement sensors, which provide an output voltage proportional to the distance moved. With one of these connected to the bottom of an oscillating spring, it is possible to carry out measurements on simple and damped harmonic motion.


Figure 5.12 Transducer measurements

## Potentiometer

This simple device is a transducer too. It is particularly easy to connect a potentiometer to the BBC microcomputer analogue input (Figure 5.13). Four such potentiometers may be mounted on a board side by side to simulate a control panel (Figure 5.15). The 'firing buttons' of the analogue port may also be connected to this control panel, enabling a range of industrial processes to be simulated. The control buttons are connected as shown in Figure 5.14 and monitored with $\operatorname{ADVAL}(\mathrm{O})$ as described in the user guide. The simulation of Millikan's experiment is much more satisfactory if voltages are entered via a control knob than by typing them in at the keyboard. This idea was suggested by M.Ryan and J.Stewart at the Dundee College National Course in 1982.

If two potentiometers are mounted perpendicularly the result is a joystick (RS Components 162-732). This allows the coordinates of a physical position (the knob of the joystick) to be plotted directly on the screen (which is what many video games are all about). The joystick is actually a displacement transducer but with two dimensional capabilities. A two dimensional plotter based on this idea is as follows:

```
    10 REM ETCHASKETCHA
    30 confac = 0.015:REM CONVERSION FACTOR
    110 X = ADVAL(1) * confac
    120 Y = ADVAL(2) * confac
    125 PLOT5,X,Y
    130 GOTO 110
```

Some devices do not produce values that are directly proportional to the quantity being measured. For example, a simple thermistor or LDR in a voltage divider circuit gives an ADC reading that is related to the physical quantity but not in a linear way. If twenty degrees produces an ADC value of 100 , then forty degrees will not produce an ADC value


Figure 5.13 Potentiometer input


Figure 5.14 Connecting push buttons


Figure 5.15 A simulated control panel
of 200. To obtain the true value (for temperature, etc.) a look-up data table needs to be created. The next example shows the general idea.

```
100 REM SET UP THE DATA TABLE
110 FOR I%=0 TO 15
120 READ X$(I%)
130 NEXT I%
140 DATA "OUT OF RANGE"
150 DATA "IMPOSSIBLE TO MEASURE"
160 DATA "IMPOSSIBLE TO MEASURE"
170 DATA "22 degrees C"
180 DATA "24 degrees C"
190 DATA "27 degrees C"
200 DATA "30 degrees C"
210 DATA "34 degrees C"
220 DATA "37 degrees C"
230 DATA "41 degrees C"
240 DATA "46 degrees C"
250 DATA "50 degrees C"
270 etc.
3 0 0 0 ~ R E M ~ C O N V E R T ~ R E A D I N G ~ A N D ~ D I S P L A Y ~ I T ~
3010 X% = ADVAL(1)/4096
3020 PRINT "THE TEMPERATURE IS ";X$(X%)
3030 etc.
```

This program should obviously be expanded to 256 or more values to become sensible, otherwise a mercury thermometer is more accurate and easier to use. Care should always be taken not to use the microcomputer where an ordinary instrument does the job easier and more cheaply. The microcomputer is much more suited to areas where a simple instrument will not work. For example the speed of the microcomputer can be used to measure voltages several thousand times per second or to measure several different voltages repeatedly in rapid succession. The microcomputer memory can be used to store these voltage readings for later output to a cathode ray oscilloscope or to a chart recorder. The readings may be listed on the microcomputer screen or presented graphically as a bar chart or a graph. From there they can be printed out for everyone to see if screen copy facilities are available. This example shows how voltage changes can be measured and plotted immediately on a graph:

```
    10 REM ADC GRAPHPLOT
    20 LET X = 0
    30 confac = 0.015:REM CONVERSION FACTOR
100 REPEAT
110 V=ADVAL(1) * confac
120 PLOT5,X,V
130 X=X+1
140 UNTIL X>1279
```

The machine code routines for doing these things are discussed in Chapter 8.
This simple data acquisition routine can be speeded up by taking several hundred successive readings, storing them in an array and later outputting them to a chart recorder or a cathode ray oscilloscope using adaptations of the DAC programs described previously. If, instead, the data is displayed graphically on the VDU, this program is really carrying out the function of a storage oscilloscope. The microcomputer is being used as a data memory, later displaying the readings it has remembered.

This arrangement can replace the cathode ray oscilloscope in many instances. For some purposes it is even better, since it only needs to take a single set of readings, which can then be displayed indefinitely to allow measurements to be taken (for example, the gradient of the graph). There is also the possibility of overlaying two or more successive sets of results (Plate 35). Another example is the voltage-current characteristics of a transistor, which could be plotted for different values of the bias current. Plate 36 shows how the input/output voltage transfer curve may be plotted directly. Using transducers it


Plate 35 Capacitor discharge by practical measurement


Plate 36 Using the DAC and ADC for automatic measurement
DAC output


Figure 5.16 Diode characteristics


Plate 37 Diode characteristics by automatic measurement
would even be possible to plot pressure-volume curves of a gas at different temperatures (a three-dimensional CRO!).
The arrangement shown in Figure 5.16 allows the characteristics of three types of diode to be plotted automatically on the same graph. I-V PLOT (17) will carry out this task. The LED is particularly suitable for this, since it has a high turn-on voltage and it also lights up when it starts to conduct (Plate 37). Note how the output from the DAC is used to produce the steadily increasing voltage.

Programs like this allow a large number of measurements to be made in the science laboratory. Because the graphical results are quickly available, it is easier to see the science before it gets lost in the mathematics. Such a system is especially valuable for studying transient phenomena such as the discharge of a capacitor through a resistor (Plate 35). When the switch is pressed, the capacitor starts to discharge through the resistor (Figure 5.17). The effects of different starting voltages or different resistors are easy to investigate.


Figure 5.17 Capacitor discharge


Figure 5.18 Bias voltage

If the resistor is replaced with an inductor, the voltage can go negative and a bias voltage must be added to prevent this using either of the methods shown in Figure 5.18.

For some purposes it is the peak value of an alternating voltage that is required. This can be achieved with a simple diode rectifier and smoothing circuit as in Figure 5.19. The values of R and C need to be chosen so that the time constant $(\mathrm{RxC})$ is at least five times the period of the alternating voltage being measured (i.e. $R x C>5 /$ freq.). For accurate measurement it may be worth the extra cost to obtain an R.M.S.-to-D.C. converter (RS Components 308786) instead.


Figure 5.19 Peak voltage measurement

It is quite easy to make the display scroll slowly sideways at the same time that the four ADC channels are monitored and plotted. This produces a FOUR-CHANNEL CHART RECORDER (18) (Plate 38).

## FOUR-CHANNEL CHART RECORDI Press ang key to finish

Channel 3

## Channel 2

Channel 1

## Channel 0

Two most interesting applications of DAC and ADC techniques were described by Paul Beverley at the 1982 MUSE Annual Conference. The first of these consists in applying the voltage from a DAC to the input terminals of a chart recorder. When the DAC output voltage is ramped (with the DAC treated like a binary counter) the pen of the chart recorder moves steadily along. The pen is replaced by a photocell and made to scan along the diffraction pattern produced by a laser. The photocell is connected to an ADC channel and a plot of intensity against position is made automatically on the VDU. The effect is magnificent!

The second application uses a DAC to produce a direct voltage, which is then fed to a waveform generator (RS Components $305-844$ )(Figure 5.20). The latter produces sine waves for feeding into a circuit and square pulses that can be accurately counted by the microcomputer. The frequency of these sine waves is proportional to the direct voltage fed to its input terminal. By ramping the DAC voltage a whole frequency spectrum is produced by the waveform generator. A range of 500 Hz to 20 kHz was produced with this arrangement.

The main problem of connecting the waveform generator to the DAC is that the direct voltage has to be applied to the former between its input and the +15 V line, not its 0 V line. This is solved by tying its positive rail to 0 V and using an initial op-amp circuit to convert the voltage output from the DAC to the right levels. The second op-amp is to buffer the output from the waveform generator before it is fed to a 30 W power amplifier (HY 60). The sine wave voltage is input to a filter circuit, the output from which is connected to an ADC channel via an R.M.S.-to-D.C. converter, thus measuring the output


Figure 5.20 Waveform generator


Figure 5.21 Spectrum analyser
voltage from the filter (Figure 5.21). A plot of the output voltage against frequency gives the frequency characteristics of the filter circuit. The idea is such a beautiful application of hardware and software techniques that it forms a fitting note on which to end this chapter.

## 6 The 6502 microprocessor

'When I make a word to do a lot of work like that,' said Humpty Dumpty, 'I always pay it extra.'
(Lewis Carroll, Through the Looking Glass)

## Under the lid of the microcomputer

The microprocessor is the manager of all the operations that the microcomputer undertakes. As in any organization the best results are obtained by talking directly to the manager! Unfortunately, this one does not speak English - communication with it is in the binary code. This chapter is an introduction to microprocessors and includes a detailed examination of one particular device, the Rockwell 6502. This is the microprocessor in the Apple, PET, VIC, Atom, UK 101 and BBC microcomputers.

## Programmed logic

In Chapter 3 of Microelectronics I showed how a set of bytes stored in RAM could be used to switch traffic lights on in their correct sequence. Each byte was an instruction to switch particular LEDs on or off, and each such instruction was executed when its address was sent to the memory (RAM). This is a primitive form of programmed logic. Now imagine a RAM driven by a binary counter with its output lines connected to the


Figure 6.1 Programmed logic
the control lines of an ALU (arithmetic and logic unit) as in Figure 6.1. Each byte in the RAM can be regarded as an instruction to the ALU to perform some logical or arithmetic operation. Any instruction received by the ALU would be in code and the ALU would need to decode it to find out which instruction it was. With only four bits the number of different instruction codes that can be given is limited to sixteen. This is enough for the traffic lights (which only need four different codes), but it is not enough for more complex control systems. If the RAM consisted of eight-bit bytes instead, then there could be 256 different instructions codes.

## The microprocessor

Extend the above ideas still further, so that the RAM contains the data as well as the instructions and you have a system rather like a microcomputer. The instruction codes contained in the RAM are called a program and the binary counter, which points to each successive address in the RAM, is called a PROGRAM COUNTER (PC). Some of the instructions to the ALU tell it to collect its data from the RAM and some other instructions tell it what to do with that data. Of course there has to be some clever way for the ALU to distinguish between a binary number that is an instruction code and a binary number that is data. We shall see later how this is done.

This system is limited by the total number of instructions and data bytes that can be stored, which will affect the size of its program. A RAM with four address lines only has sixteen different addresses and can therefore only hold sixteen instruction codes (or data). If the number of address lines were increased to eight, this would allow a program of 256 steps, but even this would not be enough. The Rockwell 6502 microprocessor (Figure 6.2) has sixteen address lines, enabling it to address 65536 different bytes each consisting of eight bits.

## How the microprocessor works

In addition to an ALU a microprocessor contains several memories of its own called registers. Some of these are eight bits long and some sixteen. The address of the next instruction to be executed is contained in a sixteen-bit register called the PROGRAM COUNTER (PC). When the microprocessor is ready, it fetches the next instruction from


Figure 6.2 The 6502 microprocessor
the address indicated by the PC. To do this it switches on some of the lines of the address bus to point to the correct place (or location) in RAM; this is called putting the address on the address bus. It then sends a signal to the addressed location, which says 'Tell me what binary number you are storing'. This signal is called a read signal and the R/ NW line of the microprocessor goes HIGH, indicating that a memory read is taking place. The addressed location responds by copying its contents onto the data bus, and the microprocessor collects them from there. It has now fetched the binary code for its next instruction.

The microprocessor now decodes this binary code to see which instruction is represented by it. Some instructions only affect the internal registers of the microprocessor, they are called single byte instructions. The microprocessor simply executes these instructions straightaway. Some other instructions require two bytes before they can be executed. When the microprocessor has fetched the first byte and has decoded it, it knows if it has to fetch the rest of the instruction. The program counter is increased by one (incremented) to point to the next address and the next byte is fetched from there. The first byte in any instruction is the operation to be carried out (like ADD or AND) and the second byte tells the microprocessor which data to use. This byte is called the operand. There are also cases where the information about the data cannot be contained in one byte and so two bytes are used for the operand and this gives a three-byte instruction.

In a microcomputer, a BASIC program is stored in RAM in a particular way. The microprocessor cannot just execute a BASIC program immediately, it must interpret it first. The microprocessor fetches each byte of the BASIC program and then asks its BASIC interpreter what to do with it. This interpreter is another program, but written in terms of the instruction codes that the microprocessor understands, that is, in machine code. This is why BASIC is so slow, relative to the great speed of the microprocessor itself. Every BASIC instruction is first translated into machine code before it can be executed and this wastes time. If you write the program directly in machine code, the microprocessor can get on with the job of executing it, without having to interpret it first.

## Memory

The BASIC program can be changed by the user, so it is stored in RAM. The operating system of the microcomputer and the BASIC interpreter do not need to be changed, so they are frozen in ROM (which stands for read only memory). As the name implies, ROM can only be read, it cannot be changed. RAM is like a box that can be opened and the contents taken out and changed. ROM is like a sealed box with a glass lid; you can see what is in the box but you cannot change it. The advantage of ROM is that it is always there, even when the microcomputer has been switched off, whereas the contents of RAM disappear.

Because the user's program is in RAM, the amount of RAM in a microcomputer is a measure of its power. This is counted in kilobytes $(\mathbf{K})$, hence there are 16 K and 32 K microcomputers available. In the context of computers a kilobyte of memory is actually 1024 bytes, not 1000 . The reason for this is the binary system again, 1024 is an exact multiple of 256 . It is useful to imagine the microcomputer's memory as being like the
stamp locations in an album, with each location representing one byte. A particular binary number (i.e. a stamp) can be put into any location or taken out of it at any time. It is, of course, necessary to know where any particular stamp is stored, so that it can be found again. Hence every location in the microcomputer's memory is given a different address. For our purposes there are 256 pages in the album and 256 places (byte positions) on each page. To refer to any particular location we must specify its page number and its byte number within that page. Thus the fifty-first byte on page thirty-one would be referred to as byte 51 , page 31. To find its position with respect to the first byte in the whole album, we need to calculate $256^{*}$ page number + byte number. This is called its decimal address.

We noted above that the 6502 microprocessor has sixteen address lines, giving a possible 65536 different addresses. It is convenient to regard each address as being made up from two eight-bit bytes, the high byte giving the page address and the low byte giving the address within that page. This is why some instructions take up three bytes - two bytes are needed to specify the sixteen-bit address of the data to be used.

In 16 K microcomputers the RAM goes from page 0 , byte 0 (or decimal address 0 ) to page 63 , byte 255 (or decimal address 16383). However, each microcomputer uses some of the RAM for its own purposes, so not all addresses are available to the user. In the BBC microcomputer the bottom fourteen pages of RAM addresses (from 0 to 3583) are not used to store a normal BASIC program. Other machines are organized differently, but the same principles apply. When you write a BASIC program, the operating system of the microcomputer automatically stores it in a particular part of the memory and when you type RUN, the operating system goes to the start of this program and begins to collect and interpret it.

It is more difficult to write a machine code program. You may have to decide where to put the program in the memory and tell the microprocessor where your program has been placed. Thus there are two tasks to be performed:

1 Enter the instruction codes into their correct locations.
2 Tell the microprocessor where to go to execute these instructions.
Before you can do either of these tasks, you need to know what sort of instructions can be given to the microprocessor. The rest of this chapter is devoted to a description of the 6502 instruction set. In Chapter 7 we shall return to these two tasks so that you will be able to run real machine code programs.

## Why use machine code ?

We ought first to ask why anyone wants to write programs in machine code at all: isn't BASIC good enough? The answer is that BASIC is good enough for some purposes but not for all; there is no alternative if you want to have complete control over the microprocessor. With this control you gain speed; machine code programs run up to 400 times faster than their BASIC equivalents. You also gain compactness; a machine code program occupies only a fraction of the memory space needed to run an equivalent BASIC program. Thirdly, you gain freedom; you become independent of the operating system of your microcomputer and become able to add extra facilities, which are not
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implemented by your machine. Finally, it even becomes possible to build your own microcomputer for a particular task, one that is self-contained with its own operating system, memory, program and microprocessor. Such a system is said to be dedicated and can be produced comparatively cheaply (see Chapter 9).

Many people start to learn how to write machine code programs. Unfortunately, there are so many things to be learned to begin with, that some get discouraged. After studying hexadecimal coding, addressing modes and indexation, the usual conclusion is, that machine code programming is too difficult. This introduction tries to overcome these initial problems, by reducing the number of ideas that have to be learned at the beginning. Each of the instructions of a microprocessor is described in a visual way, so that its effects can be more easily observed, thus making this introduction as easy as possible. But, machine code programming is not simple!

Some people use the words 'microprocessor' and 'microcomputer' interchangeably, but they should be distinguished. The microprocessor is the silicon chip which acts as the brain of a computer. A microcomputer contains a microprocessor, but it contains other chips too, especially memory and I/O chips. (I/O stands for INPUT-OUTPUT, and refers to devices used for getting information into and out of the microprocessor.) Usually a microcomputer will have a keyboard and a TV screen controller too, but this is not always true. Confusion between the two words arises because a dedicated system may contain a microprocessor, I/O and memory all inside a single package called a single chip microcomputer. Yet from the outside this single chip microcomputer looks just like a microprocessor. Nevertheless I shall reserve the word 'microcomputer' for complete machines like the PET, the BBC microcomputer and the Apple and 'microprocessor' for the processing unit inside each microcomputer that makes it work.

In this book we consider one particular microprocessor, the Rockwell 6502, which is found inside many different microcomputers (Apple, PET, VIC, Atom, UK101 and BBC). There are several other microprocessors, another popular one being the Zilog Z80, which is used in the RML 380Z and the Sinclair ZX 81 and ZX Spectrum microcomputers. The instruction set and the codes used for the 6502 are not the same as for other microprocessors, so, unfortunately, you will not be able to use this book to guide you in programming them.

To study machine code programming some sort of microprocessor development system can be used, but I am assuming that most readers will not have access to one of these. Instead you may use a microcomputer for this purpose, but that is not until the next chapter. In this chapter we shall only be using a simulation of how the 6502 microprocessor behaves. One of the problems of real microprocessors is that they have to be programmed exactly in the right way, or they can cause the microcomputer to crash. The advantage of a simulation run from BASIC is that mistakes can be trapped to prevent such disasters.

This program, called 6502 SIMULATION, uses the graphics capability of the microcomputer to show what happens inside the 6502 microprocessor. With its aid you can write machine code instructions immediately and thus learn more quickly, what each instruction does. The listing of this program is given in the Appendix (MICSIM, 4). The simulation does not attempt to deal with all of the instructions that the 6502 can handle,
only the more important ones. Also 6502 SIMULATION only deals with one-byte and twobyte instructions; most three-byte instructions left until Chapter 7.

## What is a machine code program?

In all cases a microprocessor is told what to do by a program. This is a list of instructions, 'do this' or 'do that', in many ways similar to BASIC statements. The microprocessor carries out these instructions one by one, fetching each instruction from the program memory when it is required. It is because this program can be changed by the user, that the microprocessor can be made to do so many different things.

Both the 6502 and the Z80 are eight-bit microprocessors. This refers to the size of the binary numbers that they can handle. These binary numbers (data) are the information that is being processed by the microprocessor. An eight-bit binary number can be any value from 00000000 to 11111111 ( 0 to 255 in decimal). All of the different things that are done by a microprocessor are done with binary numbers like this. (Even letters of the alphabet are turned into binary numbers so that the microprocessor can handle them. Each letter is represented by a special binary number, called its ASCII code.) The microprocessor has special places inside itself for the temporary storage of such data called registers. We shall now look at the different registers in the 6502 microprocessor and see what each one does (Plate 39). The three most important registers are the ACCUMULATOR, the X-INDEX and the Y-INDEX.

The ACCUMULATOR is the most used register. The results of logic or arithmetic operations are stored in the ACCUMULATOR after they have been executed. The ACCUMULATOR is an 8-bit register, so it can store any binary number from 00000000 to 1111 1111. From the ACCUMULATOR this binary number (data) can be sent to other parts of the microcomputer, such as the user port, the TV screen or RAM.

The X-INDEX and Y-INDEX are both similar to the ACCUMULATOR; they too are eight-bit registers. They are often used as counters, but their most important purpose is to point to different memory locations.

There are three other registers that are used by the microprocessor, although the programmer is not usually aware of them, these are the PROGRAM COUNTER, the DATA REGISTER and the ADDRESS REGISTER. These are used by the microprocessor like a diary, to keep notes of what it has to do next. The most important of these is the PROGRAM COUNTER, which is a 16-bit register and can store numbers from 0000000000000000 to 1111111111111111 ( 0 to 65635 in decimal).

The purpose of the PROGRAM COUNTER (PC) is to point to the instruction that is being executed. (More accurately the PC contains the address of the location in memory where the code for the next instruction is stored.) These may be instructions written by the user or instructions from the BBC microcomputer operating system. In any microcomputer there are instructions to tell the microprocessor how to read the keyboard, how to display letters on the TV screen, how to interpret BASIC statements, etc. These fixed instructions are stored in ROM and cannot be changed by the microcomputer user. On the other hand you will want to write any machine code program you wish, so your instructions have to be stored in memory locations that can be changed, i.e. RAM.

The microprocessor does not care whether its instructions come from RAM or from ROM, it treats them both in the same way. But it has to know which instruction to do next and this is the purpose of the PROGRAM COUNTER. This holds the 16 -bit binary number or address of the memory location where the next instruction can be found. After this instruction has been completed, the PROGRAM COUNTER is incremented (increased by one) to point to the address of the following instruction. In this way the microprocessor executes a series of instructions continuously.

Each location holds an eight-bit binary number (or byte) which is the code for an instruction. After an instruction code has been fetched from the memory, it is decoded by the microprocessor to find out what it is required to do. Some simple instructions only need one byte to tell the microprocessor all it needs to know. For example, the code 10101010 tells the microprocessor to copy the data in the ACCUMULATOR into the X-INDEX; no other information is required. Some instructions require two bytes. The code to tell the microprocessor to put the number 00011001 (25 in decimal) into the ACCUMULATOR is 101010010001 1001. The first byte (the operation) tells the microprocessor what to do, while the second byte (the operand) tells it what data to use.

Some instructions expect the data to be collected from a location in the memory. When the microprocessor wants to collect data from a particular location, it puts the address of that location into its ADDRESS REGISTER. This register is connected to the outside memory via the address bus. Each external location looks at the address bus, but only one location responds, the one that sees its own address on the address bus. This is like calling the class register in school; all the pupils hear the name being called out, but only the pupil with that name responds.

The addressed location can respond in two ways. If it is being read, then it places a copy of the data it contains onto the data bus. This data bus is connected to the DATA REGISTER in the microprocessor, so the data in the addressed location is copied into this DATA REGISTER. If the instruction to the microprocessor is to load the ACCUMULATOR with this data, then the DATA REGISTER transfers this data into the ACCUMULATOR. The whole instruction is called loading the ACCUMULATOR from memory. Note that the data is not removed from the addressed memory location, it is only copied into the DATA REGISTER. From there it is moved into the ACCUMULATOR and any data already in the ACCUMULATOR will be destroyed.

If the instruction is 'store the contents of the ACCUMULATOR in memory', the data moves the opposite way. A copy of the data in the ACCUMULATOR is first placed in the DATA REGISTER and it travels along the data bus to the addressed location in the memory. Only this addressed location will capture the data being sent. This is called a write instruction. Note that the data in the ACCUMULATOR is not destroyed by this instruction, it is only copied into the addressed memory location. Clearly though, any data that was in the addressed location before the write instruction will be lost, replaced by the new data.

Since the microprocessor only handles eight-bit data, the DATA REGISTER is only an eight-bit register. The data bus thus consists of only eight lines, one for each bit of the data. The PROGRAM COUNTER and the ADDRESS REGISTER are sixteen-bit registers, because they are concerned with addresses rather than data. They allow the
microprocessor to collect data from any of 65536 available addresses and the address bus consists of sixteen lines going to different parts of the microcomputer. To simplify matters 6502 SIMULATION does not use these full sixteen-bit addresses, but only the lower eight bits of this address. The proper method of addressing is discussed later.

## Mnemonic instruction codes

The instructions to the microprocessor are themselves binary numbers. The microprocessor interprets them according to a special code. For example, the code to instruct the microprocessor to load the decimal number 25 into the ACCUMULATOR is

It is clear that codes like this are difficult to remember and it would be easy to make a mistake when programming a microprocessor with them. To make life easier a special language has been developed, called mnemonic language. The mnemonic for 1010100100011001 is LDA\#25, which means load the ACCUMULATOR with the number 25. As you can see, the mnemonic is easier to interpret than the binary code.

The instruction LDA\#25 consists of two parts, the operation, which tells the microprocessor what to do and the operand, which tells it what data to use. In this instruction the operand itself contains the data to be used, so it can be immediately transferred to the ACCUMULATOR. It is therefore called a load immediate instruction. The \# symbol is used to show that it is an immediate instruction.

Another instruction is load from memory. This has the mnemonic LDA 2. The operation has the same mnemonic (LDA) but the operand is different, it does not contain the \# symbol. This tells the microprocessor that the operand is not itself data but is an address, where the desired data can be found. LDA 2 means load the ACCUMULATOR with the data which is in memory at the address number 2 (i.e. at memory location 2). The data is collected from location 2 by putting the number 2 on the address bus and collecting the data via the data bus, exactly as described above.

To write data into a memory location the store instruction is used. STA 2 means 'copy the data from the ACCUMULATOR into memory location 2'. There is no instruction like STA\#25, because \#25 is not an address, it is data. You can only store the contents of the ACCUMULATOR in an addressed location.

This means that if you want to change the contents of memory location 2 to the value 25 , you must do it in two stages. First you must load the value into the ACCUMULATOR with the instruction LDA \#25 and then you must store it in location 2 with the instruction STA 2.

If you want the data in location 2 to be copied into location 1 , you must also do it in two stages. First you copy the data from location 2 into the ACCUMULATOR with LDA 2. Next you copy it from the ACCUMULATOR into location 1 with the instruction STA 1.

Load and run the simulation program called 6502 MICROPROCESSOR SIMULATION, which is listed in the Appendix. If you do not have a disk system, execute PAGE=\&1C00 before entering this program. Plate 39 shows how this program displays the following registers:


Plate 39 Microprocessor simulation

```
X-INDEX
Y-INDEX
ACCUMULATOR
PROGRAM COUNTER
ADDRESS REGISTER
DATA REGISTER
```

It also shows the STATUS REGISTER and the STACK, but we shall not deal with these just yet. The microprocessor is connected to the external memory via the data bus and the address bus. Only seven memory locations are shown but all memory locations from 0 to 255 can be addressed. In a real microcomputer any of 65536 locations can be addressed. In this respect, our simulation is invalid. The change to full sixteen-bit addressing will be made later.
In the middle of the screen is the INSTRUCTION REGISTER containing the current instruction. Normally this instruction has been fetched from the program memory at the address pointed to by the PROGRAM COUNTER. We shall, however, enter instructions one at a time, so the PROGRAM COUNTER will not actually be used in this way. Each instruction is shown in mnemonic language, so that it can be more easily
understood, but remember that each instruction would really be stored as a binary number. After each instruction has been executed, the INSTRUCTION REGISTER will display the old instruction on the line above, thus creating a space for the next instruction.

Type in the following instruction:

## LDA\#25

If you make a mistake while typing, you can rub it out by using the DELETE (DEL) key. Repeated pressing of this key will erase the whole line and a new one can be re-typed. The cursor movement keys cannot, however, be used. Some obvious typing errors are trapped by this program, so if the display does not change when you press certain keys, this is because the 6502 SIMULATION refuses to accept what you are typing.

When you have typed LDA \#25 correctly, press the RETURN key to tell the microprocessor that you have finished. The simulation program will then attempt to execute your instruction. If you have typed it wrongly (for example, if you have typed LAD \#25), the simulation program will tell you that your instruction is not valid by displaying ERROR 1. A list of the different error codes is given at the end of the chapter. If you do get one of these, press RETURN to clear a space for the correct instruction. After entering an instruction press the RETURN key, you should observe the number 25 enter into the ACCUMULATOR. The ADDRESS REGISTER will not be affected, because it is not used for this instruction.

Now type STA 2 and press <RETURN>. You should see that the number 25 in the ACCUMULATOR is copied into location 2. The original data in location 2 is destroyed, but the 25 in the ACCUMULATOR is not lost. Because the data and the address buses are used to do this, their corresponding DATA and ADDRESS REGISTERS are affected. Finally copy the contents of location 2 to location l. Type:

## LDA 2 <RETURN> STA 1 <RETURN>

Continue this investigation for yourself. Try changing the operand \#25 to other values in the range to \#255 and the operands 1 and 2 to other addresses in the range 1 to 255 (values outside these ranges will produce an ERROR). Only locations 1 to 7 are visible, so you should use these only at first.

## The index registers

The X-INDEX can be used in the same way as the ACCUMULATOR. LDX loads the X INDEX and STX stores the contents of the X-INDEX in memory. The X-INDEX may be used instead of the ACCUMULATOR to put the value 30 into location 6. Type:

## LDX \#30 <br> STX 6

The Y-INDEX behaves the same way as the X-INDEX. The mnemonics LDY and STY are used for the Y-INDEX. Type:

```
LDY #10
STY 5
```

Now try the following problems, the solutions to which are given at the end of the chapter:
1 Type in a series of instructions to make the contents of location 2 equal to 50.
2 Type in a series of instructions to make the contents of location 6 equal to the contents of location 7 , but do not change the contents of location 7 .
3 Type in a series of instructions to make the contents of location 1 equal to the number 1 , the contents of location 2 equal to 2 and the contents of location 3 equal to 3 .
4 What is the effect of a succession of STA instructions to different locations? Can you make all the locations contain the data 0 by this method? You only need to carry out the instruction LDA \#0 once.
5 Load the Y-INDEX with 5, store this in memory location 1. Then load the contents of this memory location into the X-INDEX.
6 What is the difference between the contents of location 5, the address of location 5 and data with the value of 5?
$7 \quad$ What is the difference between a 'write to memory' and a 'read from memory'? Which occurs when the instruction LDA 2 is executed?

LDA \#10 is called an immediate instruction to distinguish it from LDA 10, which is an addressed instruction.

## Microprocessor arithmetic

## Addition

In the 6502 , addition is performed by adding data to the current contents of the ACCUMULATOR. The instruction ADC \#30 will add 30 to the existing contents of the ACCUMULATOR. The instruction ADC 4 will fetch the contents of location 4 and add them to the existing contents of the ACCUMULATOR. In both cases the result of the addition is left in the ACCUMULATOR and the original contents of the ACCUMULATOR are destroyed.

To add together the numbers 5 and 6, we first of all execute the instruction LDA \#5, followed by the instruction ADC \#6. You can try this for yourself using the simulation program. You will see that the result (11) is left in the ACCUMULATOR.

LDA\#5 <RETURN>
ADC\#6 <RETURN>
The numbers added may also be obtained from the external memory. For example,
LDA $1<$ RETURN $>$
ADC $2<$ RETURN>
will add the contents of location 1 to the contents of location 2 , leaving the result in the ACCUMULATOR.

Enter each of these instructions in turn. After each one, note the effect on the contents of the ACCUMULATOR.

| LDA\#5 | <RET> |
| :--- | :--- |
| STA 1 | <RET> |
| LDA\#6 | <RET> |
| STA 3 | <RET> |
| LDA 1 | <RET> |
| ADC 3 | <RET> |
| STA 5 | <RET> |

Repeat this with some of your own numbers.
Now try
LDA\#255
ADC\#1
The result 0 remains in the ACCUMULATOR. A moment's thought will explain this. The largest number that the ACCUMULATOR can store is 11111111 (or 255 in decimal). If we try to exceed this number, it starts again from zero. (For the mathematically minded, the microprocessor is counting in modulo 256.) This is like the milometer in a motor car, when the distance exceeds 99999 miles, the milometer starts again from zero. Although it is possible to tell from the appearance of a car, whether it has travelled ten or 100010 miles, the ACCUMULATOR does not age in the same way. To show that the ACCUMULATOR has exceeded 255 a special CARRY bit is used in the STATUS REGISTER. If the result of the addition is greater than 255 then this CARRY bit is set to logic 1 . If the result of the calculation is not greater than 255 , then this CARRY bit is cleared to 0 . Check this by entering the following instructions:

$$
\begin{aligned}
& \text { CLC <RET> } \\
& \text { LDA \#100<RET> } \\
& \text { ADC \#100 <RET> } \\
& \text { ADC \#100 <RET> } \\
& \text { ADC \#100 <RET> } \\
& \text { ADC \#100 <RET> }
\end{aligned}
$$

The CARRY bit is particularly useful, since it enables the microprocessor to add large numbers, (it would be very inconvenient if it could not handle numbers greater than 255 ). First of all, how does the microprocessor store such numbers? This problem has to be solved in the decimal system too, since a set of decimal digits can only count up to nine. To count higher numbers we use more sets of digits, arranged in columns and called hundreds, tens and units. The decimal number 23, is really $2 \times 10+3$.

Similarly we can use two eight-bit bytes to store numbers larger than 256 . This is not simple because the two columns are not tens and units, but 256s and units. The first column is called the high byte and the second is called the low byte. Converting a two byte binary number to decimal requires the following formula:

$$
\text { decimal = } 256 \text { * high byte + low byte. }
$$

A further complication is that the 6502 needs to collect the number in the order low byte
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followed by high byte. We shall stick to this practice, even though we shall not be dealing with the microprocessor directly for some time yet.

The decimal number 4100 becomes 4,16 when written in this order as a two byte binary number: $(16 \times 256+4=4100)$. Other examples are 3,12 , which is $12 \times 256+33075$ and 250,255 which is $255 \times 256+250=65530$. To convert a decimal number to a two byte number, divide the number by 256 ; the integer part remaining is the high byte. Multiply this by 256 and subtract it from the original number to get the low byte. BBC BASIC is ideal for carrying out these calculations; n DIV 256 gives the high byte and n MOD 256 gives the low byte.
Try these problems
8 Convert each of the following low byte/high byte numbers to decimal:
(i) 0,2
(ii) 10,12
(iii) 200,40
(iv) 0,80
(v) 96,234

9 Convert each of the following decimal numbers to low byte/ high byte numbers:
(i) 256
(ii) 1024
(iii) 4097
(iv) 8000
(v) 65535

Numbers larger than 255 are added in the following way. Each number is held in two successive locations, low byte and high byte. First the low bytes of the two numbers are added together and the result is stored. Then the high bytes are added together and the result is stored also. If the CARRY bit was set after the low byte addition, it will be added in with the high bytes. The instruction ADC means just that, add with CARRY.

There is one problem with this ADC instruction; when the low bytes are added, the CARRY bit is also added in automatically. This may already have been set to 1 by a previous unrelated instruction. We therefore clear it to 0 before the low byte addition to prevent any mistake from being made. This is done with the single byte instruction CLC (clear the CARRY bit).

Since we cannot store both the high byte and the low byte together in the ACCUMULATOR, we make use of the memory. This is illustrated in Figure 6.3. We put the number 4100 in the two locations 1 and 2, with the low byte (4) in location 1 and the high byte (16) in location 2 . Then we put the number 510 into the next two locations ( 254 into location 3 and 1 in location 4).

Next we clear the CARRY bit and then add together the low bytes of the two numbers (like adding up the units in a decimal addition). Because the result is greater than 255 , the CARRY bit will be set (like the decimal addition $5+8=3$, carry 1 ). We store the result of this low byte addition in location 5 .


Figure 6.3 Double byte addition
Then we add together the high bytes. As we do this the CARRY bit from the low byte addition is added in as well (as in decimal addition, when we get to the tens column we add in the carry from the units) (Figure 6.3). The final result is then stored in location 6. The whole set of instructions for this double byte addition is given below. Enter each of these instructions in turn. As each instruction is entered and executed, note what happens to the CARRY bit in the STATUS REGISTER and to the contents of the ACCUMULATOR. The first eight instructions are simply setting up the memory locations with the correct numbers.

| LDA \#4 | <RET> |
| :---: | :---: |
| STA 1 | <RET> |
| LDA \#16 | 6 <RET> |
| STA 2 | <RET> |
| LDA \#25 | 54 <RET> |
| STA 3 | <RET> |
| LDA \#1 | <RET> |
| STA 4 | <RET> |
| CLC | <RET> |
| LDA 1 | <RET> |
| ADC 3 | <RET> |
| STA 5 | <RET> |
| LDA 2 | <RET> |
| ADC 4 | <RET> |
| STA 6 | <RET> |
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The result is stored in locations 5 and 6, is it the result you expected?
Continue this investigation with large and small numbers. You will get the correct answer as long as the result is not greater than 65535 . What happens if the result is larger than this? (Clue, look at the CARRY bit when all the instructions have been executed.)

Try these problems:
10 Add together thenumbers 45 and 54 (single byte addition) without using any external memory locations (Clue: use the immediate mode.)
11 Add together the contents of locations 4 and 5 (single byte addition) and put the result in location 3.
12 Add together the numbers 450 and 540 using double byte addition. Put one double byte number into locations 1 and 2 and the other into locations 3 and 4. Then add the numbers and put the result in locations 5 and 6.
13 Put the single byte number 225 into location 1 and 100 into location 2 . Then add up the numbers and put the result into locations 3 and 4 . The result is greater than 255, so be very careful about what happens to the CARRY bit.
14 Put the double byte number 1000 into locations 5 and 6 . Now add 1 in immediate mode to the contents of locations 5 and 6 , storing the result in the same locations. Consider how you will cope with the situation where the low byte addition results in the CARRY bit being set.
15 What two decimal numbers can be added together, using double byte addition, to give the result 0 ? (Clue: there are 32768 different answers!)

## Subtraction

Subtraction can also be performed using the immediate mode or the addressed mode. The instruction SBC \#1 will subtract 1 from the contents of the ACCUMULATOR, leaving the result in the ACCUMULATOR. The instruction SBC 1 will subtract the contents of location 1 from the contents of the ACCUMULATOR, again leaving the result in the ACCUMULATOR.

The effect on the CARRY bit is however different from the addition case. If the second number is larger than the first, then 1 is borrowed from the next column. In the units column this 1 becomes 256, and the result in the ACCUMULATOR is larger than before.
For example,

```
LDA #10
SBC #11
```

will result in the number 255 being left in the ACCUMULATOR and a 1 being borrowed from the next column. This 'borrow' is shown by the CARRY bit being cleared to 0 . If there is no borrow as in the following case:

## LDA \#11 <br> SBC \#10

then the CARRY bit is set to 1 after the subtraction.
It is interesting to ask why the CARRY bit in subtraction works the opposite way from addition. Rather than have a special set of gates in the ALU of the microprocessor to
carry out subtraction, this operation is accomplished by the method known as twos complement addition. First we need to explain what is meant by the complement of a binary number. Complement is, in fact, another word for inversion, where all the ones become zeros and all the zeros become ones. Thus the complement of 00001011 is 1111 0100 and the complement of 11111111 is 00000000 .

The complement of a number may be found by EXCLUSIVE-ORing it with 11111111. This is done bit by bit, so wherever the original number contains 1 , this becomes a 0 , and wherever it contains 0 , this becomes 1 . The twos complement is obtained by adding one to the complement of the number. Thus the twos complement of 00001011 is $1+11110100$ (which is 11110101 ). The twos complement of 11111111 is $1+00000000$ (or 00000001 ). Another way of looking at this is that the complement of a number is the same as subtracting it from 11111111 (or 255 in decimal) and the twos complement is the same as subtracting it from 256.

Subtracting a binary number B from a binary number A is accomplished by adding A to the twos complement of B. For example, consider the subtraction of 00001011 from 0000 1111 (which is $15-11$ in decimal). First the twos complement of $B$ is found, which is at the beginning of the answer is in the ninth column, which in our eight-bit subtraction will be left as the CARRY bit. Since this cannot be stored in an eight-bit ACCUMULATOR, the result is 00000100 (or 4 in decimal). Thus, although we did not need to borrow any digits from the next column, the CARRY bit is still set to 1 at the end of the subtraction.

Now see what happens if the subtraction is done the other way round, that is $11-15$. ninth column is 0 this time. Now why do we get this answer? If we had tried to do this in decimal subtraction, we should have started with the units and said ' $1-5$, you can't, so borrow 1 from the tens column'. In the decimal system this ' 1 ' is actually worth ten.

In binary subtraction we do exactly the same, except that the ' 1 ' we are borrowing is taken from the CARRY bit (the ninth column, which is worth 256). Thus our result is really the answer to the decimal problem $11+256-15$, which is, of course, 252 . This is the answer that our twos complement addition actually produced. The fact that we have borrowed from the sixteens column is shown by the CARRY bit. Thus if the CARRY bit is set to 1 after a subtraction then no borrow has occurred. If it is cleared to 0 , then a borrow has been made.

The operation SBC automatically 'pays back' the CARRY bit (in the same way that ADC automatically adds in the CARRY bit). To avoid errors, therefore, the first SBC instruction must be preceded by SEC (set the CARRY bit), which signifies that there is no borrow to be repaid. Check the above ideas by entering each of the following instructions, and note the status of the CARRY bit each time.
SEC <RET>

LDA \#11 <RET>
SBC \#10 <RET>

| SEC | <RET> |
| :--- | :--- |
| LDA \#10 | <RET> |
| SBC \#11 | <RET> |

Note how the following instructions

| SEC | <RET> |
| :--- | :--- |
| LDA \#0 | <RET> |
| SBC \#1 | <RET> |

leave 255 in the ACCUMULATOR, thus indicating that 255 is equivalent to -1 in this arithmetic.

If the process involves double byte subtraction, the 'borrow' is repaid during the high byte subtraction. If the CARRY bit is set to 1 , there is no 'borrow' to be repaid. But if the CARRY bit is cleared to 0 , then the result of the high byte subtraction is reduced by 1 to pay back the 1 that was borrowed during the low byte subtraction. Enter each of the following instructions in 6502 SIMULATION and observe their effect on the various registers:

Place the number 3,2 (decimal 515) into locations 1 and 2 . Then subtract 5,1 (decimal 261) from the first number in immediate mode and place the result in locations 3 and 4.

| LDA \#3 | <RET> |
| :--- | :--- |
| STA 1 | <RET> |
| LDA \#2 | <RET> |
| STA 2 | <RET> |
| SEC | <RET> |
| LDA 1 | <RET> |
| SBC \#5 | <RET> |
| STA 3 | <RET> |
| LDA 2 | <RET> |
| SBC \#1 | <RET> |
| STA 4 | <RET> |

Now try these problems:
16 Load a number into the ACCUMULATOR. Then subtract this number from itself, leaving the result in the ACCUMULATOR. Do you get the result 0 ? If the CARRY BIT is initially cleared then you will not get the expected result. Perform SEC before your subtraction to get the correct result.
17 Place a single byte number into location 1 and another number into location 2. Subtract the contents of location 2 from the contents of location 1 , placing the result in location 3 .
18 Place a double byte number in locations 1 and 2. Add this number to itself and put the result in locations 3 and 4 . Then subtract the number in locations 1 and 2 from the number in locations 3 and 4 , leaving the result in locations 3 and 4 . What do you notice about this result?

Place 0 into the locations 1 and 2 . Treat this as a double byte number and subtract 1 from it in immediate mode, leaving the result in locations 1 and 2 . What do you notice about the result?

## Counting

Counting can be done by adding one repeatedly to the location being used as a counter, but it can also be done with the single instruction increment. The instruction, INC 3, fetches the content of location 3 from memory, adds one to it, and places it back in the original memory location. The ACCUMULATOR is not involved in this, so it is not changed.

The decrement instruction, DEC 3, does the same, except that the content of location 3 is reduced by one instead. In both cases no account is taken of the CARRY bit, so this does not have to be cleared or set before the INC or DEC instruction. The CARRY bit is not affected if the register is incremented above 255 . The register becomes zero but the CARRY bit is not altered. Likewise, if the register is at zero and it is decremented, it becomes 255 but the CARRY bit is unchanged. Because INC and DEC involve storing the data after it has been incremented or decremented, then these instructions cannot be used in the immediate mode.

Both instructions are used a great deal in counting. It is often necessary in a program to repeat an instruction or a set of instructions several times (like the FOR...NEXT loop in BASIC). Suppose we want to repeat it eight times. The location being used as a counter is initially made equal to eight. After each cycle of the required instructions, this counter is decremented. When it reaches zero, the cycle has been repeated eight times.

The register most often used for counting is the X-INDEX. The single byte instructions to increment and decrement the X-INDEX are INX and DEX respectively. INY and DEY do the same for the Y-INDEX. None of these affect the CARRY bit in any way. It is not possible to increment or decrement the ACCUMULATOR directly, but this can be done by adding or subtracting 1 in the immediate mode. However, in this case the normal rules regarding the CARRY bit will apply.
Investigate this set of instructions:

| LDX \#0 | $<$ RET $>$ |
| :--- | :--- |
| LDA \#3 | $<$ RET> |
| STA 5 | $<$ RET> |
| INX | $<$ RET> |
| DEC 5 | $<$ RET> |
| INX | $<$ RET> |
| DEC 5 | $<$ RET> |
| INX | $<$ RET> |
| DEC 5 | $<$ RET> |
| INX | $<$ RET> |
| DEC 5 | $<R E T>$ |

Now try this problem:
20 Place 0 in the X-INDEX and 5 in the ACCUMULATOR. Now increment the

X-INDEX and decrement the ACCUMULATOR (by subtracting one) until the latter reaches zero. What value is left in the X-INDEX?

## Logic instructions

As well as its arithmetic instructions, the microprocessor can also perform logic operations on data. Since each byte of data consists of eight bits, the microprocessor has to perform eight logic operations at a time. Consider the series of instructions:

## LDA \#5 <br> AND \#6

The second data in this case is the binary number 00000110 . This is ANDed with the data already in the ACCUMULATOR, which is the binary number 00000101 . These two bytes are ANDed one bit at a time and the result is put into the ACCUMLATOR.

| 6 is | 0 | 0 | 0 | 0 | 0 | 1 | 1 | 0 |
| :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- |
| 5 is | 0 | 0 | 0 | 0 | 0 | 1 | 0 | 1 |
| Result | 0 | 0 | 0 | 0 | 0 | 1 | 0 | 0 |

The result has a logic 1 only where there is a logic 1 in both of the corresponding bit positions of the two bytes being ANDed. This is the bit 2 position, so the result of ANDing 5 and 6 is 4.

ANDing is a good way of clearing particular bits to 0 without affecting the other bits at the same time. If the ACCUMULATOR contained the value 3 (binary 00000011) and we 1110), which would only affect bit 0 .

LDA \#3
AND \#254
If location 5 contained the value 7 (binary 00000111 ) and we wanted to switch off bit 1 only, we could first load the contents of location 5 into the ACCUMULATOR, then AND it immediately with 253 and finally store the result back in location 5. There is, however, another way. We could load the ACCUMULATOR with the number 253 and AND it with the contents of location 5, using the instruction AND 5. As before the result (0000 0101) can then be stored in location 5 .

| LDA \#7 | <RET> |
| :--- | :--- |
| STA 5 | <RET> |
| LDA 5 | <RET> |
| AND \#253 | <RET> |
| STA 5 | <RET> |

or

| LDA \#7 | $<$ RET $>$ |
| :--- | :--- |
| STA 5 | $<$ RET $>$ |
| LDA \#253 | $<$ RET $>$ |
| AND 5 | $<$ RET $>$ |
| STA 5 | $<$ RET $>$ |

The other use of the AND instruction is to mask an input (say from the user port) to inspect one particular bit (say bit 0). If we load the contents of location 5 into the ACCUMULATOR and perform the instruction AND \#1, the result will be 1 if bit 0 of location 5 was set and 0 if bit 0 was cleared. This is the equivalent of the BASIC statement $\mathrm{Q}=? 5$ AND 1 on the BBC microcomputer. In a similar way

| LDA \#127 | <RET> |
| :--- | :--- |
| STA 5 | <RET> |
| LDA 5 | <RET> |
| AND \#128 | <RET> |

leaves 0 in the ACCUMULATOR.
LDA \#255 <RET>
STA 5 <RET>
LDA 5 <RET>
AND \#128 <RET>
leaves 128 in the ACCUMULATOR.
Logical OR is carried out with the ORA operation, which can take an immediate (+) or an addressed mode operand.

| LDA | <RET> |
| :--- | :--- |
| ORA \#5 | <RET> |

The ACCUMULATOR contains 6 and this is ORed with 5, so the result is 7, as follows:

| 6 is | 0 | 0 | 0 | 0 | 0 | 1 | 1 | 0 |
| :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- |
| 5 is | 0 | 0 | 0 | 0 | 0 | 1 | 0 | 1 |
| Result | 0 | 0 | 0 | 0 | 0 | 1 | 1 | 0 |

There is a logic 1 in the result if there is a logic 1 in either of the corresponding bit positions of the two starting numbers.

The main use of ORA is to switch a particular bit on, without affecting the other bits. To turn on bit 7 of location 5, we load the contents of location 5 into the ACCUMULATOR, OR it with 10000000 (decimal 128) and store the result back in the ACCUMULATOR, OR it with 10000000 (decimal 128) and store the result back in the user port (the exact equivalent of $95=(? 5$ OR 128) in BASIC).

| LDA \#127 | <RET> |
| :--- | :--- |
| STA 5 | <RET> |
| LDA 5 | <RET> |
| ORA \#128 | <RET> |

leaves 255 in the ACCUMULATOR.
In Chapter 4 we looked at the EXCLUSIVE-OR function and noted that there is a logic 1 output if the two inputs to the gate are different. The EXCLUSIVE-OR output goes to logic 0 if its two inputs are the same. The BBC BASIC EOR works in the same way. The microprocessor operation which does this is also EOR. This too, can be used in the immediate mode and in the addressed mode:

LDA \#6
EOR \#255

| 6 is | 0 | 0 | 0 | 0 | 0 | 1 | 1 | 0 |
| :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- |
| 255 is | 1 | 1 | 1 | 1 | 1 | 1 | 1 | 1 |
| Result | 1 | 1 | 1 | 1 | 1 | 0 | 0 | 1 |

EOR has one special property that makes it particularly useful. If the contents of location 5 are loaded into the ACCUMULATOR and then EXCLUSIVE-ORed with previously off will be turned on. This can be seen from a comparison of the two numbers above. If the data collected from location 5 is 6 , the result shows a logic 0 in each bit position where it was previously a logic 1 , and vice versa. The instruction EOR \#255 is thus the equivalent of the BASIC statement $\mathrm{Q}=$ NOT Z.
Try each of the following sets of instructions:
LDA \#255 <RET> ;This instruction will switch all

STA $5 \quad<R E T>$;bits of location 5 on.

| LDA 5 | $<$ RET $>$ |  |
| :--- | :--- | :--- |
| AND\#16 | $<$ RET $>$ | ;This will switch off all |
| STA 5 | $<$ RET $>$ | ;bits except bit 4. |

ORA \#128 <RET>
STA $5<$ RET> ;This will turn on bit 7 also.
EOR \#240 <RET> ;This will turn bits 4 and 7 off and
STA $5<$ RET $>$;bits 5 and 6 on.
Enter each of the following instructions in turn. Before each one, try to predict what the result in the ACCUMULATOR will be. Then see if you were correct.

| LDA \#170 | <RET> |
| :--- | :--- |
| STA 1 | <RET> |
| LDA \#15 | <RET> |
| AND \#10 | <RET> |
| ORA \#15 | <RET> |
| EOR \#10 | <RET> |
| AND 1 | <RET> |
| STA 2 | <RET> |
| LDA 2 | <RET> |
| ORA 1 | <RET> |
| AND 2 | <RET> |
| EOR \#255 | <RET> |

Now try these problems:
21 What is the result of ANDing 85 with 45 ?
22 What is the result of ORing 85 with 45 ?
23 What is the result of EXCLUSIVE-ORing 85 with 45?
24 How do you switch off bits 1 and 2 of location 5 without changing the state of the other bits?
25 How do you switch bits $0,1,2,3,4,5$ and 6 of location 5 on, yet not affect bit 7 ?

## Indexed addressing

We mentioned above that the X-INDEX is often used as a pointer to memory locations.
We use this when we want to point to a table of values. For example location 1 could contain the square of the number 1 , location 2 could contain the square of the number 2 and so on. Then, to find the square of a number in a machine code program, we only have to look it up in this table. We do this with indexed addressing.

The instruction LDA 1,X loads the ACCUMULATOR with the contents of a memory location. The chosen location is obtained by adding the X-INDEX to the address specified in the operand. Thus if the X-INDEX is equal to 5 , the chosen location would have the address $1+5$, which is, of course, location 6 . The contents of this location would thus be loaded into the ACCUMULATOR.

## LDX \#5 <RET> <br> LDA 1,X <RET>

Since the X-INDEX cannot be greater than 255, the desired location must be within 255 of the operand address. The instruction LDA O,X can fetch data from any of the locations O to 255 . However, 6502 SIMULATION only displays the locations 1 to 7 , so it is not possible to give indexed addressing a full test. All arithmetic and logic instructions so far described can be used with indexed addressing as well as immediate or ordinary addressed modes.

The advantage of indexing will not yet be apparent, because we have not discussed how to repeat a series of instructions. Let us first learn how to use the indexed address mode. The address that occurs in the operand is taken as the starting address for working out where the chosen location should be. The operand indicates the indexed addressed mode by the ', X ' that occurs after this starting address.

The following program will put the value 1 into location 1 , the value 2 into location 2 and so on. Enter this series of instructions and see what happens each time. Note especially what happens to the ADDRESS REGISTER.

| LDX \#1 | <RET> |
| :--- | :--- |
| LDA \#1 | <RET> |
| STA 0,X | <RET> |
| INX | <RET> |
| LDA \#2 | <RET> |
| STA 0,X | <RET> |
| INX | <RET> |


| LDA \#3 | $<$ RET $>$ |
| :--- | :--- |
| STA 0,X | $<$ RET $>$ |
| INX | $<$ RET $>$ |
| LDA \#4 | $<$ RET $>$ |
| etc. |  |

This program can be greatly simplified with a new set of single byte instructions, that are used to copy data from one register to another:

> TXA copy data from the X-INDEX to the ACCUMULATOR
> TAX from the ACCUMULATOR to the X-INDEX TYA from the Y-INDEX to the ACCUMULATOR
> TAY from the ACCUMULATOR to the Y-INDEX

Here is the same program but using TXA. Note now how the same set of instructions is repeated over and over again. Clearly the machine code equivalent of a FOR...NEXT loop will make this a very simple program, when we come to it.

| LDX \#1 | <RET> |
| :---: | :---: |
| TXA | <RET> |
| STA 0,X | <RET> |
| INX | <RET> |
| STA 0,X | <RET> |
| INX | <RET> |
| STA 0,X | <RET> |
| INX | <RET> |
| TXA | <RET> |
| etc. |  |

Repeat this procedure, but change the store instructions to $1, \mathrm{X}$ instead of $0, \mathrm{X}$. What difference does it make?

Rewrite the above program to read the contents of each memory location into the ACCUMULATOR, to add 1 and to store the result back in the same location. The program should use indexed addressing to point to each location in turn.

## The PROGRAM COUNTER

Although 6502 SIMULATION is useful for demonstrating the different instructions available in the 6502 microprocessor, it is only possible to make it run a few types of program. So far we have not asked it to carry out a set of instructions automatically. It is as if in BASIC we could only enter statements one at a time into a microcomputer. We need a way of storing a whole series of instructions that the microprocessor can execute one by one. This is the only way that we shall be able to repeat a cycle of instructions for a given number of times.

Up till now we have not bothered particularly about the PROGRAM COUNTER,
henceforth called the PC. This is a sixteen-bit counter that points to the address of the next instruction. Try each of these instructions and note how each single byte instruction increments the PC by one and each double byte instruction increases it by two.

| CLC | <RET> |
| :--- | :--- |
| SEC | <RET> |
| LDX \#5 | <RET> |
| LDA \#0 | <RET> |
| TXA | <RET> |
| TAY | <RET> |

The address in the PC starts at 16000 , which is roughly where most of my BBC machine code programs begin. If you enter a large number of instructions you could get this to increase to 65535 . Further increases cause it to reset to zero. 65535 is the maximum number that a sixteen-bit register can hold. In the memory a segment of a program would be stored sequentially like this.
16100 LDX \#5
16102 TXA
16103 CLC
16104 LDA 5

Notice how the PC seems to be giving each instruction a number as in BASIC. But it is not at all like BASIC: these numbers are the address of the first byte of the instruction, some of which are two byte and some of which are one byte instructions. Here is the same program written out one byte at a time:

| 16100 | LDX |
| :--- | :--- |
| 16101 | \#5 |
| 16102 | TXA |
| 16103 | CLC |
| 16104 | LDA |
| 16105 | 5 |

The line numbers must be consecutive and none may be omitted. This is annoying when writing machine code programs, because if you later want to insert another instruction, you have to move all the others down by one or two bytes (which is one of the reasons why BASIC is a better language than machine code). In BASIC the next statement fetched is the one with the next highest number, and it does not matter if some numbers are omitted. The line numbers in machine code programming represent the addresses in memory where the codes for the instructions are stored. They are the values taken by the PROGRAM COUNTER to get each new instruction. Each time the PC executes an instruction it is simply incremented to fetch the next instruction. If we put our next instruction in the wrong place, the microprocessor will not notice, it will still fetch its next instruction from the next location in memory. It is quite possible that this wrong instruction collected by the microprocessor will cause the whole system to crash.

Using the address of the program counter, it is common to write out machine code programs like this:
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| 16100 | LDX \#5 | ;set the counter to 5 |
| :--- | :--- | :--- |
| 16102 LDA \#0 | ;set ACCUMULATOR to 0 |  |
| 16104.rpt STA 0,X | ;clear the location |  |
| 16106 DEX | ;next value of X |  |
| 16107 | BNE -5 | ;do next location |

We have not yet dealt with how this program works, we are just looking at the method of writing it.

The first column is the value of the PC as before, which is the address of the operation part of each instruction.

The second column of the program listing is the name or label of the cycle of instructions to be repeated (.rpt). This way of labelling the program is to show us where the cycle (or loop) begins. The microprocessor takes no notice of labels, because it uses the PC to determine where this loop is. 6502 SIMULATION likewise uses numbers to determine the next instruction. The label is only included for our information (and it cannot be entered as any part of an instruction in 6502 SIMULATION).

The third column has the mnemonic of the instruction as before. The remainder ofthe line, after the semi-colon, is the comment column. This is used to explain what is going on, rather like the REM statement in BASIC. 6502 SIMULATION will not such comments, even if there is room to put them in, so these too should not be entered. In the BBC assembler comments are indicated by the backslash ( $\backslash$ ) character.

## Program jumps

BASIC has two methods of jumping to a different part of the program, GOTO and GOSUB. There are exact equivalents in machine code too, JMP (jump) and JSR (jump to subroutine). The instruction JMP 12000 loads the address 12000 into the PROGRAM COUNTER and the next instruction is fetched from that address. Execution then continues line by line from this new position. JMP therefore transfers control completely to this new part of the program. The microprocessor loses all knowledge of where it has come from and it has no way of getting back to it (unless, that is, the new part of the program sends it back with another JMP instruction). JMP and JSR are three byte instructions so you might expect to see the PC increase by three when they are used.
However these instruction change the address in the PC, so you cannot really see this happen. The operand is a two byte address (written in the low byte, high byte order). We can treat it as a decimal number, however, and let 6502 SIMULATION take care of the two bytes. Enter these instructions and watch especially how the PC changes its address:

$$
\begin{array}{r}
\text { JMP } 12000 \text { <RET> } \\
12000 \text { JMP } 10000 \text { <RET> }
\end{array}
$$

JSR 12000 behaves almost the same, but there is one important difference. After jumping to line 12000 execution continues until the single byte instruction RTS (return from subroutine) is met. Control then returns to the line immediately after the original JSR instruction. The microprocessor keeps a note of the address of the JSR instruction (called the return address) in a special register called the STACK. When the RTS
instruction is encountered, this return address is pulled off the STACK and put back into the PC. The latter is then incremented and execution continues from the new address. When the following instructions are tried out, watch the STACK as well as the PC. Note that both the low byte and the high byte of the return address are stored on the STACK and note how the STACK POINTER (the arrow) moves up and down, pointing to the last entry in the STACK. Note the relationship between the number pushed onto or pulled off the STACK and the PC address, when the JSR and the RTS instructions are executed.

| JSR 12000 | <RET> |
| :--- | :--- |
| 12000 LDA \#1 | <RET> |
| 12002 RTS | <RET> |

Do you see the difference between the JMP and JSR instructions?
Try these problems:
26 What address would be left in the PC after the following instructions had been executed?

JMP 12000
12000 JMP 10000
27 What would a microprocessor do if it met this instruction?
12000 JMP 12000

## Conditional jumps

In BASIC the IF... THEN statement allows the program to choose between alternatives:

$$
\begin{aligned}
& 1000 \text { IF Y=0 THEN GOTO } 5000 \\
& 1010 X=2
\end{aligned}
$$

If Y is zero at statement 1000 , this causes a jump to line 5000 . If $Y$ is not zero, the program continues with statement 1010. In machine code the BRANCH instructions have the same purpose. After nearly every instruction a special bit in the STATUS REGISTER, called the ZERO bit, is changed. It is set to 1 if the result of the instruction is zero, it is cleared to 0 if the result is not zero. Watch the effect on the ZERO bit $(\mathrm{Z})$ in the 6502 SIMULATION, when each of the following is executed:

| LDA \#0 | <RET> |
| :--- | :--- |
| LDY \#0 | <RET> |
| TAX | <RET> |
| INY | <RET> |
| LDA \#1 | <RET> |

The BNE instruction (branch if not equal to zero) tests this ZERO bit and if it is cleared to 0 (i.e. the result of the previous instruction was not zero), the branch is obeyed. If the ZERO bit is set to 1 , then the result of the previous instruction was zero, so the branch is not obeyed and execution continues with the next line.
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The BEQ instruction (branch if equal to zero) is the opposite of this: the branch is obeyed when the ZERO bit is set and is not obeyed when the ZERO bit is cleared.

The operand of the branch instruction is the number of lines to be skipped over. Unlike the JMP instruction, it is not the actual address to which the PC is changed. The operand is called a displacement and it is the number of bytes to be added to the PROGRAM COUNTER. This displacement can be positive (a forward jump) or negative (a backward jump). For 6502 SIMULATION we signify this with the + or -- symbols, which must be included. A real microprocessor has a special way of distinguishing positive and negative numbers -- we shall deal with this later.

Let us now see how this conditional branching is used. It is assumed that the following program begins at 16100 . You can get to this address by entering JMP 16100 <RET>. Remember not to type in the label or the comment columns.

| 16100 LDY\#20 | set counter | <RET> |
| :--- | :--- | :--- |
| 16102 LDX\#1 | set pointer | <RET> |
| 16104 .rpt TXA | Get value | <RET> |
| 16105 STA 0,X | save value | <RET> |
| 16107 INX | Next location | <RET> |
| 16108 DEY | Dec counter | <RET> |
| 16109 BNE-7 | Repeat cycle | <RET> |
| 16111 remainder of program |  |  |

In this program the BNE -7 instruction tells the microprocessor to go back seven bytes to the address 16104, labelled (.rpt). BNE stands for 'branch if the result of the previous instruction is not zero'. In this case the previous instruction was DE Y (decrement the YINDEX). Since the Y-INDEX starts at twenty, every time it is decremented it becomes smaller, but not equal to zero. So the branch condition is obeyed and the program branches back to line 16104 each time. It does this by adding -7 to the PC , thus making it point to the previous address. After the twentieth decrement, the Y-INDEX finally becomes zero, so the ZERO bit is set and the branch condition is not obeyed. Now the PC is incremented to 16111 and the next instruction is fetched from address 16111.

The reason for jumping back seven bytes and not six is as follows. Look at what happens if the ZERO bit is set so that the branch condition is not obeyed. The BNE -7 instruction is a two byte instruction, starting at address 16109. After it has fetched the operand (-7), the PC is equal to 16110 . The branch condition fails, so this instruction has now been completed and the PC is incremented to point to the next instruction, which is at address 16111.
Now suppose that the Y-INDEX was not zero so that the ZERO bit is cleared. In this case the branch condition will be obeyed and - 7 will be added to the PC, which will thus become 16103, since $16110+(-7)=16103$. This is the end of the current instruction, so the PC is incremented (to 16104) and the next instruction is fetched from line 16104. This is exactly where we want to be. The rule, therefore, is as follows: all BRANCH instructions must branch to the address immediately before the desired address.
Let us see how this applies to the following program, which achieves the same as the one above:

| 16100 LDY \#20 | ;Set counter | <RET> |
| :--- | :--- | :--- |
| 16102 LDX \#0 | ;Set pointer | <RET> |
| 16104 . next TXA |  | <RET> |
| 16105 STA 0,X | ;Inc pointer | <RET> |
| 16107 INX | <RET> |  |
| 16108 DEY | ;Dec counter | <RET> |
| 16109 BEQ +2 | ;Branch to end | <RET> |
| 16111 JMP 104 | ;Go to next | <RET> |
| 16113 end of program |  |  |

This time line 16109 is a forward jump BEQ + 2. This is after the instruction DEY and will thus be obeyed whenever the Y-INDEX is zero. This does not occur for the first nineteen loops, so the PC is incremented to point to address 16111, which is a JMP to address 16104. On the twentieth loop the Y-INDEX becomes zero so the branch is obeyed and the PC becomes 16112 (i.e. $16110+2$ ). This is the end of the current instruction, so the PC is incremented to point to the next instruction at address 16113. Note once again that the displacement added to the PC makes it point to the address immediately in front of the desired address. This is to allow for the fact that the PC is incremented before the next instruction is fetched. Of all ideas in machine code programming, this is probably the most difficult to get right.

## Comparison

So far we have only looked at counting down to zero; this is too restrictive. To enable us to count up as well, the ability to compare two sets of data is essential. The CMP (compare) instruction performs this function. The instruction CMP \#5 carries out the following steps:
i) The CARRY bit is set to 1 initially, as for a subtraction.
ii) The data in the operand is subtracted from the data in the ACCUMULATOR and the result is held in the DATA REGISTER. The data in the ACCUMULATOR is not changed.
iii) If the operand data is equal to the ACCUMULATOR data then the result will be zero and the ZERO bit will be set, otherwise it will be cleared. Thus if CMP \#5 is followed by BEQ, the branch will be obeyed if the ACCUMULATOR also contains 5.
iv) If the operand data is greater than the ACCUMULATOR data, then the CARRY bit will be cleared, indicating that a borrow has occurred. If the operand data is not greater than the ACCUMULATOR data then the CARRY bit will be set. These conditions can be detected by the branch instructions BCC (branch if the CARRY bit is cleared) and BCS (branch if the CARRY bit is set).

To summarize:
CMP \# 5 followed by BCS will branch if the ACCUMULATOR data is greater than or equal to 5 .
CMP followed by BCC will branch if the ACCUMULATOR data is less than 5.
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CMP +5 followed by BEQ will branch if the ACCUMULATOR data is equal to 5 .
CMP \#5 followed by BNE will branch if the ACCUMULATOR data is not equal to 5 .
The CMP operation can have an operand in the immediate, the addressed or the indexed modes. In all cases the data (immediate or from an external memory location) will be compared with the ACCUMULATOR data.

The X-INDEX is tested by the CPX operation. This usually has operands that are in immediate or addressed mode (indexing an INDEX is possible, but is a special case).

The Y-INDEX has a similar instruction, CPY, which also can have an operand in the immediate mode or the addressed mode.

Try each of the following sets of instructions. Make sure that you understand why the branch operands have the values they do. Try to predict what each program should do, then see if you were correct. You will have to re-enter the instructions in the loop (16208 to 16216) three times over, because 6502 SIMULATION will not remember them. Later we shall see how to enter these instructions into a program.

Program to place the square of the number 3 into location 5

| 16000 | LDA \#0 | ;Set result to | <RET> |
| :--- | :--- | :--- | :--- |
| 16002 | STA 5 | ;zero | <RET> |
| 16004 | LDY \#3 | ;Set counter | <RET> |
| 16006 | STY 7 | ;Keep value | <RET> |
| $16008 . l o o p ~ C L C ~$ |  |  |  |
| 16009 | LDA 7 | ;Getvalue | <RET> |
| 16011 | ADC 5 | ;Add result | <RET> |
| 16013 | STA 5 | ;Keep new result $<$ RET> |  |
| 16015 | DEY | ;Dec counter | <RET> |
| 16016 | BNE -10 | ;Repeat loop | <RET> |

The loop adds together the contents of location 7, called value and location 5, called result. This loop is performed a total of three times, initially set by the counter. The final result at the end will thus be $3+3+3$ or three squared.

Try these problems:
28 What would happen if the BNE - 10 instruction in line 16016 were replaced by BNE -9 , or by BCC -10 ?
29 Write a series of instructions to put 100 into location 1, 99 into location 2, 98 into location 3 and so on, to 91 in location 10 . You will need to increment the location pointer, but decrement the value being placed in each successive location.

## Negative numbers

So far we have written -5 , say, to indicate a backward jump. The microprocessor knows nothing about the negative sign and needs some other way of indicating whether a number is positive or negative. It does this by the coding technique known as twos complement discussed earlier. This relies on the phenomenon that 256 is actually equivalent to 0 if the CARRY is ignored. Hence 255, which is one less than zero' is equivalent to -1 , which is also one less than zero. A table of some of these equivalents shows this more clearly.

| Pos. <br> decml. | Positive <br> Binary | 2s compl. <br> binary | Equiv. <br> decml. | Neg. <br> decml. |
| :---: | :---: | :---: | :---: | :---: |
| 128 | 10000000 | 10000000 | 128 | -128 |
| 127 | 01111111 | 10000001 | 129 | -127 |
| 126 | 01111110 | 10000010 | 130 | -126 |
| 125 | 01111101 | 10000011 | 131 | -125 |
|  |  |  |  |  |
| 41 | 00101001 | 11010110 | 215 | -41 |
| 40 | 00101000 | 11010111 | 216 | -40 |
| 39 | 00100111 | 11011010 | 217 | -39 |
| 38 | 00100110 | 11001001 | 218 | -38 |
| 30 | 00011110 | 11001010 | 226 | -30 |
| 20 | 00010100 | 11101100 | 236 | -20 |
| 10 | 00001010 | 11110101 | 246 | -10 |
| 2 | 00000010 | 11111101 | 254 | -2 |
| 1 | 00000001 | 11111110 | 255 | -1 |
| 0 | 00000000 | 11111111 | 0 | 0 |

An inspection of the table shows that we can now represent both positive and negative numbers with binary numbers, depending upon which form of binary coding is being used. Twos complement coding represents numbers in the range -128 to +127 only, and it is possible to distinguish the negative numbers, because their most significant bit (bit 7 , at the left end) is always 1 . For all positive numbers this bit is 0 . Thus we need only test the most significant bit position to see if it is a 1 or a 0 . The 6502 microprocessor is aware of this need and sets the SIGN bit in the STATUS register to tell us if a number is positive or negative. We do not have to bother about this unless we want to make use of twos complement coding. The numbers behave quite 'normally' and it is up to us to decide what we want those numbers to represent. The operand of a BRANCH instruction is the number of bytes of the machine code program to be skipped over. This is not difficult to calculate, provided you remember that the program counter is incremented immediately before the next byte of an instruction is fetched from memory. So a BRANCH must go to the byte immediately preceding the desired instruction.

In the case of forward branching, one counts up in the normal way until one reaches this preceding byte. The number obtained is the required operand. For example,

| 16100 LDX \#0 | <RET> |
| :--- | :--- |
| 16102 BEQ +2 | <RET> |
| 16104 yyy zz |  |
| 16106 ppp qq |  |

After BEQ+2, the PC is at memory location 16103. To this is added +2 , giving 16105 and the PC is then incremented to 16106. The next instruction is fetched from 16106. Instruction ppp qq will be executed next after the branch instruction.

For backward branching the operand should really be a twos complement number, but 6502 SIMULATION has been programmed to accept negative numbers instead. Later we shall have to do this properly, but for the moment we can ignore this.

An idea of twos complement numbers enables us to do a simple check on bit 7 of any location. If bit 7 is set to I, then the number in the location is regarded as negative, if bit 7 is 0 then the number is regarded as positive. So the operation BMI (branch if minus) will succeed if bit 7 is a 1 and the operation BPL (branch if plus) will succeed if bit 7 is cleared to 0 . For example,

| 16100 LDX \#255 | $<$ RET> |
| :--- | :--- |
| $16102 \mathrm{BMI}+2$ | $<$ RET> |
| 16104 yyy zz | <RET> |
| 16106 ppp qq | <RET> |

will cause instruction ppp qq to be executed next after the branch instruction, whereas

| 16100 LDX \#255 | <RET> |
| :--- | :--- |
| $16102 \mathrm{BPL}+2$ | <RET> |
| 16104 yyy zz | <RET> |
| 16106 ppp qq | <RET> |

will cause instruction yyy zz to be executed next after the branch instruction.

## Shift instructions

This set of instructions is often used in binary multiplication and division. Multiplying by ten with decimal numbers holds no terrors, we simply add a 0 . Similarly in binary, multiplication by two is accomplished by adding a O . The instruction to do just that is ASL (arithmetic shift left). This causes each bit in the specified location (or the ACCUMULATOR) to move into the next position left, with O loaded into the lowest bit. If the number was originally greater than 127 (or negative in twos complement coding) then the 1 originally in bit 7 is shifted into the CARRY bit.

| LDA \#81 | <RET> |
| :--- | :--- |
| ASL A | <RET> |

(The ACCUMULATOR now contains 162.)

$$
\text { ASL A } \quad<\text { RET }>
$$

(The ACCUMULATOR contains 68 and the CARRY bit contains 1, which is really 256 and $256+68=324$.)

Two byte shifting can also be performed, by allowing the CARRY bit to be shifted into bit 0 of the high byte (Figure 6.4). This is done with ROL (rotate left). This causes the CARRY bit (if any) from the low byte to be shifted into bit 0 of the high byte.


Figure 6.4 Left shifting on two bytes

| LDA \# 181 | <RET> |
| :--- | :--- |
| STA 1 | <RET> |
| LDA \#0 | <RET> |
| STA 2 | <RET> |
| ASL 1 | <RET> |
| ROL 2 | <RET> |
| ASL 1 | <RET> |
| ROL 2 | <RET> |
| ASL 1 | <RET> |
| ROL 2 | <RET> |

will cause the original two byte number $(181,0)$ to be multiplied by 8 .
A similar set of instructions can be used to divide by two. This time the routine starts with the high byte and performs an LSR (logical shift right) on it. Bit 7 becomes 0 , bit 6 becomes equal to the previous value of bit 7 , etc. and the contents of bit 0 are shifted into the CARRY bit. This instruction can be followed by an ROR (rotate right) and the CARRY bit is pushed into bit 7 of the low byte (Figure 6.5). Bit 0 of the low byte is pushed into the CARRY bit itself. (This is very useful for determining if the original number was odd or even, since only an odd number leaves the CARRY bit set to 1.)


Figure 6.5 Right shifting on two bytes

## The STACK

Another set of instructions is concerned with the STACK. The single byte instruction PHA makes the stack pointer move down to point to the next STACK position and then pushes the contents of the ACCUMULATOR onto the STACK for temporary storage. The reverse instruction PLA will pull the contents of the current position off the STACK into the ACCUMULATOR and make the stack pointer move up one. Try these examples:

| LDA \#5 | <RET> |
| :--- | :--- |
| PHA | <RET> |
| LDA \#0 | <RET> |
| PHA | <RET> |
| LDA \#255 | <RET> |
| PLA | <RET> |
| PLA | <RET> |
| PLA | <RET> |

and watch the movement of the stack pointer in each case.

## No operation

The most mystifying instruction must surely be NOP (no operation). It simply causes the microprocessor to waste time. None of the registers is affected in any way, except for the PROGRAM COUNTER, which is incremented by 1 , to point to the next instruction. The main use of NOP is to adjust delay loops to get the correct delay time. Try it for yourself and see its lack of effect.

## Break

This instruction (BRK) performs a special task. When encountering it the microprocessor treats it rather like a JSR instruction. It saves the current address of the PC on the STACK and looks at locations 65532 and 65533 to collect an address. These often contain the start address for the microprocessor (the one it jumps to when first switched on). When building a dedicated system, one often needs to use this instruction while debugging. It is also useful to BBC microcomputer users, since it allows us to access the error messages of BASIC to add our own. Its use is described in the user guide (page 464). In 6502 SIMULATION the start address is assumed to be 16000 . When using this instruction, note how the PC address is pushed onto the STACK for future reference.

## Running a program

So far instructions have been entered one at a time just like BASIC in command mode. To run a BASIC program you have to store the commands (called statements) in a series of lines. 6502 SIMULATION behaves in the same way, except that the line numbers must follow consecutively, allowing one number for each byte of the instruction. In our case this is not too difficult. Single byte instructions use a single mnemonic with no operand. The only three byte instructions I have implemented are JMP and JSR (and these can only be three bytes). In 6502 SIMULATION (though not in the real microprocessor) all other instructions require two bytes. All programs should start from the address 16000, which will be where the simulation will expect to begin. To illustrate the techniques, carry out the following instructions carefully. In this respect 6502 SIMULATION is somewhat fragile and gives unpredictable results if it meets situations it was not programmed to handle.

First type NEW and press RETURN. The simulation display will disappear and be replaced by some instructions on how to use the programming mode. Press SPACE to begin. Then type:

| LDA \#5 | <RETURN> |
| :--- | :--- |
| 16002 LDX \#5 | <RETURN> |
| 16004 CLC | <RETURN> |
| 16005 ADC \#5 | <RETURN> |
| 16007 DEX | <RETURN> |
| 16008 BNE -5 | <RETURN> |

If you make a mistake, just retype the offending line again. To delete a line just type its number and press RETURN exactly as with BASIC. To run this program type CALL
and watch what happens to the X-INDEX and the ACCUMULATOR. You can type CALL from within the simulation to re-run the same program.

Notice how some lines of this program occupy two bytes while others only take up one byte (CLC and DEX). Note too how the last line (BNE -5) branches back to line 105 (ADC \#5). If you try your own programs, you will need to work out such offsets very carefully, or the simulation will crash. You should always be able to recover by pressing the ESCAPE key, but your program will then be lost. In this respect the simulation is quite accurate, the microprocessor also gets lost if you tell it to fetch its next instruction from the wrong place. The ESCAPE key can also be used if you get yourself into an infinite loop. For example:

## 16000 JMP 16000

will keep going for ever.
If you wish to write a new program, type NEW from within the simulation. It will send you to the programming mode and wipe out any existing program at the same time. To edit an existing program, do not type NEW, but type PROG instead. This returns you to the programming mode and displays your current program, which may then be edited. To return to the direct command mode at any time, type COMMAND.

You may wish to try out any of the programs that you have already entered one instruction at a time. Then try out your own ideas using 6502 SIMULATION. Apart from the restriction on memory locations (single bytes only) the simulation supports most 6502 instructions (and also a few that are not implemented on the 6502 , but this is a mistake on my part). In particular 6502 SIMULATION will allow indirect-indexed and indexed-indirect addressing of a sort (subject to the single byte limitation). A list of the most useful 6502 instruction codes is given at the end of this chapter, so try them out for yourself. There is no doubt that the ability to handle the mnemonics properly does speed up the writing of assembly language programs later.

I do not guarantee that your programs will work, since the programming mode of 6502 SIMULATION was an afterthought. It is in fact a perfect example of poor programming style - structured programs are planned from the start as described in Chapter 2. However, 6502 SIMULATION does work to some extent. If you want a crash-proof version, you will have to wait until it has been rewritten.

## Sixteen-bit addressing

This brief tour of the 6502 microprocessor has shown some of the available instructions and their effects on the internal registers of the microprocessor. You should now be able to move on to the more exciting challenge of putting these instructions into a real machine code program and seeing their overall effect. There are, though, a few more general ideas that need to be understood, before the next chapter can be tackled.

So far we have assumed that the external memory has only consisted of addresses 0 to 255. In fact this is not so. The PC has to address memory locations from 0 to 65535 (that is \&0000 to \&FFFF). The address bus thus consists of sixteen lines and the PC and ADDRESS REGISTER are sixteen-bit registers. To store data in an address, the ADDRESS REGISTER sends the chosen address as two bytes: the low byte and the high
byte. A convenient way to think of the memory, is to imagine it divided into a series of pages each containing 256 bytes. The high byte of the address is the page number and the low byte is the address within the chosen page. The STA instruction will thus need two bytes to specify the address and not just the one as we have so far assumed. For example,

| Hex code | Mnemonic |
| :--- | :--- |
| 8D 0080 | STA $32768(\& 8000)$ |

( $\& 8000$ is the hexadecimal equivalent of the decimal address 32768).
One of the quirks of the 6502 microprocessor is that it requires this double byte address to be stored in the program with the low byte first followed by the high byte. The screen address 32768 is byte 0 , page 128 , which is therefore sent as 0,128 in hex). The hex code for 'store the contents of the ACCUMULATOR in a two-byte address' is $\& 8 \mathrm{D}$, so the instruction becomes 8D 0080 in hex.

## Review of addressing modes

i) Immediate mode

The operand is the actual number to be loaded into the accumulator.

| Decimal code | Hex. code | Mnemonic |
| :--- | :--- | :--- |
| 169,42 | A9 2A | LDA \#42 |

The \# sign used in the mnemonic indicates this mode of addressing. This is followed by a single byte, which is the data to be loaded. There can only be one because the ACCUMULATOR can only store a single byte at a time.

## ii) Absolute mode

If we want to load the ACCUMULATOR with the contents of a particular memory location, we use the absolute addressing mode, in which the operand is an address. The microprocessor goes to that address to find the number to be loaded into the ACCUMULATOR. Since there are so many different addresses, the operand consists of two bytes, the low byte of the address followed by the high byte. As an example, we could fetch the contents of address 32768 (\&8000).

$$
173,0,128 \quad \text { AD } 0080 \quad \text { LDA } 32768
$$

The absence of a \# sign indicates the ABSOLUTE addressing mode. Note that the numeric code is different from the code for the immediate addressing mode.
iii) Zero page mode

If the required data is on page 0 of the memory (locations 0 to 255), it could be fetched with the absolute mode thus:
173,2,0 AD 0200 LDA 2
which means, 'load the ACCUMULATOR with the contents of memory location 2 '. The zero page mode enables the same instruction to be executed faster and it also takes up less space to write because it is a two byte instruction only. The microprocessor understands from the operation code that the location is on page zero.
165,2
A5 02
LDA 2

The mnemonic codes for both modes are identical, it is only the numeric codes that show the difference.

## iv) Indexed addressing

This has also been described above. The final address is calculated by adding the X INDEX to the operand address. The microprocessor then goes to this final address to get the desired data.

$$
189,0,128 \quad \text { BD0080 } \quad \text { LDA 32768,X }
$$

The ', X ' in the mnemonic indicates this mode. Alternatively this same mode may be used with the Y-INDEX instead of the X-INDEX.

$$
185,0,128 \quad \text { B9 } 0080 \quad \text { LDA 32768,Y }
$$

v) Other addressing modes

This by no means exhausts the addressing modes available to the 6502 microprocessor; another very important one (indirect indexed) will be introduced in the next chapter. Most of the others are zero page modes and there are very few zero page locations available in our chosen microcomputers, so these modes can rarely be used. For a fuller discussion refer to the texts described in the Bibliography.

## Disassembly

Program 37 (DISASSEMBLER) allows you to look at other machine code programs. This program is in BASIC and is very slow, but it does work. Disassembling the operating
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system of the BBC microcomputer is a life's work, so do not be too ambitious (Plate 40). It is useful to do this for some parts of the ROM, particularly to see if there are ways of using any routines there. The user guide gives a great deal of information about using operating system (OS) calls, and there is little to be gained by trying to be too clever. I have found it useful for one or two discoveries, which will be revealed in Chapter 8. You may likewise like to play with it.

## Some 6502 instructions

The first code is hexadecimal, the second is decimal.

## Part 1 Arithmetic and logic instructions

ADC - Add with carry
Adds operand data to ACCUMULATOR and adds in the CARRY bit too, the result is left in the ACCUMULATOR.
Affects SIGN, CARRY and ZERO bits.
Codes:

| Immediate | 69 | 105 | 2 bytes | 2 cycles |
| :--- | :--- | :--- | :--- | :--- |
| Absolute | $6 D$ | 109 | 3 bytes | 4 cycles |
| Absolute indexed with X | $7 D$ | 125 | 3 bytes | 4 cycles |
| Absolute indexed with $Y$ | 79 | 121 | 3 bytes | 4 cycles |
| Zero page | 65 | 101 | 2 bytes | 3 cycles |
| Zero page indexed with X | 75 | 117 | 2 bytes | 4 cycles |
| Indirect indexed with Y | 71 | 113 | 2 bytes | 5 cycles |
| Indexed indirect with X | 61 | 97 | 2 bytes | 6 cycles |

## AND - Logical AND

Performs the AND function on the operand data and the ACCUMULATOR. The result is left in the ACCUMULATOR.
Affects SIGN and ZERO bits.
Codes:

| Immediate | 29 | 41 | 2 bytes | 2 cycles |
| :--- | :--- | :--- | :--- | :--- |
| Absolute | $2 D$ | 45 | 3 bytes | 4 cycles |
| Absolute indexed with X | $3 D$ | 61 | 3 bytes | 4 cycles |
| Absolute indexed with $Y$ | 39 | 57 | 3 bytes | 4 cycles |
| Zero page | 25 | 37 | 2 bytes | 3 cycles |
| Zero page indexed with X | 35 | 53 | 2 bytes | 4 cycles |
| Indirect indexed with Y | 31 | 49 | 2 bytes | 5 cycles |
| Indexed indirect with X | 21 | 33 | 2 bytes | 6 cycles |

ASL - Arithmetic shift left

Shifts each bit one place to the left. 0 enters bit 0 and the previous bit 7 enters the CARRY bit.
Affects SIGN, CARRY and ZERO bits.
Codes:

| ACCUMULATOR | OA | 10 | 1 byte | 2 cycles |
| :--- | :--- | :--- | :--- | :--- |
| Absolute | OE | 14 | 3 bytes | 6 cycles |
| Absolute indexed with $X$ | 1 E | 30 | 3 bytes | 7 cycles |
| Zero page | 06 | 06 | 2 bytes | 5 cycles |
| Zero page indexed with X | 16 | 22 | 2 bytes | 6 cycles |

## CMP - Compare with the ACCUMULATOR

The operand data is subtracted from the ACCUMULATOR, but the ACCUMULATOR is not altered. The CARRY bit is cleared if the ACCUMULATOR is less than the operand data, otherwise it is sei. The ZERO bit is set if the ACCUMULATOR is equal to the operand data, otherwise it is cleared. The SIGN bit is set if the final result is negative.
Affects SIGN, CARRY and ZERO bits.
Codes:

| Immediate | C9 | 201 | 2 bytes | 2 cycles |
| :--- | :--- | :--- | :--- | :--- |
| Absolute | CD | 205 | 3 bytes | 4 cycles |
| Absolute indexed with X | DD | 221 | 3 bytes | 4 cycles |
| Absolute indexed with Y | D9 | 217 | 3 bytes | 4 cycles |
| Zero page | C5 | 197 | 2 bytes | 3 cycles |
| Zero page indexed with X | D5 | 213 | 2 bytes | 4 cycles |
| Indirect indexed with Y | D1 | 209 | 2 bytes | 5 cycles |
| Indexed indirect with X | C1 | 193 | 2 bytes | 6 cycles |

## CPX - Compare with the X-INDEX

The operand data is compared with the X-INDEX. The SIGN, CARRY and ZERO bits are affected in the same way as for CMP.
Codes:

| Immediate | E0 | 224 | 2 bytes | 2 cycles |
| :--- | :--- | :--- | :--- | :--- |
| Absolute | EC | 236 | 3 bytes | 4 cycles |
| Zero page | E4 | 228 | 2 bytes | 3 cycles |

## CPY - Compare with the Y-INDEX

The operand data is compared with the Y-INDEX. The SIGN, CARRY and ZERO bits are affected in the same way as for CMP.
Codes:

| Immediate | C0 | 192 | 2 bytes | 2 cycles |
| :--- | :--- | :--- | :--- | :--- |
| Absolute | CC | 204 | 3 bytes | 4 cycles |
| Zero page | C4 | 196 | 2 bytes | 3 cycles |
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## DEC - Decrement

The contents of the specified register or memory location are decremented by one and put back in the same place.
Affects SIGN and ZERO bits, but not the CARRY bit.
Codes:

| Absolute | CE | 206 | 3 bytes | 6 cycles |
| :--- | :--- | :--- | :--- | :--- |
| Absolute indexed with X | DE | 222 | 3 bytes | 7 cycles |
| Zero page | C6 | 198 | 2 bytes | 5 cycles |
| Zero page indexed with X | D6 | 214 | 2 bytes | 6 cycles |
| DEX (Decrement X-INDEX) | CA | 202 | 1 byte | 2 cycles |
| DEY (Decrement Y-INDEX) | 88 | 136 | 1 byte | 2 cycles |

## EOR - EXCLUSIVE-OR

Performs the EXCLUSIVE-OR function with the operand data and the
ACCUMULATOR. The SIGN and ZERO bits are affected but not the CARRY bit.
Codes:

| Immediate | 49 | 73 | 2 bytes | 2 cycles |
| :--- | :--- | :--- | :--- | :--- |
| Absolute | $4 D$ | 77 | 3 bytes | 4 cycles |
| Absolute indexed with X | $5 D$ | 93 | 3 bytes | 4 cycles |
| Absolute indexed with $Y$ | 59 | 89 | 3 bytes | 4 cycles |
| Zero page | 45 | 69 | 2 bytes | 3 cycles |
| Zero page indexed with X | 55 | 85 | 2 bytes | 4 cycles |
| Indirect indexed with Y | 51 | 81 | 2 bytes | 5 cycles |
| Indexed indirect with X | 41 | 65 | 2 bytes | 6 cycles |

## INC - Increment

The contents of the specified register or memory location are incremented by one and put back in the same place.
Affects SIGN and ZERO bits, but not the CARRY bit.
Codes:
Absolute

| Absolute | EE | 206 | 3 bytes | 6 cycles |
| :--- | :--- | :--- | :--- | :--- |
| Absolute indexed with X | FE | 222 | 3 bytes | 7 cycles |
| Zero page | E6 | 198 | 2 bytes | 5 cycles |
| Zero page indexed with X | F6 | 214 | 2 bytes | 6 cycles |
| INX (Increment X-INDEX) | E8 | 202 | 1 byte | 2 cycles |
| INY (Increment Y-INDEX) | C8 | 136 | 1 byte | 2 cycles |

## LDA - Load the ACCUMULATOR

The operand data is loaded into the ACCUMULATOR.
Affects SIGN and ZERO bits but not the CARRY bit.
Codes:

Immediate
Absolute

A9 1692 bytes 2 cycles
AD 1733 bytes 4 cycles

| Absolute indexed with X | BD | 189 | 3 bytes 4 cycles |  |
| :--- | :--- | :--- | :--- | :--- |
| Absolute indexed with Y | B9 | 185 | 3 bytes | 4 cycles |
| Zero page | A5 | 165 | 2 bytes | 3 cycles |
| Zero page indexed with X | B5 | 181 | 2 bytes 4 cycles |  |
| Indirect indexed with Y | B1 177 | 2 bytes 5 cycles |  |  |
| Indexed indirect with X | A1 | 161 | 2 bytes | 6 cycles |

LDX - Load the X-INDEX
The operand data is loaded into the X-INDEX.
Affects SIGN and ZERO bits, but NOT the CARRY bit.
Codes:

| Immediate | A2 | 162 | 2 bytes | 2 cycles |
| :--- | :---: | :---: | :--- | :--- |
| Absolute | AE | 174 | 3 bytes | 4 cycles |
| Absolute indexed with Y | BE | 190 | 3 bytes | 4 cycles |
| Zero page | A6 | 166 | 2 bytes | 3 cycles |
| Zero page indexed with Y | B6 | 182 | 2 bytes | 4 cycles |

LDY - Load the Y-INDEX
The operand data is loaded into the Y-INDEX.
Affects SIGN and ZERO bits, but NOT the CARRY bit.
Codes:

| Immediate | A0 | 160 | 2 bytes | 2 cycles |
| :--- | :--- | :--- | :--- | :--- |
| Absolute | AC | 172 | 3 bytes | 4 cycles |
| Absolute indexed with X | BC | 188 | 3 bytes | 4 cycles |
| Zero page | A4 | 164 | 2 bytes | 3 cycles |
| Zero page indexed with X | B4 | 180 | 2 bytes | 4 cycles |

## LSR - Logical shift right

The contents of the specified memory location or the ACCUMULATOR are shifted one bit to the right. Bit 7 becomes 0 and the previous bit 0 is shifted into the CARRY bit.
Affects SIGN, CARRY and ZERO bits.

| ACCUMULATOR | 4 A | 74 | 1 byte | 2 cycles |
| :--- | :--- | :--- | :--- | :--- |
| Absolute | 4 E | 78 | 3 bytes | 6 cycles |
| Absolute indexed with X | 5 E | 94 | 3 bytes | 7 cycles |
| Zero page | 46 | 70 | 2 bytes | 5 cycles |
| Zero page indexed with X | 56 | 86 | 2 bytes | 6 cycles |

## NOP - No operation

A 'filler' or 'time-waster'; it affects nothing but just uses up one byte and takes two cycles.
Does not affect SIGN, CARRY or ZERO bits.
Code:
NOP (No operation) EA 2341 byte 2 cycles

Performs the OR function with the operand data and the ACCUMULATOR Affects SIGN and ZERO bits, but NOT the CARRY bit.
Codes:

| Immediate | 09 | 9 | 2 bytes | 2 cycles |
| :--- | :--- | :--- | :--- | :--- |
| Absolute | $0 D$ | 13 | 3 bytes | 4 cycles |
| Absolute indexed with X | $1 D$ | 29 | 3 bytes | 4 cycles |
| Absolute indexed with Y | 19 | 25 | 3 bytes | 4 cycles |
| Zero page | 05 | 5 | 2 bytes | 3 cycles |
| Zero page indexed with X | 15 | 21 | 2 bytes | 4 cycles |
| Indirect indexed with Y | 11 | 17 | 2 bytes | 5 cycles |
| Indexed indirect with X | 01 | 1 | 2 bytes | 6 cycles |

## ROL - Rotate left

The contents of the specified location or the ACCUMULATOR are shifted left by one bit. The CARRY bit is shifted into bit 0 and the previous bit 7 is shifted into the CARRY bit. Affects SIGN, CARRY and ZERO bits.
Codes:

| ACCUMULATOR | 2A | 42 | 1 byte | 2 cycles |
| :--- | :--- | :--- | :--- | :--- |
| Absolute | 2E | 46 | 3 bytes | 6 cycles |
| Absolute indexed with $X$ | 3E | 62 | 3 bytes | 7 cycles |
| Zero page | 26 | 38 | 2 bytes | 5 cycles |
| Zero page indexed with $X$ | 36 | 54 | 2 bytes | 6 cycles |

## ROR - Rotate right

The contents of the specified location or the ACCUMULATOR are shifted right by one bit. The CARRY bit is shifted into bit 7 and the previous bit O is shifted into the CARRY bit. Affects SIGN, CARRY and ZERO bits.
Codes:

| ACCUMULATOR | $6 A$ | 106 | 1 byte | 2 cycles |
| :--- | :--- | :--- | :--- | :--- |
| Absolute | $6 E$ | 110 | 3 bytes | 6 cycles |
| Absolute indexed with $X$ | $7 E$ | 126 | 3 bytes | 7 cycles |
| Zero page | 66 | 102 | 2 bytes | 5 cycles |
| Zero page indexed with $X$ | 76 | 118 | 2 bytes | 6 cycles |

## SBC - Subtract with carry

The operand data is subtracted from the ACCUMULATOR. If the CARRY bit is initially cleared, then a further ' 1 ' is subtracted from the result. The final result is stored in the ACCUMULATOR. If a borrow occurs during the subtraction, the CARRY bit is cleared to 0 , otherwise it is set to 1 .
Affects SIGN, CARRY and ZERO bits.
Codes:

| Immediate | E9 233 | 2 bytes 2 cycles |  |
| :--- | :--- | :--- | :--- | :--- |
| Absolute | ED 237 | 3 bytes | 4 cycles |
| Absolute indexed with X | FD 253 | 3 bytes 4 cycles |  |
| Absolute indexed with Y | F9 249 | 3 bytes 4 cycles |  |
| Zero page | E5 229 | 2 bytes 3 cycles |  |
| Zero page indexed with X | F5 245 | 2 bytes 4 cycles |  |
| Indirect indexed with Y | F1 241 | 2 bytes 5 cycles |  |
| Indexed indirect with X | E1 225 | 2 bytes 6 cycles |  |

## STA - Store the ACCUMULATOR contents

The contents of the ACCUMULATOR are stored in the specified memory location. The SIGN, CARRY and ZERO bits are not affected.
Codes:

| Absolute | BD | 189 | 3 bytes | 4 cycles |
| :--- | :--- | :--- | :--- | :--- |
| Absolute indexed with X | $9 D$ | 157 | 3 bytes | 4 cycles |
| Absolute indexed with Y | 99 | 153 | 3 bytes | 4 cycles |
| Zero page | 85 | 133 | 2 bytes | 3 cycles |
| Zero page indexed with $X$ | 95 | 149 | 2 bytes | 4 cycles |
| Indirect indexed with $Y$ | 91 | 145 | 2 bytes | 5 cycles |
| Indexed indirect with $X$ | 81 | 129 | 2 bytes | 6 cycles |

## STX - Store the X-INDEX contents

The contents of the X-INDEX are stored in the specified memory location. The SIGN,
CARRY and ZERO bits are not affected.
Codes:

| Absolute | 8 E | 142 | 3 bytes | 4 cycles |
| :--- | :--- | :--- | :--- | :--- |
| Zero page | B6 | 182 | 2 bytes | 3 cycles |
| Zero page indexed with Y | 96 | 150 | 2 bytes | 4 cycles |

STY - Store the Y-INDEX contents
The contents of the Y-INDEX are copied into the specified memory location. The SIGN, CARRY and ZERO bits are not affected.
Codes:

| Absolute | $8 C$ | 140 | 3 bytes | 4 cycles |
| :--- | ---: | :--- | :--- | :--- |
| Zero page | 84 | 132 | 2 bytes | 3 cycles |
| Zero page indexed with $X$ | 94 | 148 | 2 bytes | 4 cycles |

## Part 2 Jump and branch instructions

None of the branch or jump instructions has any affect on the SIGN, CARRY or ZERO bits. Each branch instruction takes 2 cycles if it is not obeyed. If it is obeyed, it takes 3 cycles, plus one further cycle if a page boundary is crossed.

BCC (if the CARRY bit is 0) $90 \quad 144 \quad 2$ bytes
BCS (if the CARRY bit is 1) B0 1762 bytes
BEQ (if the ZERO bit is 1) F0 2402 bytes
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| BNE (if the ZERO bit is 0) | D0 | 208 | 2 bytes |  |
| :--- | :--- | :--- | :--- | :--- |
| BMI (if the SIGN BIT is 1) | 30 | 48 | 2 bytes |  |
| BPL (if the SIGN BIT is 0) | 10 | 16 | 2 bytes |  |
| JMP - Jump to operand address | $4 C$ | 76 | 3 bytes | 3 cycles |
| JSR - Jump to subroutine | 20 | 32 | 3 bytes | 6 cycles |
| RTS - Return from subroutine | 60 | 96 | 1 byte | 6 cycles |
| BRK - Break | 00 | 0 | 1 byte | 7 cycles |

Execution of the program stops and the PROGRAM COUNTER is loaded with the contents of memory locations 65534 and 65535 . A jump to this address then occurs. In the BBC microcomputer control passes to a special routine (see page 464 of the guide).

Part 3 Internal microprocessor register instructions

| CLC - Clear the CARRY bit | 18 | 24 | 1 byte | 2 cycles |
| :--- | :--- | :--- | :--- | :--- |
| SEC - set the CARRY bit | 38 | 56 | 1 byte | 2 cycles |
| CLI - Clear the INTERRUPT bit | 58 | 88 | 1 byte | 2 cycles |
| SEI - set the INTERRUPT bit | 78 | 120 | 1 byte | 2 cycles |

The following transfer instructions copy the contents of the first register into the second. The SIGN and ZERO bits are affected, but not the CARRY bit.

| TAX - ACCUMULATOR to X-INDEX | AA | 170 | 1 byte | 2 cycles |
| :--- | :--- | :--- | :--- | :--- |
| TAY - ACCUMULATOR to Y-INDEX | A8 | 168 | 1 byte | 2 cycles |
| TXA - X-INDEX to ACCUMULATOR | $8 A$ | 138 | 1 byte | 2 cycles |
| TYA - Y-INDEX ACCUMULATOR | 98 | 152 | 1 byte | 2 cycles |

The following instructions increment or decrement the internal registers. The SIGN and ZERO bits only are affected.

| DEX - Decrement the X-INDEX | CA | 202 | 1 byte | 2 cycles |
| :--- | :--- | :--- | :--- | :--- |
| DEY - Decrement the Y-INDEX | 88 | 136 | 1 byte | 2 cycles |
| INX - Increment the X-INDEX | E8 | 232 | 1 byte | 2 cycles |
| INY - Increment the Y-INDEX | C8 | 200 | 1 byte | 2 cycles |

This list is not complete. Several instructions involving interrupts exist, but the BBC microcomputer uses the interrupt system for its own purposes. It is difficult for another user to construct his own interrupts because of conflicts. These instructions are thus not described.

There are also instructions involving decimal addition and subtraction. There is no point in the user writing machine code programs involving these instructions, it is nearly always easier to use BASIC and to pass the results to a machine code routine later.

Binary

00000000
00000001
00000010
00000011
00000100
00000101
00000110
00000111
00001000
00001001
00001010
00001011
00001100
00001101
00001110
00001111
00010000
00010001
00010010
00010011
00010100
00010101
00010110
00010111
00011000
00011001
00011010
00011011
00011100
00011101
00011110
00011111
00100000
00110000
01000000
01010000
01100000
01110000
10000000
10010000
10100000

Decimal
0
1
2
3
4
5
6
7
8
9
10
11
12
13
14
15
16
17
18
19
20
21
22
23
24
25
26
27
28
29
30
31
32
48
64
80
96
$112 \quad 70$
128
144
160

Hexadecimal
00
01
02
03
04
05
06
07
08
09
OA
OB
OC
OD
OE
0 F
10
11
12
13
14
15
16
17
18
19
1A
1B
1 C
1D
1E
$1 F$
20
30
40
50
60
80
90
AO

| 10110000 | 176 | B0 |
| :--- | :--- | :--- |
| 11000000 | 192 | C0 |
| 11010000 | 224 | D0 |
| 11100000 | 232 | E0 |
| 11110000 | 240 | F0 |
| 1111111 | 255 | FF |

## Solutions to problems

The following are not necessarily the only solutions. The test of any solution is whether it actually works. 6502 SIMULATION lets you try out your own ideas in 99 per cent of all cases.

1 LDA \#50
STA 2
2 LDA 7
STA 6
3 LDA \#1
STA 1
LDA \#2
STA 2
LDA \#3
STA 3
4 LDA \#0
STA 1
STA 2
STA 3
etc.
5 LDY \#5
STY 1
LDX 1
6 The contents of location 5 are the data contained in the memory at the address number 5 . This data can have any value from 0 to 255 . The address of location 5 is in fact 5 (the fifth address).
7 Data write: the data is copied from the ACCUMULATOR, or the X - or Y -INDEX into the addressed location in memory.
Data read: the data in a memory location is copied into the ACCUMULATOR, or the X - or Y -INDEX. LDA 2 is a data read instruction
8 (i) 512
(ii) 3082
(iii) 10440
(iv) 20480
(v) 60000
9 (i) 0,1
(ii) 0,4
(iii) 1,16
(iv) 64,31
(v) 255,255
10 CLC
LDA \#45
ADC \#54
11 CLC
LDA 4
ADC 5
STA 3
12 LDA \#194
STA 1
LDA \#1
STA 2
LDA \#28
STA 3
LDA \#2
STA 4
CLC
LDA 1
ADC 3
STA 5
LDA 2
ADC 4
STA 6
13 LDA \#225
STA 1
LDA \#100
STA 2
CLC
LDA 1
ADC 2
STA 3
LDA \#0
ADC \#0
STA 4
14 LDA \#232
STA 5
LDA \#3
STA 6
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|  | CLC |  |
| :---: | :---: | :---: |
|  | LDA 5 |  |
|  | ADC \#1 |  |
|  | STA 5 |  |
|  | LDA 6 |  |
|  | ADC \#0 |  |
|  | STA 6 |  |
| 15 | 32768 + 32768 |  |
|  | $32769+32767$ |  |
|  | $32770+32766$ |  |
|  | 32771 + 32765 |  |
|  | etc. |  |
| 16 | SEC |  |
|  | LDA \#25 |  |
|  | SBC \#25 |  |
| 17 | LDA \#15 |  |
|  | STA 1 |  |
|  | LDA \#45 |  |
|  | STA 2 |  |
|  | SEC |  |
|  | LDA 1 |  |
|  | SBC 2 |  |
|  | STA 3 |  |
| 18 | LDA \#15 |  |
|  | STA 1 | Place the number |
|  | LDA \#3 | in the stores |
|  | STA 2 |  |
|  | CLC |  |
|  | LDA 1 |  |
|  | ADC 1 |  |
|  | STA 3 | Add the number |
|  | LDA 2 | to itself |
|  | ADC 2 |  |
|  | STA 4 |  |
|  | SEC |  |
|  | LDA 3 |  |
|  | SBC 1 |  |
|  | STA 3 | Subtract the first |
|  | LDA 4 | number, hopefully |
|  | SBC 2 | leaving the same |
|  | STA 4 | number in both stores. |

19 LDA \#0
STA 1
STA 2
SEC
LDA 1
SBC \#1
STA $1 \quad$ The result is 255,255
LDA 2 the two-byte
SBC \#0 equivalent of -1 .
STA 2
$20 \quad 5$
85 is 01010101
45 is 00101101
2185 AND 45 is 5
2285 OR 45 is 125
2385 EOR 45 is 120
24 LDA 5
AND \#249
STA 5
25 LDA 5
ORA \#127
STA 5
26 10000...the last JMP instruction
27 A crash; the program continually jumps back to repeat itself (just like 100
GOTO 100 in BASIC).
28 BNE -9 causes a branch back to line 16209, thus omitting the CLC
instruction. This would cause an error if the CARRY bit had been set, but there
is no danger of that here, so the result will be the same as with BNE
-10.
BCC -10 will cause about eighty-five repeats of the loop, since the CARRY bit will not become set until the addition exceeds 255 . The DEY instruction has no effect on the CARRY bit.

## 7 Assembly language programming

'If you want to get somewhere else, you must run at least twice as fast as that!'<br>(Lewis Carroll, Through the Looking Glass)

Microcomputers are not designed for running machine code programs in the same way that they are for BASIC. There are generally more problems in entering, saving, loading and running such programs. In particular, machine code programs contain no error checking procedures like BASIC. If you ask the microcomputer (in BASIC) to GOTO a non-existent line, it will stop and tell you that this is not possible. If you tell a
microprocessor to JMP to the wrong address, it will still jump and may cause a crash. This may mean that you lose all control of the machine and have to reset to regain control.

Crashes are quite common in machine code programming. Fortunately, the BBC microcomputer can recover from such events without loss of program in most cases. The BREAK key will usually regain control over the microprocessor. Then, if OLD is typed, the original program will usually be restored too. The exceptions are when the crash has written rubbish into the part of memory used by BASIC. The message 'Bad program' might then appear, so that it has to be reloaded. This is not a disaster provided you saved the program on cassette tape or disk before it was run.

## Machine code graphics

Machine code graphics give a particularly good introduction to machine code programming in general, as well as being important in their own right. The screen gives a visible record of the contents of the memory locations, so direct observations on the course of the program can be made. In Chapter 2 we looked at BASIC methods of making the *-character move around the screen. We shall now study how to do this in machine code.

A program to place $40{ }^{*}$-characters along the top line of the screen (in MODE 7) is relatively simple. To begin with we write it in the way we used in Chapter 6.

|  | LDX \#0 | ;first screen position |
| :--- | :--- | :--- |
|  | LDA \#42 | ;get value for *-character |
| .$n e x t ~$ | STA \&7C00, | ;place * in screen position |
|  | INX |  |
|  | CPX \#40 | ;All positions done? |
|  | BNE -8 | ;No, do next position |
|  | RTS | ;Yes, so finish |

This now has to be converted into the binary codes that the microprocessor understands. With most other microcomputers there are three ways of doing this, two of which involve hand compilation. Each mnemonic is looked up in a table and converted into the correct decimal or hexadecimal code. Branch displacements or offsets must be carefully worked out and actual addresses calculated and split into their high byte, low byte components. Finally, the codes must be entered into the memory from BASIC. The BBC microcomputer user is most fortunate in having an assembler to do this instead and therefore can ignore hand compilation altogether.

## Assembler

The BBC assembler allows a mnemonic program to be entered as part of a BASIC program. Only those who have had to use microcomputers without an assembler can appreciate the value of this. Its inclusion puts the BBC microcomputer designers into the genius class.

The method of using this assembler is shown below. Each instruction is preceded by a line number, as in BASIC, but these numbers have no significance for the machine code program itself; they are simply there as a programming aid, to allow the insertion of extra lines, deletions or for listings, etc. You cannot GOTO any of these line numbers from BASIC, nor JMP to them in machine code. In Chapter 6 our line numbers represented the memory locations where the instructions (or rather their binary codes) were stored. This is not true for the BBC assembler.

This is how the 40-* program looks when listed in any MODE other than MODE 7. (In MODE 7 the [ and I brackets are printed as left and right arrows, also the backslash character becomes the symbol for one half.)

| 1 MODE 7 |  |  |
| :---: | :---: | :---: |
| 2 HIMEM = \& 4000:REM RESERVE SPACE FOR MACHINE CODEPROGRAM |  |  |
| 3 FOR pass = 0 TO 3 STEP 3 |  |  |
| 1000 P\% = \&4000:REM START ADDRESS OF MACHINE COD PROGRAM |  |  |
| 1010 [OPT pass |  |  |
| 1020 |  | $\backslash$ STARS |
| 1030 |  | \ THIS PROGRAM PLACES 40 *-CHARACTERS |
| 1040 |  | \ ON THE TOP LINE OF THE SCREEN |
| 1060 |  |  |
| 1070 .stars | LDX \#0 | $\backslash$ POINT TO FIRST POSITION |
| 1080 | LDA \#42 | $\backslash$ GET *-CHARACTER |
| 1090 .nxtpos | STA \& 7C00, X | \ SEND IT TO THE SCREEN |
| 1100 | INX |  |
| 1110 | CPX \#40 | \ ALL POSITIONS DONE? |
| 1120 | BNE nxtpos | \ NO DO NEXT POSITION |
| 1130 | RTS | 1 YES SO FINISH |

1140 ]
1150 NEXT pass
1160 FOR T=1 TO 2000:NEXTT:REM Delay to emphasize the rapidity of the machine code routine
1190 CLS
1200 CALL stars
There are several points to be noted about this listing. Firstly, line 1010 sets the program counter ( $\mathrm{P} \%$ ) to the desired starting address of the machine code routine. This is where the machine code is placed when the program is run. This facility enables us to put different parts of the program into different locations, particularly to keep tables apart from the program. To prevent BASIC from competing with our machine code program, we tell BASIC not to use any locations at or above HIMEM. Thus line 2 of the program sets HIMEM to the desired limit for BASIC. This instruction must be placed very early in the program, preferably immediately after setting the MODE. Care must also be taken not to be too greedy, or BASIC will die of starvation! HIMEM $=\& 4000$ leaves BASIC with at least eight kilobytes, which is enough for most purposes. It gives us fifteen kilobytes for our machine code programs in MODE 7, at least six kilobytes in MODE 4, 5 and 6 and practically nothing at all for the other modes (so if you want to use them with machine code programs, you will need to set HIMEM lower still).

BBC BASIC does not allow a variable (or label as it is called in this case) like nxtpos to be used before it has been declared. In this particular program nxtpos is declared first and afterwards line 1120 of the machine code routine makes reference to it, so there is no problem. In the case of a forward branch, however, the label would be referred to before being declared and the program would signal an error. This is prevented by making two passes through the assembly listing, the first time with OPT 0 selected and the second time with OPT 3 selected. OPT 0 allows the listing to be assembled but suppresses the error messages caused by any such forward referencing. The first pass through the listing does, however, assign addresses to the labels, so that during the second pass all labels can be referenced without error. If P\% is declared before entering the FOR...NEXT loop, BASIC compiles the assembly language routine into two different places and this may cause complications later. The format given above should therefore be adhered to every time.

Note too that the BASIC statement to run this machine code routine (CALL stars) is reached after the machine code has been assembled. It is more usual to have such CALLs at the start, in which case the assembly language routine could be placed as a subroutine at the end of the program and compiled from a GOSUB at the beginning. Most of the programs to be described later are like this.

Because of the peculiar nature of the BBC microcomputer screen memory, machine code graphics routines should be called after clearing the screen with CLS. If this is not done, then the address \& 7 C 00 may not be at the top of the screen, and the result will be rather different from that expected. It can be seen that it is not necessary to calculate the branch displacement (offset) in line 1 120. The place in the program to where we intend to branch is already labelled '.nxtpos'

We simply state BNE nxtpos and leave the assembler to work out the offset for us. If the branch exceeds the limits of -128 to +127 , the assembler will tell us of this error during pass 3.

Note, finally, the ability to put comments into the source program. These must be placed after the backslash ( $\$ ) and they behave just like BASIC REM statements. The microprocessor ignores them, but they are invaluable for explaining how the program works. This is essential, not only for others, who may wish to read the program to see how it works but also for the programmer; it is incredible how incomprehensible an undocumented program becomes after even a few weeks. Note that the backslash is only essential if the comment is the only thing on a particular line. After an instruction it is not always needed if there is a space between the operand and the comment and if the comment begins with an alphabetic character then all is well.

When this program is run, it first compiles the assembly language part (between the [ ] brackets) into machine code and stores these codes in the memory starting at location \&4000 (as we instructed in line 1010). During OPT 3 the assembled routine is printed on the screen like this:
$>$ RUN
4000
4000
4000
4000
4000
4000 A2 00
4002 A9 2A
4004 9D 00 7C00
4007 E8
4008 E0 28
400A D0 F8
400C 60

## OPT pass

$\backslash$ STARS
$\backslash$ THIS PROGRAM PLACES 40 *-CHARACTERS
\ON THE TOP LINE OF THE SCREEN
.stars LDX\#O \POINT TO FIRST POSITION
LDA\#42 $\backslash$ GET *-CHARACTER
.nxtpos STA \&7C00, X ISEND IT TO SCREEN
INX
CPX\#40 \ALL POSITIONS DONE?
BNE nxtpos NO DO NEXT POSITION
RTS IYES SO FINISH

The mnemonic instructions and comments are unchanged, but now they are preceded by new sets of numbers. The first numbers (4000 etc.) are the memory locations where the machine codes for the instructions are now placed. This is exactly the same as in 6502 SIMULATION. Because some instructions take two bytes and others take three bytes, these memory locations are apparently not consecutive, but they are. Note that these numbers are in hexadecimal.

The second set of numbers are the codes themselves, also in hexadecimal. Since the BBC assembler does all the work for us, you need not bother with these, but spare a thought for those who still have to compile programs by hand. They have to look up each instruction code and work out each branch offset with pencil and paper. What lucky We are still, however, making very little use of the power of the assembler. Here is a people we are! better version of STARS:

## 1 MODE7

2 HIMEM=\&4000:REM RESERVE SPACE FOR MACHINE CODE PROGRAM
3
900 char $=42$
910 screen $=\& 7$ C00
920 max $=40$
930
1000 FOR pass=0 TO 3 STEP 3
1010 P\%=\&4000:REM START ADDRESS OF MACHINE CODE PROGRAM
1020 [OPT pass
1030
1040
1050
1060
1070 .charput LDX\#0
1080 LDA\#char
1090 .nxtpos STA screen, X
1100 INX
1110 CPX\#max
1120 BNE nextpos
1130 RTS
1140 ]
1150 NEXTpass
1160 FORT=1TO2000:NEXTT
1190 CLS
1200 CALL charput
This ability to use symbols, as they are called, to refer to different quantities is of no advantage in a short program. But in a long program we might want to refer to 'char' many times. Later, we might wish to replace this by a different character. It would be time consuming to go through the whole program, changing every 42 to 81 say, but a single change to line $900(c h a r=81)$ achieves the same end. The same is true about the screen position for these characters (screen) and the number to be placed there (max).

## Direct coding

There are other ways of entering binary codes into memory for the BBC microcomputer. One of these is via BASIC and is particularly useful for loading tables into the memory. Suppose, for example, you wanted to use the sine functions of numbers from 0 to 255 in a machine code program. It is easy to do this from BASIC with the following routine:

10 FOR i $=0$ TO 255
20 ? $(\& 4200+\mathrm{i})=128+127{ }^{*} \mathrm{SIN}\left(\mathrm{i}^{*} \mathrm{PI} / 128\right)$
30 NEXT i

This constructs a sine table of one cycle stored in 256 successive bytes of memory. The numbers can then be accessed from this table in machine code. The number of degrees being looked up in the table is first loaded into the X-INDEX and the sine value retrieved with

## LDA \&4200, X

We shall see several examples of this technique in later programs. In particular it is used in the wave motion programs and the large digits routine described later in this chapter. This method can also be used for entering machine code routines directly into the memory. The program above could be written as follows:

```
    10 FOR location = &4000 TO &400C
    20 READ code
    30 ?location = code
    4 0 ~ N E X T ~ l o c a t i o n ~
    50 DATA 162,0,169,42,157,0,124,232,224,40,208,248,96
100 CLS
200 CALL &4000
```

Apart from using up less memory (of doubtful value) the only advantage of this is that it hides your program from others. However, a determined poacher could easily load it and disassemble it to see how it works. This technique is thus only of historical interest now. REACTION TIMER (6) uses this technique because that program was written before I learned how to do forward referencing by making two passes through the assembler.

A DISASSEMBLER (37) is listed in the Appendix for those who wish to use it for the purposes mentioned above. Its main application is for investigating the operating system of the BBC microcomputer itself. This may reveal several possible ways of making use of the operating system in user-written programs, particularly its keyboard handling and display routines. However, since the user guide is so helpful in providing these details, I am not sure that it will yield much new information.

## Description of the 40-* program

The initial line numbers are used to refer to particular lines. Lines 900, 910 and 920 declare the values of the variables to be used in the assembly language program. Some of these are decimal and some are hexadecimal, but BASIC will take care of this. Line 1070 is the start of the assembly language program, so it is given its name with the label ' .charput'. LDX \#0 sets up the X-INDEX as a pointer, initializing it to the first screen position (0). In line 1080 the ACCUMULATOR is loaded with the screen value of the character to be displayed - in this case the *-character. The \# symbol in front of the symbol 'char' shows that it is the value of char that is loaded (that is, char is not an address). The instruction LDA char means 'load the ACCUMULATOR from the address called char'. This difference between immediate and memory addressing is exactly as described in Chapter 6, except that there we used numbers instead of symbols.

In line 1090 the value of char is sent to its screen position using the indexed address mode; the value of the X-INDEX is added to the value of the operand, which is called
screen. This value is an address (which was chosen in line 910). Line 1090 is labelled 'nxtpos' so that a BRANCH can be made to it later.

Next, in line 1100, the X-INDEX is incremented to point to the next adjacent screen position. Line 1110 compares the new value of the X-INDEX with the maximum allowable value ('max', which was initially set to 40 , because there are forty columns on the screen). If the two values are equal, then the routine finishes, returning control to BASIC with RTS. But this only happens after forty $*$ s have been printed. Initially the X-INDEX will be smaller than max, in which case the branch condition will succeed and the program counter will go back eight bytes to the label 'nxtpos'. The value of char will next be stored in screen +1 , then, during the next loop in screen +2 and so on. This will happen a total of forty times, giving a whole row of $*$-characters.

## Branching

In Chapter 6 we had a brief look at branching, but this is such a vital concept that we must now study it more deeply. A branch is not a direction to jump to a particular place, it is more like a jump over a particular number of bytes. The numerical operand of a branch instruction is the number of bytes to be missed out. This branching, or skipping as it is also called, can occur in the forward direction or in the reverse direction. The purpose of a BRANCH is to perform the equivalent of IF...THEN...ELSE in BASIC. In the above program we required:

IF the X-INDEX is not equal to max, THEN go back to nxtpos, ELSE return to BASIC.

With this sort of BRANCH the ZERO bit in the STATUS register is inspected and whether the branch is obeyed (succeeds) or whether the branch is ignored (fails) depends upon whether the ZERO bit is set or cleared. We have already mentioned the STATUS register bits that are used in this way, they are as follows:

| The CARRY bit | Set to 1 by <br> addition, or <br> subtraction, <br> or shifting | Cleared to 0 by <br> addition, or <br> subtraction, <br> or shifting |
| :--- | :--- | :--- |
| The SIGN bit | Negative <br> result | Positive <br> result |
| The ZERO bit | Zero result | Non-zero result |

By 'result' in this context is meant the result of any operation, whether loading, storing, adding or subtracting to the ACCUMULATOR, the X-INDEX or the Y-INDEX. The only exceptions are INCREMENT and DECREMENT, which do not affect the CARRY bit, although these operations do affect the other two bits.

Here are the more useful 6502 BRANCHING operations:

BEQ BRANCH IF EQUAL TO ZERO BNE BRANCH IF NOT EQUAL TO ZERO BCC BRANCH IF CARRY BIT IS CLEARED BCS BRANCH IF CARRY BIT IS SET BPL BRANCH IF PLUS BMI BRANCH IF MINUS

(if the ZERO bit is set to 1 ) (if the ZERO bit is cleared)
(if the SIGN bit is cleared) (if the SIGN bit is set)

The OPERAND of a branch instruction is the number of bytes of the machine code program to be skipped over. This is not difficult to calculate, but it is far more convenient to use labels. There will not then have to be a recalculation every time that extra instructions are inserted. The only problem is that forward branches cannot occur over more than 127 bytes. Backward branches cannot go more than 128 bytes. This means that the position to be branched to must not be too far ahead nor too far behind the position of the branch instruction. If this happens error 1 (out of range) will occur during the second pass through the assembler.

This restriction is overcome by using a JMP instruction. For example, the 40-* program might contain a large number of extra instructions, making it impossible to branch back to nxtpos. The relevant part might look like this:

```
1070 .charput LDX #0
1080 LDA #char
1090 .nxtpos STA screen,X
1 1 0 0 \text { (many more instructions here)}
1200
1 3 0 0
1400
1500
1600
1700
1710 INX
1720 CPX #max \ALL POSITIONS DONE?
1730 BEQ done \YES SO FINISH
1740 JMP nxtpos \NO DO NEXT POSITION
1750 .done RTS
```

Because the JMP can be to anywhere in the memory, this structure will always work. Program 26 (MOLECULAR MOTION) shows several examples where this has become necessary.

One advantage of a BRANCH over a JMP is that the latter must refer to a particular place in the memory. Once the assembly language routine has been compiled, the position of this particular place cannot be changed. A JMP operand refers to one particular memory location, so, if the compiled machine code routine is relocated (put) somewhere else, say beginning at location $\& 5000$, then the JMP operand will have to be recalculated and changed. Since the assembler does this automatically you rarely need to bother about it in normal programs. You would tend to use JMP instructions for unconditional jumps and BRANCH instructions otherwise.
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But, if you ever intend to burn your program into EPROM (see Chapter 9) all JMP operands will need to be changed to fit the new addresses. In such instances unconditional jumps are better made by setting the correct STATUS bit to a known value and branching accordingly. For example, the 40-* program could be written as follows:

| 1070 .charput LDX \#0 | 【POINT TO FIRST POSITION |
| :--- | :--- |
| 1080 LDA \#char | \GET * CHARACTER |
| 1090 .nxtpos STA screen, X | ISEND IT TO SCREEN |
| 1100 INX |  |
| 1110 CPX \#max | 【ALL POSITIONS DONE? |
| 1120 BEQ done | IYES SO FINISH |
| 1130 CLC |  |
| 1140 BCC nxtpos | IDO NEXT POSITION |
| 1150 .done RTS | (UNCONDITIONAL BRANCH) |

Line 1130 now contains the CLC instruction (clear the CARRY bit) and this is followed by BCC (branch if the CARRY bit is cleared). Well of course the CARRY bit is cleared, so this condition will always succeed! This technique implements the unconditional branch found on some other microprocessors (e.g. the Z80). In the previous version of this program we achieved the same result by a simple JMP instruction. The only advantage of this second method is that the BRANCH occurs over the required number of bytes, irrespective of where the whole routine is located. It can thus be placed anywhere in the memory, in particular, it can be burned into an EPROM without any changes. Note, however, that this only works if the number of bytes skipped over is less than 128.

## Screenfill

The X-INDEX can only point to screen positions that are no more than 255 away from the address called 'screen'. How then can we fill the whole screen with *-characters? The solution lies in being able to change the value of screen while the program is being run. This is done in the following self-modifying program:

1 MODE7
2 HIMEM = \&4000:REM RESERVE SPACE FOR MACHINE CODE PROGRAM

## 3

900 star $=42$
910
1000 FOR pass $=0$ TO 3 STEP 3
1010 P\% = \& 4000:REM START ADDRESS OF MACHINE CODE PROGRAM
1020 [OPT pass

1030
1040
1050
1100 .begin
\ STARS
\THIS PROGRAM FILLS THE SCREEN $\backslash$ WITH STARS
ISET OPERAND TO LOW BYTE

| 1110 | STA \& 400F | $\backslash$ ADDRESS |
| :---: | :---: | :---: |
| 1120 | LDA \#\&7C | ISET OPERANDTO HIGH BYTE |
| 1130 | STA \&4010 | \ADDRESS |
| 1140 | LDX \#4 | \FOUR PAGES TO BE SENT |
| 1150 | LDA \#star | \GET *-CHARACTER |
| 1160 .nxtpos | STA \&FFFF | ISEND TO SCREEN |
| 1170 | INC \& 400F | \DO NEXT POSITION |
| 1180 | BNE nxtpos | $\backslash$ \LL DONE ON THIS PAGE? |
| 1190 | INC \&4010 | IYES TURN TO THE NEXT PAGE |
| 1200 | DEX | \ALL PAGES DONE |
| 1210 | BNE nxtpos | INO DO NEXT PAGE |
| 1220 | RTS | \FINISH |
| 1230] |  |  |
| 1300 NEXT pass |  |  |
| 1350 CLS |  |  |
| 1360 FOR T=0 TO 2000:NEXTT |  |  |
| 1400 CALL be |  |  |

The effect of this program is quite electrifying, a thousand stars hit the screen simultaneously! A picture, or screenful of text could be flashed on and off the screen just as quickly (as in FAST SCREEN TRANSFER, 36). we now have to see how it works. To aid this discussion the compiled routine is reproduced in the form that the assembler displays it, but with the comments omitted.

| 4000 A9 00 | .begin | LDA\#\&00 |
| :--- | :--- | :--- |
| 4002 8D 0F 40 |  | STA\&400F |
| 4005 A9 7C |  | LDA\#\&7C |
| 4007 8D 10 40 |  | STA\&4010 |
| 400A A2 04 |  | LDX\#4 |
| 400C A9 2A |  | LDA\#star |
| 400E 8D FF FF | .nxtpos | STA\&FFFF |
| 4011 EE 0F 40 |  | INC\&400F |
| 4014 D0 F8 |  | BNE nxtpos |
| 4016 EE 10 40 |  | INC\&4010 |
| 4019 CALL |  | DEX |
| 401A D0 F2 |  | BNE nxtpos |
| 401C 60 |  | RTS |

The first task is to discover where the machine code program has stored the value of the screen address operand. A look at the assembly listing indicates that the binary code for this operand is placed in locations \& 400F and \& 4010. The numbers in the left column are where the machine code instructions are stored in the memory, These are consecutive, because the microprocessor will fetch each one in turn and execute it. The numbers in the next columns are the hexadecimal machine codes that are placed into the successive memory locations by the assembler. In a single column they look like this:

| 4000 A9 |  |
| :---: | :---: |
| 400100 |  |
| 4002 8D |  |
| 4003 OF |  |
| 400440 |  |
| 4005 A9 |  |
| 4006 7C |  |
| 4007 8D |  |
| 400810 |  |
| 400940 |  |
| 400A A2 |  |
| 400B 04 |  |
| 400C A9 |  |
| 400D 2A |  |
| 400E 8D |  |
| 400F FF | (low byte of screen address) |
| 4010 FF | (high byte of screen address) |
| 4011 EE |  |
| 4012 OF |  |
| 401340 |  |
| 4014 D0 |  |
| 4015 F8 |  |
| 4016 EE |  |
| 401710 |  |
| 401840 |  |
| 4019 CA |  |
| 401A D0 |  |
| 401B F2 |  |
| 401C 60 |  |

Location $\& 400 \mathrm{~F}$ contains the low byte of the operand address for screen and location \&4010 contains the high byte address. To begin with these locations contain \&FF and \&FF which is clearly the wrong address altogether. When the routine is executed (CALL begin) the routine first places in location $\& 400 \mathrm{~F}$ and then puts $\& 7 \mathrm{C}$ in location $\& 4010$. Thus when the program reaches the '.nxtpos STA screen' instruction, the operand address has been correctly set to \&7C00.

Later the low byte of this address is incremented to to point to the next screen location at $\& 7 \mathrm{C} 01$ and the routine returns to nxtpos once again. This is repeated a total of 256 times until location $\& 400 \mathrm{~F}$ contains again. At this point the first 'BNE nxtpos' instruction fails and the high byte of the screen position is incremented to $\& 7 \mathrm{D}$ to point to the next page of 256 bytes. This continues for a total of four pages, counted by the X-INDEX. Throughout the execution of this routine the program thus changes itself, so that it contains a different screen address every time.

Having now explained how to do it, we shall now abandon this technique in favour of a
better one! There are two reasons for this. Firstly this routine would be tied forever to RAM, it would never be possible to burn it into EPROM, because locations \& 400F and \& 4010 (or whatever they became) could not then be altered whenever the routine is executed. Secondly, and of very great importance, programs that change themselves are very difficult to interpret later. Explaining what a program does is as important as doing it in the first place, because no program is ever absolutely error-free, and you may wish to return to it weeks or even years later to change it. A properly laid out and documented program will save many hours of frustration later.

There are instances where self-modifying programs give the best results, particularly if speed is at a premium. The SCROLL routine described later in this chapter is a good example of this, so it is worth noting the technique. Be very sparing in its use, however, or you will make your programs almost unintelligible.

## Indirect-indexed addressing

If we do not allow ourselves to use the self-modifying technique, how can we address all 1000 screen positions? The solution lies in a new and very powerful addressing mode that we have not yet mentioned indirect-indexed addressing. This mode uses only page zero addresses and only works with the Y-INDEX. For example,

LDA (\&80), Y
The operand consists of a single byte, which is an address on page zero of the memory. This address does not contain data, but the low byte of another address, called the interim address. The adjacent location on page zero (which is location \&81) contains the high byte of this interim address. The microprocessor gets the two parts of this interim address and uses them to calculate the final address it is looking for.

An analogy may help to explain what is going on. If a postman delivers a letter to a particular house in a street, that is absolute addressing. If, however, he does not know the final address, he might take it to the corner shop and ask, 'Where should I deliver this?'. At the corner shop (the page zero address in the mnemonic) the postman is told an interim address which he could use to find the correct final address. This is the meaning of 'indirect' , the corner shop contains information about the final address, it is not itself the final address. In the corner shop the postman might be told, 'The house you want is five houses further down than Mr Smith's'. In this analogy, Mr Smith's is the interim address. Note that the interim address is in two parts, the low byte being in the zero page location specified by the operand, while the high byte is in the next higher zero page location.

It now remains to use this idea in conjunction with indexed addressing. The interim address that has been collected from the zero page address is not the final address. To obtain this, the value of the Y-INDEX is added to produce the required final address. A concrete example should help to remove any remaining mystery:
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1100 $\qquad$
1140 LDY \#\&19
1150 LDA \#42
1160 STA (screen),Y
1170 RTS

Iset the Y-INDEX to 25
\Get screen value of *-character
\Place character on screen
IFinish

Line 900 sets up two adjacent memory locations ( $\& 80$ and $\& 81$ ) as the low byte and high byte respectively of the zero page location we are calling 'screen'. The instruction in line 910 puts the correct interim address into the successive zero page locations and $\& 81$, (low byte, high byte order). The ! operator actually puts four bytes into the four successive locations $\& 80$ to $\& 83 . \& 00$ goes into location $\& 80$ (the low byte of the screen address), \&7C goes into location $\& 81$ (the high byte of the screen address) and goes into $\& 82$ and $\& 83$. The assembly routine contains an instruction to set the value of the Y-INDEX to 25 (hex \&19). The next instruction puts the screen value of the *-character into the ACCUMULATOR and the next in line 1160 places this value where we want it on the screen. Where is that?

The microprocessor goes to locations $\& 80$ and $\& 81$ on zero page and gets the interim address from there. Location $\& 80$ contains and location $\& 81$ contains $\& 7 \mathrm{C}$, so the interim address is $\& 7 \mathrm{C} 00$. The Y-INDEX contains $\& 19$ which is added to the interim address to give the final address $\& 7 \mathrm{C} 19$. This is the screen address where the $*$-character should appear.

We can now use this instruction to fill the whole screen with stars. The machine code routine to do this follows. The screen consists of nearly four pages of memory (not quite 1024 bytes). This number is kept in a location called 'pages'. Indirect-indexed addressing is used to place the * in the first position, then the Y-INDEX is incremented to point to the next position and so on until the Y-INDEX reaches 256 . This is, of course, the same as 0 , so BNE nxtpos (line 1150) finally fails. The page counter (X-INDEX) is then reduced by one and the process repeats until all four pages have been done. The significant difference between this program and the previous self-modifying version is that the screen address, which is changed every 256 times, is now kept separate from the program itself. Even if the above program were stored permanently in ROM, it would still work. When this program is run, see how long it takes between the screen's going blank (CLS in line 1350) and the 1000 stars being printed. Again, it is virtually instantaneous.

```
Screenfill
    1 \text { MODE7}
    2 HIMEM = &4000:REM RESERVE SPACE FOR MACHINE CODE
        PROGRAM
    3
    900 star = 42
    910 pages = 4:REM Number of pages to be sent
    920 screen = &80: REM Low/high bytes of interim address of screen
    930 !screen = &7C00
    940
1000 FOR pass = 0 TO 3 STEP 3
```

| $\begin{aligned} & 1010 \mathrm{P} \%=\& 40 \\ & \text { PROGRAM } \end{aligned}$ | :REM START | DDDRESS OF MACHINE CODE |
| :---: | :---: | :---: |
| 1020 [OPTpass |  |  |
| 1030 |  | $\backslash$ STARS |
| 1040 |  | \THIS PROGRAM FILLS THE SCREEN |
| 1050 |  | 1 WITH STARS |
| 1100 .begin | LDX \#pages | ISET COUNTER TO 4 PAGES |
| 1110 .nxtpage | LDY \#0 | \POINT TO FIRST POSITION |
| 1120 .nxtpos | LDA \#star |  |
| 1130 | STA (screen), Y | ISEND IT TO SCREEN |
| 1140 | INY | \MOVE TO NEXT POSITION - END OF |
| PAGE? |  |  |
| 1150 | BNE nxtpos | INO DO NEXT POSITION |
| 1160 | INC screen+1 | \DO ANOTHER SCREEN PAGE |
| 1180 | DEX | \ALL PAGES DONE? |
| 1190 | BNE nxtpage | \NO DO NEXT PAGE |
| 1200 | RTS | \FINISH |
| 1210 ] |  |  |
| 1300 NEXT pas |  |  |
| 1310 FOR T=1 | TO 2000:NEXTT |  |
| 1350 CLS |  |  |
| 1400 CALL beg |  |  |

## OS calls

We noted before, the dire warnings made to those who address memory directly, rather than use the 'proper' methods. But as I pointed out then, there is no alternative, if you want fast graphics. This point of view will now be justified. First, here is a BASIC program to carry out the screenfill described above.

```
100 MODE7
110 FOR row = 0 TO 24
120 PRINT TAB(0,row);"
130 NEXT row
```

Next here is a BASIC version that uses the forbidden direct memory access (to illustrate the principles).

```
100 MODE7
110 FOR I=&7C00 TO &7FE7
120 ?l=42
130 NEXT I
```

As you will see the second program is slower than the first and also it will not work when a second processor is added to the BBC microcomputer. The addresses \&7C00 to \&7EF7 will not be the screen memory from the point of view of the second processor. Programs
thus ought to be written using the operating system calls. Here is a machine code version that obeys the BBC microcomputer user guide rules. Instead of accessing memory directly, the stars are sent via 'oswrch', which is a routine located at \&FFEE in ROM. The program is fundamentally that on page 315 of the guide. The X and Y-INDEXES are acting only as counters, they do not 'point' to the screen in any way.

| 1 MODE7 |  |  |
| :---: | :---: | :---: |
| 10 oswrch=\&FFEE |  |  |
| 20 DIM P\% 100 |  |  |
| 30 [OPT0 |  |  |
| 40 .start | LDA\#42 |  |
| 50 | LDX\#4 | \FOUR PAGES |
| 60 | LDY\#0 | 1256 BYTES PER PAGE |
| $70.100 p$ | JSR oswrch |  |
| 80 | DEY | \DO NEXT POSITION |
| 90 | BNE loop |  |
| 100 | DEX | \DO NEXT PAGE |
| 110 | BNE loop |  |
| 120 | RTS |  |
| $130]$ |  |  |
| 200 CLS |  |  |
| 210 CALL | start |  |

Load and run all three versions of this screenfill program. In the BASIC programs the screen starts to fill straightaway. The machine code program has to be compiled first, which takes half a second, and then the screen clears and the screenfill routine is called. It can be seen that there is little to choose between any of these programs (the direct write to memory in the second program is the slowest). Compared with the other two machine code routines already discussed, these latter programs are positively snail-like. So if you want fast graphics, you can forget about the OS calls.

## Instant pictures

The screenfill routine can be used to paint instant pictures. The picture to be placed on the screen is first drawn with the methods described in Chapter 2. It is then transferred to a different part of the memory (say \&7000 to \&73E7) with the BASIC routine:

$$
\begin{aligned}
& 1 \text { HIMEM }=\& 7000 \\
& 2 \\
& 100 \text { FORi= } 0 \text { TO } 999 \\
& 110 \text { ? }(\mathrm{i}+\& 7000)=?(\mathrm{i}+\& 7 \mathrm{C} 00) \\
& 120 \text { NEXT i }
\end{aligned}
$$

This program should be loaded beforehand and run to copy the contents of the screen memory to the new locations. The following machine code routine will transfer the picture back to the screen when it is called:

Flash
1 MODE7
2 HIMEM = \&4000:REM RESERVE SPACE FOR MACHINE CODE PROGRAM

3
910 pages $=4$ : REM Number of pages to be sent
920 screen $=\& 80:$ REM Low/high bytes of interim address of screen
930 !screen = \&7C00
940 source $=\& 84$ :REM Low/high bytes of interim address of source 950 !source $=\& 7000$ 960
1000 FOR pass $=0$ TO 3 STEP 3
$1010 \mathrm{P} \%=\& 4000:$ REM START ADDRESS OF MACHINE CODE PROGRAM
1020 [OPTpass
1030
1040
1050
1100.paint

LDX \# pages
1110.nxpage

LDY \#0
1120.nxtpos

1130
1140
1150
1160
1170
1180
1190
1200
LDA (source), Y
STA (screen), $Y$
INY

1210]
1300NEXT pass
1350CLS
1400CALL paint
The technique used here also works with the high-resolution modes, except that it takes much longer. An example is given in program 36, where the 'flashed' pictures are just big of words. The same routine will also work with pictures, except that you rapidly run out memory for storing the pictures.

## Animation

By adjusting the starting position and the number of bytes transferred, the "flash' routine

In MODE 4 can produce excellent animation for small pictures. If several different versions of, say, an animal, are saved in successive blocks of memory, each one can be called in succession, placed on the screen for a few centiseconds and then replaced with the next picture. This is the traditional way of making cartoons and animated diagrams become relatively easy with this technique. More usually, it is parts of pictures that are to be moved to the screen in this way (for example the piston in the cylinder of a motor car, or a happy face for reinforcement of a correct answer in a quiz program).

Low resolution part-pictures can be transferred in the same way as described in Chapter 2, with two tables, one to hold the character (what) and the other to hold the relative place for that character (where).

Engine
1 MODE7
2 HIMEM = \&4000:REM RESERVE SPACE FOR MACHINE CODE PROGRAM
10 GOSUB 900
20
100 REM LOAD DATA INTO TABLES
110 max = 35
120 FOR i $=1$ TO max
130 READ position
140 ? $($ where +i$)=$ position
150 READ character
160 ? (what +i ) = character
170 NEXT i
180 DATA 0,32,1,252,2,252,3,32,4,32,5,32,6,32
190 DATA 40,32,41,234,42,255,43,240,44,240,45,240,46,244
191 DATA 80,32,81,234,82,255,83,255,84,255,85,255,86,255
192 DATA $120,32,121,250,122,255,123,255,124,255,125,255,126,255$
193 DATA 160,32,161,32,162,79,163,32,164,32,165,79,166,32
194
200 REM SET UP SCREEN FOR GRAPHICS
210 CLS
220 FOR $\mathrm{i}=31744$ TO 32703 STEP 40
230 ? $\mathrm{i}=151$
240 NEXT i
250 REM MOVE PICTURE
260 FOR place $=1$ TO 30
270 !screen = !screen +1
280 CALL partpic
285 FOR T = 1 TO 30:NEXT T:REM DELAY
290 NEXT place
300 END
310

```
900 REM assembly language subroutine
910 max = 35 : REM number of characters
920 screen = &80:REM Low/high bytes of interim address of screen
930 !screen = &7CC9
940 what = &7000
950 where = &7100
9 6 0
1000 FOR pass = 0 TO 3 STEP 3
1010 P% = &4000:REM START ADDRESS OF MACHINE CODE
    PROGRAM
1020 [OPTpass
1 0 3 0
1040
1 0 5 0
1 0 6 0
1070
1100 .partpic LDX #max
1110 .nxchar LDY where,X
1120 LDA what,X
1130 STA (screen),Y
1140
1150 BNE nxchar
1200
RTS
```

\PAINT
\ THIS ROUTINE TRANSFERS CHARACTERS \ FROM \&7000 UPWARDS TO THE SCREEN \AT ADDRESSES DETERMINED BY ITHE CONTENTS OF \& 7100 UPWARDS ISET POINTER TO NUMBER OF CHARACTERS IGET POSITION \GET CHARACTER ISEND IT TO SCREEN \ALL CHARACTERS DONE? INO DO NEXT CHARACTER $\backslash$ FINISH

```
1210]
1300NEXT pass
1400RETURN
```

It would be a simple matter to increment the contents of location \&80 (screen) in machine code to transfer the engine to its adjacent position. The inclusion of the blank character (32) at the start of each line ensures that bits of the engine do not remain behind as it is moved along. However, in machine code the movement would be much too rapid. Later we shall discuss ways of slowing down a machine code routine, but for now it is easiest to do this from BASIC; line 285 controls the speed of the engine.

## Particle motion

One of the earliest applications of microcomputers in science was the use of fast machine code animations to simulate wave motion and the movement of molecules etc. We have already seen how the top line of the screen can be filled with the -character. Let us now look at how the motion of this character may be achieved in machine code graphics. The obvious way of achieving horizontal motion is to paint the character successively one
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screen position further to the right each time as we did in the BASIC program in Chapter 2.

The following program will place the *-character into the 40 contiguous positions at the top of the screen. It is similar to the program discussed before, except that this time the YINDEX is used as a pointer instead.

| Stars |  |  |
| :---: | :---: | :---: |
| 1 MODE7 |  |  |
| 2 HIMEM = \&4000: REM RESERVE SPACE FOR MACHINE CODE PROGRAM |  |  |
| 3 |  |  |
| 900 star $=42$ |  |  |
| 910 max $=40$ |  |  |
| 920 screen $=\& 7 \mathrm{C} 00:$ REM absolute address of screen |  |  |
| 1000 |  |  |
| 1010 FOR pass $=0$ TO 3 STEP 3 |  |  |
| 1020 P\% = \&40000:REM START ADDRESS OF MACHINE CODE PROGRAM |  |  |
| 1030 [OPTpass |  |  |
| 1040 |  | \ STARS |
| 1050 |  | \ THIS PROGRAM PLACES 40 |
| 1110 |  | $\backslash$ ACROSS THE TOP OF THE SCREEN |
| 1120 .stars | LDY \#0 | \POINT TO FIRST POSITION |
| 1130 .nxtpos | LDA \# star |  |
| 1140 | STA screen, Y | ISEND IT TO SCREEN |
| 1150 INY |  | \MOVE TO NEXT POSITION |
| 1160 CPY \#max |  | \END OF LINE? |
| 1200 BNE nxtpos |  | \NO DO NEXT POSITION |
| 1210 RTS |  | IYES FINISH |
| 1300 NEXT pass |  |  |
| 1350 CLS |  |  |
| 1400 CALL stars |  |  |

When you run this program, you will not get motion but merely a set of stars. The reason is not too hard to find, but it requires a little more knowledge about the microprocessor.

Because so many things are happening in the microcomputer, everything is under the control of the system clock, which beats away regularly at 500 nanosecond intervals (half a microsecond). Single byte instructions require two machine cycles, so they take one microsecond to be executed. If the operation requires an operand, then the execution time is increased. Some instructions need one byte for the operand while others need two. An example of a three byte instruction is STA \& 7 COO (store to an absolute address). An example of a two byte instruction is LDA *42 (load the number 42 immediately). Two byte instructions are generally executed in three cycles, while three byte instructions take one cycle longer (for the extra byte to be fetched and decoded). Thus it is easy to predict
how long a particular program will take. The whole routine to place $40 *$-characters on the screen takes 40 times $6=240$ microseconds. From a human point of view this is instantaneous, hence the absence of motion. The solution is obvious, we must find a means of making the microprocessor waste time.
There is a single byte instruction in the 6502 set, which performs just this function; NOP (no operation). It takes two cycles to execute and causes absolutely nothing else to happen. Unfortunately, we are looking for a much longer delay than this and must look elsewhere. The most efficient time wasting technique is to ask the microprocessor to count up to 256 every time before proceeding with the rest of its instructions. This is known as a delay loop. Its use in BASIC is quite common:

## 100 FORT = 1 TO 1000:NEXT T

In machine code the simplest delay loop uses one of the indexes and since we are using the Y-INDEX as a pointer, we shall have to use the X-INDEX instead. Here is a delay loop routine:

|  | LDX \#0 |
| :--- | :--- |
| . LOOP | INX |
|  | BNE LOOP |

\Initialize X-INDEX<br>12 cycles<br>13 cycles if successful 12 cycles otherwise

etc.
The X-INDEX is initialized to 0 . Then it is incremented and a test is made to see if it is equal to zero. If it is not equal to zero, then the PROGRAM COUNTER jumps back to the second instruction, labelled 'loop'. When the X-INDEX is incremented on the 256th time, it becomes 00000000 and the looping is then terminated. The execution times for each instruction are shown in the comment column, and it can be seen that this loop takes five cycles per loop or 1279 cycles in total. Note: not 1280 , which is $256 * 5$, because on the last loop, the branch condition is not successful, so the execution time is reduced by one cycle.

An alternative way is to decrement the X-INDEX instead with DEX, which makes absolutely no difference to this program, because it still requires 256 loops. However, if we were counting 100 loops, then the decrement method would be advantageous as we shall see later.

With either of these delay loops in the program, the time to place all forty *s on the screen would be increased to around fifty milliseconds, which is still practically instantaneous to us. Our delay loop will thus have to be extended, but we are already at the limit for the XINDEX. The solution is to make the microprocessor go round the inner delay loop again, several times if necessary. This requires an outer loop and a loop counter to go with it. Since we have now run out of internal registers in the microprocessor, the obvious choice is an external memory location called temp. We could either increment this counter or decrement it. The increment method would be:
limit $=100$
LDA \#0
STA temp $\quad$ Initialize temp

| .oloop | LDX \#0 | Initialize X-INDEX |
| :--- | :--- | :--- |
| .iloop | DEX |  |
|  | BNE iloop | \Do inner loop 256 times |
|  | INC temp |  |
|  | LDA temp |  |
|  | CMP \#limit | \All loops done? |
|  | BNE oloop | \No do next outer loop |

etc.

The decrement method requires less code, since it removes the need to load temp and compare it with the required limit each time. This time we load temp with a variable number each time before starting the countdown. We use another location called count for this, since its purpose is to count the number of inner delay loops to be executed each time. Initially count can be chosen in BASIC before execution of the machine code program. The delay routine thus becomes:

| $\begin{aligned} & \text { temp }=\& 8 \mathrm{C} \\ & \text { count }=\& 8 \mathrm{D} \end{aligned}$ |  |
| :---: | :---: |
| .delay LDA count | \Get outer loop count |
| STA temp | land keep in temporary store |
| .oloop LDX \#0 | \Set inner loop counter |
| .iloop DEX | $\backslash$ All done ? |
| BNE iloop | \oop No do the next inner loop |
| DEC temp | IYes. All outer loops done? |
| BNE oloop | $\backslash$ No do the next outer loop |
| RTS | \Yes, so finish |

The number written into count before the routine is called can be varied from 1 to 255 , thus resulting in a delay each time of between about 0.5 ms and 150 ms . The total time needed to place the forty *s on the screen can thus be varied from about 20 ms to a few seconds. Longer delays than this are unnecessary, since the program would then be slow enough for BASIC, but they could be achieved with an additional outer counting loop.

How do we insert this delay routine into our machine code program? It could be fitted in after the * has been sent to its screen position and before the pointer is incremented to the next position, but there is a strong reason for not doing that. It is possible that the routine for producing a delay will need to be used several times more and every time we use it, it will have to be written out again. So a better technique is to place the delay loop in a separate subroutine very much like GOSUB 5000 in BASIC. The mnemonic for this is JSR (jump to subroutine) and the numeric code contains the address at which the subroutine starts. The memory locations in the delay program have been chosen to run from the end of the previous routine upwards and it too ends with RTS (return from subroutine).

The * -fixing program that we started with must now be altered to take account of this delay subroutine. In addition each star must be erased from the screen after it has been placed there, to produce the illusion of motion. We do this by placing a blank character
(value 32) into each screen location soon after the $*$ character. I say 'soon after' and not 'immediately after' because we want to leave the * long enough to be able to see it. The best place is therefore after the delay subroutine as follows. The value for count is written directly into its proper location from BASIC and this sets the speed at which the star moves across the screen.

Moving star
1 MODE7
2 HIMEM = \&4000: REM RESERVE SPACE FOR MACHINE CODE PROGRAM
3
900 star $=42$
910 blank = 32
920 max $=40$
930 screen $=\& 7$ C00:REM absolute address of screen
940 temp = \&8C
950 count $=\& 8 \mathrm{D}$
960
1000 FOR pass $=0$ TO 3 STEP 3
1010 P\% = \& 4000:REM START ADDRESS OF MACHINE CODE PROGRAM
1020 [OPTpass
1030
1040
1050
1110 .starmv LDY \#0
1120 .nxtpos LDA \#star
1130
STA screen,
1140
1150
1160
1170
1180
1190
1200
1210
JSR delay
LDA \#blank
STA screen, Y
JSR delay
INY
CPY \#max
BNE nxtpos
RTS
1215
1220 .delay
1230
1240 .oloop
1250 .iloop
1260
1270
1280
LDA count
STA temp
LDX \#0
DEX
BNE iloop
DEC temp
BNE oloop

ISTARS
ITHIS PROGRAM MOVES A STAR
\ACROSS THE TOP OF THE SCREEN
\POINT TO FIRST POSITION
ISEND IT TO SCREEN
IWAIT A BIT
ISEND IT TO SCREEN
IWAIT A BIT
\MOVE TO NEXT POSITION
\END OF LINE?
INO DO NEXT POSITION
IYES FINISH
IGET OUTER LOOP COUNT \AND KEEP IN TEMPORARY STORE ISET INNER LOOP COUNTER \ALL DONE?
INO DO THE NEXT INNER LOOP \ALL OUTER LOOPS DONE? INO DO THE OUTER LOOP
$1290 \quad$ RTS
1300 ]
1310 NEXT pass
1350 CLS
1360 INPUT TAB(0,5) "ENTER SPEED (range 10 to 100 ) ";S
1370 ?count $=101-\mathrm{S}$
1400 CALL starmv

So far we have only considered what happens when the pointer to the next screen position (the Y-INDEX) is increased. You can probably guess that if we were to decrease the pointer instead, then the star would move backwards across the screen from right to left. The instruction to decrement the Y-INDEX is just DEY, and when executed, the Y-INDEX is reduced by 1 and points to the previous screen position, rather than the next one.

What we shall do is wait until the star reaches the fortieth screen position and then, instead of finishing with the RTS as at present, we shall decrement the Y-INDEX successively until it reaches the beginning again. We can easily detect when it gets there, because the pointer will become zero. The BNE condition will succeed until the Y-INDEX reaches zero, and then it will fail, and we can stop the program at that point. The extra instructions to do this are listed below, starting from the location where they are different from the previous listing.

| 1201 | DEY | IMOVE TO END OF LINE AGAIN |
| :--- | :--- | :--- |
| 1202 .nxtrev | LDA \#star |  |
| 1203 | STA screen, | ISEND IT TO SCREEN |
| 1204 | JSR delay | IWAIT A BIT |
| 1205 | LDA \#blank |  |
| 1206 | STA screen,Y | ISEND IT TO SCREEN |
| 1207 | JSR delay | IWAIT A BIT |
| 1208 | DEY | IMOVE TO NEXT POSITION |
| 1209 | BNE nxtrev | IDO NEXT POSITION UNLESS AT END |

Instead of a return to BASIC in line 1210, a BRANCH to the start of the program will keep the star in continuous motion. But how then would we ever leave this program? It would continue for ever until the BREAK key is pressed and this is not an elegant way to finish. A better way is to look at the keyboard to see if any key is being pressed and, if so, to return to BASIC with RTS. If this keyboard routine is placed at the end of the main program it will only be effective when the star reaches the left side of the screen. A better way would be to place the keyboard routine inside the delay routine so that the keyboard will be checked more often. Unfortunately, this means that we cannot then immediately return to BASIC with RTS, because we are still in a subroutine. We must first pull two bytes off the STACK to get at the BASIC return address. The keyboard causes the CA2 line of the keyboard VIA to trigger a flag, which is sensed at the location \&FE4D. The following additional sequence will check if a key is being pressed and, if so, will return to BASIC:

| 1281 | LDA \&FE4D | IGET FLAG REGISTER |
| :--- | :--- | :--- |
| 1282 | AND \#1 | \MASK TO GET CA2 FLAG |
| 1283 | BNE finish | 【FINISH IF IT IS SET |
| 1284 | RTS | ICARRY ON IF NO FLAG |
| 1285. finish | PLA | \PULL STACK TO FIND THE |
| 1286 | PLA | IRETURN ADDRESS TO BASIC |
| 1287 | RTS |  |

With this keyboard sensing routine the star can now bounce back and forth until you stop it by pressing the SPACE key. At some speeds the motion of the particle is rather jerky because the screen refresh rate is out of synchronization with the display of the particle. There ought to be a way of preventing this by maintaining control over when the screen is refreshed, but I have yet to discover how. In the interim period just use those speeds that produce the smoothest motion (70 is very good).

## Molecular motion

Now we can start to move the *-character all over the screen as we did in Chapter 2, but this time with machine code. First, let us consider a single molecule:

```
        1 MODE }
    2 HIMEM = &4000
    10 GOSUB 10000:REM ASSEMBLY LANGUAGE ROUTINE
100 REM MOTION OF A MOLECULE
130 CLS
140 PROCwalls
150 INPUT " Temperature (range 1 to 10) " S%
160 IF S%>10 OR S%<1 THEN }13
165 LET S% = 15-S%
170 ?count = S%:?tptr = S%
190 ?oposlo = 32500 MOD 256
191 ?oposhi = 32500 DIV 256
192 ?drtn = 215
195 PRINT TAB(3,0); Press SPACE to alter temperature"
200 CALL onemol
205 IF INKEY$(0) = " "THEN 130
210 GOTO 200
2 2 0
5000 DEF PROCwalls
5010 REM DRAW WALLS
5020 REM LEFT SIDE IS GRAPHICS WHITE CHARACTER (151)
5030 REM LEFT WALL IS CHARACTER 234
5040 REM RIGHT WALL IS CHARACTER }18
5050 FOR 32064 TO 32083 STEP 40
5060 ?I = 151:?(I + 1) = 234:?(I + 39) = 181
5070 NEXT I
5 0 8 0
```
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| 5090 REM TOP | IDE IS CHA | TER 240 |
| :---: | :---: | :---: |
| 5100 REM BOT | TOM SIDE IS C | HARACTER 163 |
| 5110 FOR I = 3 | 2065 TO 32103 |  |
| 5120 ? $1=240$ |  |  |
| 5130 ? ( +640 ) | 163 |  |
| 5140 NEXT I |  |  |
| 5150 ENDPRO |  |  |
| 5160 |  |  |
| 10000 REM MO | ECULE ASSE | BLY LANGUAGE ROUTINE |
| 10010 |  |  |
| 10020 oposlo = | \&70 |  |
| 10030 oposhi $=$ | \&71 |  |
| 10040 nposlo $=$ | \&72 |  |
| 10050 nposlo $=$ | \% 73 |  |
| $10060 \mathrm{tptr}=$ \& 74 |  |  |
| 10070 drtn = \&7 |  |  |
| 10080 count $=$ \& |  |  |
| 10220 |  |  |
| 11000 FOR pas | = 0 TO 2 STE |  |
| 11010 P\% = \&-400 | 000 |  |
| 11020 [OPT pas |  |  |
| 11030 |  | \ SINGLE MOLECULE ROUTINE |
| 11040 |  |  |
| 11050 .onemol | DEC count | IIS COUNT AT ZERO? |
| 11060 | BEQ domol | IYES CARRY ON |
| 11065 | RTS | INO RETURN TO BASIC |
| 11070 .domol | LDA tptr | \BEGIN |
| 11080 | STA count | \RESET COUNT |
| 11090 | LDY \#0 | IINITIALIZE POSITION POINTER |
| 11100 | CLC |  |
| 11110 | LDA oposlo | \GET OLD POSITION |
| 11120 | ADC drtn | \ADD DISPLACEMENT |
| 11130 | STA inposlo | \KEEP RESULT |
| 11140 | LDA drtn | \IS DISPLACEMENT NEGATIVE? |
| 11150 | BMI negdr | IYES DO SUBTRACTION |
| 11160 | LDA oposhi |  |
| 11170 | ADC \#0 |  |
| 11180 | STA inposhi | IKEEP RESULT |
| 11190 | BNE cont | IUNCONDITIONAL BRANCH |
| 11200.negdr | LDA oposhi |  |
| 11210 | SBC \#0 |  |
| 11220 | STA inposhi |  |
| 11230 .cont | LDA (nposlo), | ILOOK AT NEW POSITION |
| 11240 | CMP \#32 | IIS IT EMPTY? |


| 11250 | BNE wall | WO IT MUST BE THE WALL |
| :---: | :---: | :---: |
| 11260 | JMP empty | IYES IT IS EMPTY |
| 11270 |  |  |
| 11280.wall | CMP \#240 | ITOP WALL? |
| 11290 | BEQ top | IYES |
| 11300 | CMP \#234 | \LEFT? |
| 11310 | BEQ left | IYES |
| 11320 | CMP \#181 | $\backslash \mathrm{RIGHT}$ ? |
| 11330 | BEQ right | IYES |
| 11340 |  | \IT MUST BE THE BOTTOM WALL |
| 11470 | LDA drtn |  |
| 11480 | CMP \#39 | ISOUTH-WEST? |
| 11490 | BEQ sw | IYES |
| 11500 | CMP \#40 | ISOUTH? |
| 11510 | BEQ s | IYES |
| 11520 |  | \IT MUST BE SOUTH-EAST |
| 11530 | LDA \#217 | IGO NORTH-EAST |
| 11540 | STA drtn |  |
| 11550 | BNE exit |  |
| 11560 .sw | LDA \#215 | IGO NORTH-WEST |
| 11570 | STA drtn |  |
| 11580 | BNE exit |  |
| 11590 .s | LDA \#216 | \GO NORTH |
| 11600 | STA drtn |  |
| 11610 | BNE exit |  |
| 11620 top |  | IDO NORMAL REFLECTION FROM TOP |
| 11630 | LDA drtn |  |
| 11640 | CMP \#215 | INORTH-WEST? |
| 11650 | BEQ nw | IYES |
| 11660 | CMP \#216 | \NORTH? |
| 11670 | BEQ $n$ | IYES |
| 11680 |  | IIT MUST BE NORTH-EAST |
| 11690 | LDA \#41 | IGO SOUTH-EAST |
| 11700 | STA drtn |  |
| 11710 | BNE exit |  |
| 11720 .nw | LDA \#39 | IGO SOUTH-WEST |
| 11730 | STA drtn |  |
| 11740 | BNE exit |  |
| 11750 .n | LDA \#40 | IGO SOUTH |
| 11760 | STA drtn |  |
| 11770 | BNE exit |  |
| 11780.left |  | IDO NORMAL REFLECTION FROM LEFT |
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| 11790 | LDA drtn |  |
| :---: | :---: | :---: |
| 11800 | CMP \#215 | \NORTH-WEST? |
| 11810 | BEQ Inw | IYES |
| 11820 | CMP \#255 | IWEST? |
| 11830 | BEQ Iw | IYES |
| 11840 |  | IIT MUST BE SOUTH-WEST |
| 11850 | LDA \#41 | IGO SOUTH-EAST |
| 11860 | STA drtn |  |
| 11870 | BNE exit |  |
| 11880 . Inw | LDA \#217 | IGO NORTH-EAST |
| 11890 | STA drtn |  |
| 11900 | BNE exit |  |
| 11910.lw | LDA \#1 | IGO EAST |
| 11920 | STA drtn |  |
| 11930 | BNE exit |  |
| 11940 .right |  | \DO NORMAL REFLECTION FROM RIGHT |
| 11950 | LDA drtn |  |
| 11960 | CMP \#217 | WORTH-EAST? |
| 11970 | BEQ rne | IYES |
| 11980 | CMP \#1 | \EAST? |
| 11990 | BEQ re | IYES |
| 12000 |  | \IT MUST BE SOUTH-EAST |
| 12010 | LDA \#39 | IGO SOUTH-WEST |
| 12020 | STA drtn |  |
| 12030 | BNE exit |  |
| 12040 .rne | LDA \# 215 | \GO NORTH-WEST |
| 12050 | STA drtn |  |
| 12060 | BNE exit |  |
| 12070.re | LDA \#255 | IGO WEST |
| 12080 | STA drtn |  |
| 12090 | BNE exit |  |
| 12100 |  |  |
| 12170 .empty | LDA \#32 | \ERASE OLD MOLECULE |
| 12180 | STA (oposlo), Y |  |
| 12190 | LDA \#79 | \GET MOLECULE CHARACTER |
| 12200 | STA (nposlo), Y |  |
| 12210 | LDA nposlo |  |
| 12220 | STA oposlo |  |
| 12230 | LDA nposhi |  |
| 12240 | STA oposhi | ISAVE NEW POSITIONS |
| 12250 .exit | RTS |  |
| 15000 ] |  |  |
| 16000 NEXT pass |  |  |
| 17000 RETURN |  |  |

Although this routine is alarmingly long, it is relatively straightforward. First, the walls of the container are drawn, each using a different graphics character. The old screen position of the molecule is kept in two locations - oposlo which holds the low byte of the screen position and oposhi which holds the high byte. The displacement of the molecule is kept in drtn. This value can have one of eight possible directions as follows:

| Value | Direction |
| ---: | :--- |
| 1 | East |
| 41 | South-east |
| 40 | South |
| 39 | South-west |
| 255 | West |
| 215 | North-west |
| 216 | North |
| 217 | North-east |

Values greater than 127 represent negative directions, the contents of the screen address are reduced when added to it. To ensure that this happens there has to be a check that the high byte of the screen address (oposhi) is also reduced when the CARRY bit is set following the low byte addition. The instructions from 11140 to 11230 do this. Another way of doing this would be to use two bytes to store the displacement, containing the following values:

## Value Direction

1 East
41 South-east
40 South
39 South-west
65535 West
65495 North-west
65496 North
65494 North-east
The displacement would then be contained in drtnlo and drtnhi and would be added to oposlo and oposhi each time. This would automatically ensure that the screen position was reduced for movement in a negative direction. This technique is used in WAVE REFLECTION (25).

Once the new position for the molecule has been computed, a check is made to see if it is empty. If not, then this can only be because the molecule has reached the wall. We therefore look to see which wall it is and we bounce off according to the normal laws of relection. The new direction is stored in drtn and the routine is quitted without changing anything else. Next time, the original oposlo and oposhi will have the new value of drtn added to them and another check made as to the suitability of the new position.
Eventually, the new position will be empty, so the molecule is erased from its old position and replaced in its new position. Only then are the values of oposlo and oposhi changed to
record the new position. The routine then returns to BASIC, where a keyboard check is made, before returning to the routine for the next move.

While not particularly exciting this routine is the foundation of many simulations of molecular movement. It is not difficult to manage the movement of up to 256 different molecules at the same time. One addition must first be made to the single molecule routine to cover a new eventuality. We need to handle the situation where two molecules collide. This can be done by checking that the new position for any molecule does not already contain the character 79 for a different molecule. If so, we simply ignore it! The conservation laws tell us that the two molecules would swap directions anyway and the principle of indistinguishability means that we need not bother about which molecule is which either. This neat solution unfortunately is not applicable to other cases. If we want the gas molecules to condense to a liquid, we have to be more careful about allowing them apparently to pass through each other. The program KINETIC MODEL (not listed here but available separately) looks after this problem by giving the molecules different properties below a certain temperature (obviously our critical temperature!).

For moving many molecules 'onemol' is treated as a subroutine, which is applied to each molecule in turn. The delay routine at the start of onemol is not needed for each separate molecule, so this is deleted from there and placed in the main program. The latter collects the values of position and displacement for each molecule in turn from three tables poslo, poshi and dr. These are passed to the onemol subroutine through the locations oposlo, oposhi and drtn. On returning from this routine these values may well be different, so they are stored in the table of values in place of the old ones. The main program loops once for each new molecule and then exits to BASIC to check on the keyboard.

A flag is set when any molecule strikes the left wall. On return to BASIC if this flag is set, then a noise is made to simulate this collision. The program therefore allows students to observe the greater number of collisions when the temperature is increased or the number of molecules is increased. The complete program for MOLECULAR MOTION is listed in the Appendix (program 26, called MOLMOT).

The program KINETIC MODEL uses the same techniques to demonstrate what happens to gas molecules under conditions of expansion and contraction and at different temperatures. Sufficiently low temperatures cause the molecules to condense into liquids and solids. The added bonus here is the regular crystalline shape produced when the molecules reach the solid phase. The inclusion of a partition to divide the container into two parts allows a discussion of entropy. Students can be challenged to alter the direction of entropy change by collecting all the molecules onto one side of the partition (playing the part of Maxwell's demon by opening and closing the hole in the partition). Similar routines are used in BROWNIAN MOTION (not the same as program 27) to simulate the movement of a smoke particle under the bombardment of gas molecules. Neither of these programs is listed in this book, but both are available separately. The reason for this is because they have been carefully checked to make them crash-proof and have had extensive evaluation.

## The display of large screen characters

One useful application of machine code graphics is the display of large digits and letters on the screen. This enables the whole class to see the results of a voltage measurement or some other reading. It is used extensively in measurement and timing programs. The principle is based upon the normal method used by the microcomputer to display characters on the screen. Each character is made up from a matrix of $8 \times 8$ pixels. If the same matrix is used to display a matrix of $8 \times 8$ screen positions instead, then each character is eight times larger.

Because there are 40 squares across the screen ( 5 times 8 ) and there are 25 down the screen ( 3 times 8 , nearly) then the choice of an 8 by 8 matrix allows fifteen different large digit positions on the screen, or three rows each of five digits. Even with a negative sign and a decimal point, this is enough. Each digit actually only occupies five columns and seven rows of the matrix, thus allowing a border to separate each large character from its neighbour. The appearance of the characters as they occur in TSA METER (8) is shown in Figure 7.1.

We need eight bytes to store the rows of any one large digit, using one bit for each column position in each row. If the bit at, say, position 7 is a 1 , then the screen square corresponding to that position in the matrix is turned on (white square). If the bit in position 7 is a 0 then the corresponding screen position is turned off (blank square). Thus a row of eight blank and white squares can be stored in a single byte. The byte values for each of the digits in the diagram is shown alongside each line. The sets of eight bytes for each digit are stored sequentially in a table called bittbl. The first part of the program gets the digit code (which is passed via BASIC in a location called dgtval), multiplies it by eight and enters bittbl to collect the eight bytes of the selected digit. These are kept in a set of eight temporary stores temp.

The starting position for each large digit is specified and there are two ways in which this can be done. Either the digit can be placed almost anywhere on the screen, in which case the full screen address must be passed to the machine code subroutine, or alternatively the full screen can be considered as having 3 by 5 possible destinations only. Then it is only necessary to pass to the machine code subroutine a single value from 0 to 14 corresponding to the ultimate destination of the large digit. We shall adopt the latter practice.

In this case the screen destination of a particular digit is passed via a location called dest as one of the numbers 0 to 14 , each corresponding to a screen position. This is converted into the correct screen values which are kept in two successive locations called screen and screen +1 .

Having obtained the bytes of the digit to be displayed and its screen position, it remains to look at each bit of each byte in turn and to send a blank or a white character to the appropriate position on the screen. This is done using the ASL instruction (arithmetic shift left) and looking at the CARRY bit to see if it is a 0 or a 1 . The routine needs three counters, one to keep the screen position (Y-INDEX), one to count the eight bytes of each digit (XINDEX) and a third to keep track of the bits within each byte (a location called bitent).
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Figure 7.1 Large digits

```
10000 REM Large digit display
10010 REM BASIC loader for
10200 REM digits table
10210 FOR I = &7100 TO &716F
1 0 2 2 0 ~ R E A D ~ X ~
10230 ?I = X
10240 NEXT I
10250 DATA 124,68,68,68,68,68,124,0:REM DIGIT 0
10260 DATA 3,8,8,8,8,8,8,0:REM DIGIT }
10270 DATA 124,68,4,4,124,64,124,0:REM DIGIT }
10280 DATA 124,4,4,124,4,4,124,0:REM DIGIT }
10290 DATA 64,64,64,72,124,8,8,0:REM DIGIT }
10300 DATA 124,64,64,124,4,4,124,0:REM DIGIT }
10310 DATA 124,64,64,124,68,68,124,0:REM DIGIT }
10320 DATA 124,4,4,4,4,4,4,0:REM DIGIT }
10330 DATA 124,68,68,124,68,68,124,0:REM DIGIT }
10340 DATA 124,68,68,124,4,4,4,0:REMI DIGIT }
10350 DATA 0,0,0,0,0,0,16,0:REM DECIMAL POINT
10360 DATA 0,0,0,124,0,0,0,0:REM NEGATIVE SIGN
10370 DATA 0,0,60,32,60,4,60,0:REM LETTER S
10380 DATA 0,0,127,73,73,73,73,0:REM LETTER M
11000 REM Large digit display
12000 REM assembly language routine
12001 dest = 114
12002 dgtval = 115
12003 screen = 112:REM AND ALSO 113
12004 bitcnt = 116
12005 temp = &7080:REM AND NEXT 7 BYTES
12006 bittbl = &7100:REM AS LISTED ABOVE
12007
12008 FOR pass = 0 TO 2 STEP 2
12010 P% = &7000
12020 [OPT pass
12030 .display LDA dest \GET DESTINATION
12040 CMP#10
12050 BPL bottom
12060 CMP #5
1 2 0 7 0
12080
1 2 0 9 0
12100
12110
    12120 LDA #&7C ISCREEN ADDRESS
    12120 LDA #&7C ISCREEN ADDRESS
    \KEEP NOTE OF POSITION
12130 STA screen + 1
```
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| 12140 | BNE begin | \UNCONDITIONAL BRANCH |
| :---: | :---: | :---: |
| 12150 |  |  |
| 12160.bottom | SEC |  |
| 12170 | SBC\#10 |  |
| 12180 | ASL A |  |
| 12190 | ASL A |  |
| 12200 | ASL A |  |
| 12210 | ADC\#128 | \MOVE TO PROPER PLACE |
| 12220 | STA screen | \AND SAVE IT |
| 12230 | LDA\#\&7E |  |
| 12240 | STA screen+1 |  |
| 12250 | BNE begin | \UNCONDITIONAL BRANCH |
| 12260.middle | SEC |  |
| 12270 | SBC\#5 |  |
| 12280 | ASL A |  |
| 12290 | ASL A |  |
| 12300 | ASL A |  |
| 12310 | ADC\#64 | \MOVE TO PROPER PLACE |
| 12320 | STA screen | \AND SAVE IT |
| 12330 | LDA\#\&7D |  |
| 12340 | STA screen + 1 |  |
| 12250 |  |  |
| 12360 | \GET BITS FOR | DIGIT |
| 12370 .begin | LDX\#0 | IINITIALIZE BYTE POINTER |
| 12380 | LDA dgtval | \GET DIGIT CODE |
| 12390 | ASL A |  |
| 12400 | ASL A |  |
| 12410 | ASL A | \MULTIPLY BY 8 |
| 12420 | TAY | \POINT TO TABLE OF BITS |
| 12430 .bytget | LDA bittbl, Y | \GET BYTE |
| 12440 | STA temp, X | \KEEP IN TEMP STORE |
| 12450 | INY | \ADVANCE TABLE POINTER |
| 12460 | INX | \ADVANCE BYTE POINTER |
| 12470 | CPX\#8 | 18 BYTES COLLECTED? |
| 12480 | BNE bytget | INO - GET THEM |
| 12490 | LDY\#223 | ISET SCREEN POINTER TO - -32 |
| 12500 | LDX\#255 | ISET ROW POINTER TO-1 |
| 12510 .nxtrow | INX | \READY FOR NEXT ROW |
| 12520 | CPX\#7 | \ALL ROWS DONE? |
| 12530 | BEQ finish |  |
| 12540 | LDA\#8 | \INITIALIZE BIT POINTER |
| 12550 | STA bitcnt |  |
| 12560 | CLC |  |
| 12570 | TYA | \GET SCREEN POINTER |


| 12575 | ADC \#32 | \ADVANCE TO NEXT ROW |
| :---: | :---: | :---: |
| 12580 | TAY | \RESTORE SCREEN POINTER |
| 12590 .nxtbit | INY | INEXT SCREEN POSITION |
| 12600 | ASL temp, X | ISHIFT BIT INTO CARRY STORE |
| 12610 | BCC empty | \BIT IS ZERO |
| 12620 | LDA\#255 | \BIT IS ONE - SEND WHITE BLOCK |
| 12630 | BNE send | IUNCONDITIONAL BRANCH |
| 12640 .empty | LDA\#151 | ISEND BLANK BLOCK |
| 12650 .send | STA (screen), Y | ISEND TO SCREEN |
| 12660 | DEC bitcnt | \ALL BITS SENT? |
| 12670 | BEQ nxtrow | IYES DO NEXT ROW |
| 12680 | BNE nxtbit | INO DO NEXT BIT |
| 12690 |  |  |
| 12700 .finish RTS:] |  |  |
| 12800 NEXT pass |  |  |
| 12900 RETURN |  |  |

The way that this routine is called can best be seen by studying one of the programs that uses it, particularly TSA METER (8). I find it of universal value in displaying digits to a whole class, where a BASIC equivalent takes too long to paint each digit in turn. STOPCLOCK (5) updates the digits every ten milliseconds and this is not possible in BASIC.

## High-resolution plotting

It is occasionally necessary to plot points on the screen in machine code. An example is in STANDING WAVES (23)(Plate 41), where the screen picture has to be changed quite often to give the appearance of motion. Let us first look at the algorithm used to do this. The highresolution screen of MODE 4 runs from $\& 5800$ (top left corner) to $\& 7$ FFF. Adjacent screen positions are not contiguous in the memory. Running the following program shows that each character position ( 8 by 8 bits) is made from eight consecutive bytes. The next set of eight bytes is next door to this and so on. After 320 bytes ( 40 columns) the next row is started and so on to the bottom of the screen.

## 1 MODE 4

100 FOR I = \& 5800 TO \&7FFF
110 ? I = 255
120 NEXT I

The algorithm to plot the point $(\mathrm{X}, \mathrm{Y})$ directly is thus:
byte number $=\& 5800+320^{*}($ Y DIV 8 $)+8^{*}($ X DIV 8 $)+($ Y MOD 8 $)$
The position within this byte is just (X MOD 8). This is not quite right because the top left of the screen is now the origin $(0,0)$. This is a situation that Apple users have long been be used too. For most programs it is not a serious problem, the point $(\mathrm{X}, 256-\mathrm{Y})$ has to be plotted instead. For wave motion programs this complication is ignored completely.


Plate 41 Interference between two waves of different phase angle
The machine code routine that achieves the above algorithm is as follows:

```
10000 REM MACHINE CODE PLOTTING ROUTINE
10010 y=&70:REM Y-COORDINATE
10020 x=&71:REM X-COORDINATE
10030 Xval=&72:REM TEMPORARY STORE FOR X-INDEX
10040 scrlo=&73
10050 scrhi=&74
10060 temp=&75
10070 FOR pass=0 TO 3 STEP 3
10075 P%=&4000
10080[OPT pass
10090.find STX Xval \KEEP CURRENT X-INDEX
10095 LDA y \CONVERT Y-COORDINATE
10150 LSR A
10160 LSR A
10170 LSR A ly DIV 8
10190 STA scrlo \TEMPORARY STORE
10210 CLC
10220 ADC#&58 \ADD TOP-OF-SCREEN ADDRESS
10230 STA scrhi ly DIV 8 EFFECTIVELY MULTIPLIED BY }25
```

| 10232 | LDA\#0 |  |
| :---: | :---: | :---: |
| 10240 | LDX\#6 | ISIX SHIFTS OF y DIV 8 IS |
| 10250.next | ASL scrio | \EQUIVALENT TO MULTIPLYING BY 64 |
| 10252 | ROL A |  |
| 10254 | DEX |  |
| 10256 | BNE next |  |
| 10270 | ADC scrhi | IGIVING EQUIVALENT OF MULTIPLYING BY 320 |
| 10280 | STA scrhi |  |
| 10300 |  |  |
| 10320 | LDA y |  |
| 10330 | AND\#7 | \EQUIVALENT TO y MOD 8 |
| 10333 | STA temp |  |
| 10380 |  |  |
| 10400 | LDA X |  |
| 10410 | AND\#\&F8 | \EQUAL TO (x DIV 8) * 8 |
| 10420 | ADC temp | \ADD IN PREVIOUS CALCULATIONS |
| 10425 | ADC scrlo |  |
| 10430 | STA scrlo | IKEEP LOW BYTE OF SCREEN ADDRESS |
| 10440 | LDA scrhi |  |
| 10450 | ADC\#0 | \ADD CARRY BIT TO HIGH BYTE |
| 10460 | STA scrhi |  |
| 10470 | LDY\#0 | IDETERMINE BIT POSITION WITHIN BYTE |
| 10480 | LDA x |  |
| 10490 | AND\#7 |  |
| 10500 | TAX |  |
| 10505 | SEC | ISHIFT CARRY BIT DOWN ACCUMULATOR |
| 10512 | LDA\#0 | IUNTIL CORRECT BIT POSITION IS REACHED |
| 10515.shift | ROR A |  |
| 10516 | DEX |  |
| 10520 | BPL shift |  |
| 10530 | STA temp |  |
| 10535 | LDX Xval | \RESTORE X-INDEX |
| 10536 |  |  |
| 10540 | RTS |  |

On returning from this routine the locations scrlo and scrhi contain the screen address of the byte in which the dot was found and the ACCUMULATOR contains the bit position itself. To plot a point without erasing any other points in the same byte requires that byte to be ORed with the new bit, thus:

JSR find
IGET BIT AND BYTE
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12770
ORA (scrlo), Y
12780
STA (scrlo), Y

To erase the dot requires the inverse of the ACCUMULATOR contents to be ANDed with the current screen byte in this way:

| 12430 | JSR find | IGET BIT AND BYTE |
| :--- | :--- | :--- |
| 12440 | EOR\#255 | IINVERT BIT |
| 12450 | AND (scrlo),Y |  |
| 12460 | STA (scrlo),Y |  |

This routine is used extensively in the programs listed in the Appendix. A slightly different version is used for CHART RECORDER (18), because that only needs to determine the ycoordinate. This is plotted on the extreme left of the screen, which is then scrolled across.

STANDING WAVES is a machine code version of what is essentially a simple process. To create a wave on the screen we need to plot a sine wave, erase it and replot it one pixel to the left or right. In BASIC this takes far too long and wave motion is not apparent. Unfortunately, a machine code routine to work out sines is beyond my capabilities. The solution is to use BASIC to work out the sines beforehand. These values are then stored in a table (sintbl), which is accessed in machine code using the X-INDEX as a pointer. If the X-INDEX contains the value 25 , then LDA sintbl, $X$ will retrieve the sine of 25 from the table. The table is loaded with the correct values by a program like this:

```
20000 REM SET UP SINE TABLE
20010 REM CONTAINS 256 DATA ITEMS
20020 FOR I = 0 TO 255
20024 LET angle = *PI/128
20025 LET val = SIN(angle)
20035 ?(&4A00 + I) = INT(20*val)
20090 NEXT I
```

This produces sines with an amplitude of 20 . When I started to write my wave motion programs, I wanted the option of choosing different amplitudes. To produce waves of different amplitudes requires each sine value in the table to be multiplied by some factor. The following multiplication routine was developed for the purpose.

| 13000 \M | ICATION R | R RESULT IN ACCUMULATOR |
| :---: | :---: | :---: |
| 13030 .mult | LDA\#0 | \PRODUCT |
| 13050 | LDY\#8 | 18 SHIFTS |
| 13060 .nxmult | ASL A | \MULTIPLY RESULT BY TWO |
| 13070 | ASL mult1 | \FIRST NUMBER |
| 13080 | BCC cont | \IF CARRY IS CLEAR IGNORE REST |
| 13085 | CLC |  |
| 13090 | ADC mult2 | \ADD SECOND NUMBER |
| 13100 .cont | DEY | $\backslash$ ALL SHIFTS DONE? |
| 13110 | BNE nxmult | INO, DO NEXT BIT |
| 13120 | RTS | IYES ALL DONE |

This subroutine takes two numbers stored in mult1 and mult2, multiplies them together by a shift and add method and returns with their product in the ACCUMULATOR. Clearly this product must be less than 255 or the ACCUMULATOR will overflow. In cases where this subroutine is being used, this is always true. It is an interesting the note one reason why compiled BASIC is still too slow to cope with fast graphics: point it is too to universal and cannot adapt itself to particular cases in the way that I have done here.

Unfortunately, all this effort proved to be in vain. The time taken to use this routine each dot on the wave turned out to be too great. I had to choose the alternative technique for of using several sine tables, each for a different amplitude. Fortunately, the total number of amplitudes needed was sufficiently low that this could be done. A look at the listing for STANDING WAVES will show exactly how.

The algorithm used to draw the waves is rather like that used to plot the molecules. For each x-coordinate the present $y$-value of the wave is kept in a table (opos) and accessed via the X-INDEX. This value is retrieved and passed to the erasing routine above. The current x-position is then multiplied by a constant (called wvln) and another constant (time) is subtracted to give the position so far reached in the table. The current amplitude for the wave is used to point to the correct sine table and the sine value is retrieved from it. To this is added an offset to get the wave to the correct height and the new point is plotted. It is also put back into the table of positions ready to be erased the next time round.

Fundamentally we are computing the wave displacement from the equation

$$
\text { displacement }=\text { amplitude*SIN(wvln*x-time })
$$

Physicists will appreciate that the constant called 'wvln' is actually the reciprocal of the wavelength. This can be altered before the routine is called to change the number of waves that appear on the screen (and hence their wavelength). By adjusting the constant called time at the completion of each cycle, the wave can be made to move through the table faster or slower. This is a means of adjusting the speed of the waves. The third variable (frequency) depends upon both speed and wavelength and cannot be independently altered.

The great advantage of this technique is the ease with which the wave can be made to travel backwards. The constant (time) is added instead of subtracted to produce the result. The two displacements for the two waves are then added together to produce the standing waves. Close inspection of the listing in the STANDING WAVES program will reveal exactly how this is done. If you want both waves to travel in the same direction, producing interference when the waves have the same wavelength and beats when they are different, change this program to the following:

12520 CLC
12530 ADC time
You now have the capability to produce your own wave motion programs for a variety of purposes.

## Ripple tank simulations

The plot routine can be used to make the plane (or circular) wavefronts of water waves
travel across the ripple tank and be reflected from a plane (or circular) barrier. For practical purposes the time to set up the starting conditions is too long to make this idea a viable simulation program (although I am working on this problem). Again the basic method is similar to that of moving molecules around the screen. Because the screen locations are not contiguous, it is not possible to add a constant to move a particular dot up or down. Instead the $x$ - and $y$-coordinates are handled separately. As before though, the current positions are stored in two sets of tables (X-POSITION HIGH,X-POSITIONLOW etc.). The displacement added each time to the current positions are also held as double-byte numbers (INITIAL Y-SPEED HIGH, INITIAL Y-SPEEDLOW, etc.). This allows each dot on a wavefront to move independently of all the others. If all the dots are initially lined up and given the same displacement, they will progress across the screen as a plane wave.

Upon reaching the barrier each dot is given a different displacement, so that it then moves off in a different direction. Simulations of spherical wavefronts colliding with spherical barriers are thus quite possible. The only price to be paid is the setting up of some twelve tables initially, each consisting of 256 elements. Once this has been done the result is reasonably satisfactory. WAVE REFLECTION (25) gives the full listing.

## Brownian motion

More satisfactory from my point of view is the ease of simulating the Brownian motion of smoke particles. I am indebted to W.Jeffries (Jordanhill College of Education) for bringing this idea to my attention. Each smoke particle is a dot on the screen, which is then given a random displacement in one of the usual eight directions. A random number which can be $+1,0$ or -1 is added to the $x$-coordinate and another is added to the $y$-coordinate, thus giving the eight directions (plus the possibility of not moving at all).

These random numbers cannot be generated in machine code quickly enough, so we resort to trickery, by setting timerl in the VIA ticking away in microseconds and accessing its lower two bits. These are ORed with 1 to produce numbers 1,2 or 3 and 254 is added to them to give the required displacements. By my reckoning this ought to produce a bias in the results towards -1 , but it doesn't seem to have that effect. The clock for the VIA is asynchronous with that running the microprocessor and this seems to produce the necessary randomness. The whole program is listed as BROWNIAN MOTION (27).

## Screen scroll

The layout of the screen makes it possible to shift each pixel into the neighbouring position, using the ROR instruction. This has several applications as we shall see later. I was first alerted to this possibility by S. Rushbrook-Williams of the Microelectronics Educational Development Centre in Paisley. What will upset some purists is my use of a modified address for the current screen byte being shifted. This program is not, therefore, relocatable.

> 1 MODE 4
> 2 HIMEM $=\& 4000$ 10020 rowcnt $=\& 71$

| 11000 FOR pass = 0 TO 3 STEP 3$11005 \mathrm{P} \%=\$ 4000$ |  |  |
| :---: | :---: | :---: |
| 11010 [OPT pass |  |  |
| 11012 .scroll | LDA\#\&58 |  |
| 11014 | STA \&4018 |  |
| 11016 | LDA\#\&00 |  |
| 11018 | STA\&4017 | IRESTORE STARTING ADDRESS OF SCREEN |
| 11020 | LDA\#32 | ICOUNT 32 ROWS |
| 11030 | STA rowent |  |
| 11040 .nxrow | LDY\#40 | ICOUNT 40 COLUMNS |
| 11050 | CLC | ISHIFT BLANK INTO LEFTMOST BIT |
| 11060 | LDA\#0 | \ACCUMULATOR KEEPS ALL RIGHTMOST BITS |
| 11070 .nxcol | ROR A |  |
| 11080 | LDX\#8 | 18 LINES PER COLUMN |
| 11090 .nxlin | ROR \&FFFF | MMODIFIED SCREEN ADDRESS |
| 11100 | ROR A |  |
| 11110 | INC \& 4017 | IINCREMENT MODIFIED SCREEN ADDRESS |
| 11120 | BNE cont |  |
| 11130 | INC \&4018 |  |
| 11140 .cont | DEX |  |
| 11150 | BNE nxlin | IDO NEXT LINE IN SET OF EIGHT |
| 11160 | DEY |  |
| 11170 | BNE nxcol | \DO NEXT SET OF EIGHT |
| 11180 | DEC rowent |  |
| 11190 | BNE nxrow | IDO NEXT ROW |
| 11200 | RTS |  |
| 11500 ] |  |  |
| 12400 NEXT pass |  |  |
| 20000 CALL scroll |  |  |
| 20010 GOTO 20000 |  |  |

Each row of the MODE 4 screen contains 320 bytes arranged as forty rows of eight lines. Each of the eight lines is rotated in turn into the ACCUMULATOR and any bit 0 positions that contain a 1 will place that bit in bit 7 of the ACCUMULATOR. This is repeated eight times for each set of lines in a column. At the end of eight shifts the ACCUMULATOR has collected all these bits and shifted them down to the other end. At the same time, any bits which dropped off the end of previous bytes are shifted out of the ACCUMULATOR into the bit 7 position of each screen byte. This happens for forty column positions, except for the first, which has a 0 shifted into its bit 7 position. The whole routine can be repeated for as many lines as required by setting the initial starting address to the beginning of any row and by adjusting the value stored in rowent.


Plate 42 Beats between two waves of differing frequency
When the whole screen is shifted, as above, the result is rather slow, although it is quite adequate for FOUR-CHANNEL CHART RECORDER (18).

If the extreme left positions are plotted with the displacements of a sine table, then waves will be produced as the screen scrolls across. This is used in WAVE SUPERPOSITION (24) to provide a different technique for demonstrating beats and wave interference (Plate 42). Although slower, it is more powerful than STANDING WAVES, since its calculations are in BASIC and give finer tuning of the beat frequency, wavelengths and phase relationship between the waves. A faster machine code version of this program is currently being prepared.

This chapter has come a long way and some readers may well feel that it is not for them. I did warn that machine code programming was not easy, but no matter. Study the program listings to see the way that each routine is used and you should then be able to make use of them yourself, even if you cannot see how they work.

## 8 Interfacing in machine code

'Now! Now! cried the Queen. 'Faster! Faster!'<br>(Lewis Carroll, Through the Looking Glass)

This chapter brings together previous ideas to produce very useful routines for making fast measurements. First, let us look at the VIA from the point of view of machine code. It is assumed that we are using the B-port, since this is the normal user port of the BBC microcomputer. The address of this VIA is \&FE60, referred to as the BASE address.

## Using the B-port for output

LDA \#\&FF $\quad$ All B-port lines as outputs
STA BASE+2 \Data direction register
LDA \#\&80 \B-port line 7 HIGH, all others LOW
STA BASE+0 \B-port
Using the B-port for input
LDA \#\&00 $\quad$ All B-port lines as inputs
STA BASE+2
LDA BASE+0 \Read B-port
Using the B-port for inputs and outputs and looking at bit 0 only
LDA \#\&F0 $\quad$ Lines 0 to 3 as inputs, others as outputs
STA BASE+2
LDA BASE+0 \Read inputs
AND \#1 $\quad$ Mask to get bit 0 only
The VIA timers may be accessed in just the same way to produce machine code versions of the programs described in Chapter 4.

Using machine code versions of these programs gives faster results and turns the microcomputer into a very powerful laboratory aid. One example of this is STOPCLOCK, listed as program 5 in the Appendix. It prints the current value of a centisecond clock on the screen in large digits, which is updated one hundred times a second. This 'clock' is actually the internal clock of the BBC microcomputer, which is accessed in machine code through location 594 (OS 0.1) or location 662 (OS 1.0). The of BBC microcomputer's own operating system interrupts the program every hundredth a second to update this clock. It is important, therefore, not to disable the operating system, or this clock system will not work. The position of this clock seems to depend on which operating system you have. OS 0.1 uses location 594 stated above, but OS 1.0
appears to have moved it to location 662. If STOPCLOCK does not work with your system, change line 1010 to:

## 1010 CSLO = 662

An alternative timing technique is to use timer 1 of the VIA to provide accurate time-outs at predetermined intervals. This could then generate its own interrupts at whatever time interval might be required. However, centiseconds are ideal for the present purposes, so the use of timer 1 is an unnecessary complication.

Rather than use the interrupt system of the microcomputer, it is also quite easy just to inspect bit 6 of the flag register to see if it is set. If so a time-out has occurred and T1LHI can be reloaded to start a new countdown. When the countdown reaches zero, it sets a flag in the flag register, reloads itself from the latch and carries on counting down. If the latch contains the number 10000 (actually 9998 to allow for the reloading time), because the VIA clock runs at 1 MHz , timer 1 gives out a steady stream of one centisecond signals.

A final alternative would be to use a timing loop lasting exactly ten milliseconds. In this application, though, we need to update the display at the same time and it is quite awkward to do both tasks simultaneously. The chosen technique is therefore the best in this instance.

The clock is started by an event (a change in logic level) at either bit 0 or bit 1 of the user port. The current time is displayed in minutes, seconds and centiseconds in large digits on the screen, using the machine code subroutine developed in Chapter 7. Another event stops the clock, which then displays the elapsed time. Pressing a key halts the display, while allowing the clock to continue counting. The whole program illustrates the freedom given by using the VIA instead of delay loops to do the timing. The microprocessor can then get on with other tasks, like sorting out where the digits have to go and displaying them.

The full program is listed in the Appendix. The following brief description may help to explain it, since comments in that listing are rather sparse.
2025 to 2049: the special codes for the large letters $\mathrm{m}, \mathrm{S}$ and the decimal point are sent to the large digit subroutine. Each of these characters is placed in turn into dgtval and its position is placed in dest and the routine is called by JSR display.
2050 to 2125: the minutes, seconds and centiseconds are initialized to zero and then displayed on the screen by JSR showtimes.
2130 to 2195: bits 0 and 1 of the user port are collected and stored in status. The program then sits at this point until one or other of these bits changes.
2200 to 2610: the centisecond store is cleared and the timing begins. Every centisecond the BBC operating system adds one to location 594 (called CSLO). If this location contains a number less than ten, the routine jumps to see if any key on the keyboard is being pressed. If not the current time measured by the clock is displayed. If a key is being pressed, the showtimes routine is bypassed and the clock display freezes at its previous value. After the current time has (or has not) been displayed, the routine checks the user port to see if any input has changed. If so, a return to BASIC is made. If not, the routine goes back to check the current value of CSLO.

When CSLO exceeds ten, it is reset to zero and CSHI is incremented, thus effectively
counting ten centiseconds. When it reaches ten, it too is reset and one second is added to the time. This process continues up to 100 minutes or until the input status changes. The clock stores continue to be incremented every hundredth of a second even if the display is temporarily frozen. It would be more difficult to do this if a timing loop was being used to generate the centisecond intervals.
2620 to 3170: the showtimes subroutine collects the contents of each of CSLO, CSHI, etc. and displays each in its correct position with the display subroutine.

## Timing loop routines

We saw in Chapter 4 how user port outputs may be switched on for controlled intervals of time using simple delay loops in BASIC. The maximum rate at which an output (other than PB7 and CB2) can be switched on and off in this way is limited to about 100 Hz and this is inadequate for most purposes. A better way is to use the timers of the VIA to control outputs on PB7, but there is an alternative, which is to use machine code delay loops, as we did when moving characters across the screen in Chapter 7. However, we were not then interested in accuracy.

Since timing loops are used extensively for accurate measurement of short intervals, they will now be described. We shall use them to switch user port outputs rapidly on and off to produce sound in a suitable loudspeaker. (This particular application, chosen only to illustrate the principles, is not a sensible one because better ways of producing sound already exist in the BBC microcomputer.) The algorithm is as follows:
i) Switch the output on
ii) Delay for half-period
iii) Switch the output off
iv) Delay for other half-period
v) Go back to step i

The delay routine is half a millisecond, based upon counting the number of machine cycles needed to execute each instruction.

|  | LDX count | $; 2$ cycles |
| :--- | :--- | :--- |
| .$D L Y 2$ | LDY \#198 | $; 2$ cycles |
| .$D L Y 1$ | DEY | $; 2$ cycles |
|  | BNE DLY1 | $; 2$ or 3 cycles |
|  | NOP | $; 2$ cycles |
|  | NOP | $; 2$ cycles |
|  | DEX | $; 2$ cycles |
|  | BNE DLY2 | $; 2$ or 3 cycles |

The loop DLY1 takes five cycles to complete if the conditional branch BNE and DLY1 makes succeeds. After the last decrement the branch fails, so it then takes two cycles and makes the last loop four cycles in total. Since DLY1 is executed 198 times it takes 198*5-1 or 989 cycles. The other instructions in the loop DLY2 take 11 cycles (except for the last loop)
which is one less than this), so every time that the X-INDEX is decremented a total delay of 1000 cycles is introduced (which is half a millisecond).

When this delay routine is used in the algorithm above to cause the delay between switching the user port lines alternately HIGH and LOW, a frequency of about 1 kHz will obviously be produced if the location called count contains a value of one. Changing count allows different (lower) frequencies to be produced.

## Time measurement by counting machine cycles

The principle of measuring time intervals is as follows. The user port is read and stored in a memory location called status. The current state of the user port is then monitored continuously and compared with status. Normally it will be the same, but when it is different, this is because an input has been activated. A clock is then started and the new status of the user port is saved in status. When the user port again changes state, the current contents of the clock are noted and copied into a store. The time interval involved can then be calculated and displayed. We saw how this routine was used with the internal clock to produce a centisecond timer in BASIC.

Accurate timing of short intervals is only possible using machine code routines, since BASIC is too slow to respond to input changes. Although it is possible to use the VIA timers in machine code, the use of timing loops is still a good way to measure time intervals and this will now be described. It works because it takes exactly the same length of time to add one unit to a chosen (zero page) location (called clock). During each loop the user port is checked to see if it has changed its status and, if so, the program jumps out of the timing loop.

Initialization

| .begin | SEI |
| :--- | :--- |
|  | LDA \#0 |
|  | STA clock |
|  | STA errflag |
|  | LDA PRT |
|  | STA status |

Wait for input status to change
.wait LDAPRT
CMP status
BEQ wait
STA status $\quad$ Keep new status

## Timing loop

| .$l o o p$ | INC clock | 15 cycles |
| :--- | :--- | :--- |
|  | BEQ error | 12 cycles usually |
|  | LDA PRT | $\backslash 4$ cycles |
|  | CMP status | $\backslash 3$ cycles |


|  | BEQ loop $\quad 13$ cycles usually |  |
| :--- | :--- | :--- |
|  | CLI |  |
| .error | RTS |  |
|  | LDA \#1 |  |
|  | STA errflag |  |
|  | CLI |  |
|  | RTS |  |

The timing loop interval is seventeen cycles. The instruction BEQ error is normally unsuccessful, so it takes two cycles. BEQ loop is successful until the input status changes, so it takes three cycles. Each cycle takes 500 nanoseconds to be executed, giving a loop of 8.5 microseconds. There is not usually any need to make this a round number (like ten) since it may have to be processed by BASIC later anyway.

Note the following further points. The interrupt system is disabled (with SEI) to prevent the BBC microcomputer's operating system from interrupting the timing routine and causing timing errors. At the end of the routine the interrupt system is restored with CLI. The maximum interval that can be measured is 256 loops X 8.5 microseconds ( 2.176 ms ). If the interval exceeds this an error will be flagged through the location called errflag. On return to BASIC this will be zero if the timing was satisfactory and one if the maximum interval was exceeded. This can be checked by a BASIC routine and the operator informed of a timing error if necessary.

The timing of longer intervals may be achieved with a two byte clock. Using the increment method is now more difficult because the high byte of this clock is only incremented whenever the low byte of the clock reaches zero (i.e. 256). This takes an additional five cycles so a 5 -cycle delay has to be incorporated to compensate for the 255 occasions when the high byte is not incremented. To achieve the greatest speed the XINDEX (low byte) and the Y-INDEX (high byte) are used for the clock.

## Initialization

| .begin | SEI |  |
| :---: | :---: | :---: |
|  | LDA \#0 |  |
|  | STA errflag |  |
|  | TAX |  |
|  | TAY |  |
|  | LDA PRT |  |
|  | STA status |  |
| .wait | LDA PRT | WWait for input status to change |
|  | CMP status |  |
|  | BEQ wait |  |
|  | STA status | \Keep new status |
| .loop | INX | \Timing loop 2 cycles |
|  | BNE delay | 13 cycles usually |
|  | INY | 12 cycles |
|  | BNE cont | 13 cycles usually |
|  | LDA \#1 | $\backslash$ Error condition |



The delay of two NOP instructions compensates for not incrementing the high byte of the clock. Branching to this delay also involves one extra cycle, thus giving a total of five cycles, which is equivalent to the time taken to increment the high byte of the clock and to see if it has exceeded its limit. The total 19-cycle timing loop thus takes 9.5 microseconds and can measure intervals up to 600 milliseconds. Intervals exceeding this cause the overflow error which is detected in BASIC later. This routine is the basis of FAST TIMER (7). The accuracy of this program depends upon the accuracy of the 1 MHz clock rate. If it is not exact, then the 0.0095 factor in line 405 of this program can be altered accordingly.

For still longer time intervals a three-byte clock may be used. The incrementing method now needs so many compensatory delays that it is better to use the technique of adding one unit to the clock during each loop instead. The CARRY bit from the low byte addition may be added in to the next byte by adding in zero each time. The three bytes for the clock are kept on zero page and called CLOCKLO, CLOCKMID and CLOCKHI.
This 24-bit clock can count up to 16777216 and for a 50-cycle loop can measure times up to several minutes.

## Count subroutine

| .COUNT | CLC | 12 cycles |
| :--- | :--- | :--- |
|  | LDA CLOCKLO | 13 cycles |
|  | ADC \#1 | 12 cycles |
|  | STA CLOCKLO | 13 cycles |
|  | LDA CLOCKMID | 13 cycles |
|  | ADC \#O | 12 cycles |
|  | STA CLOCKMID | 13 cycles |
|  | LDA CLOCKHI | 13 cycles |
|  | ADC \#0 | 12 cycles |
|  | STA CLOCKHI | 13 cycles |
|  | LDA KEYBRD | 14 cycles |
|  | CMP KEY | 12 cycles |
|  | BNE CHK | 13 cycles unless timing has finished |
|  | BEQ DONE |  |
| .CHK | LDA APRT | 14 cycles |

## AND \#3 <br> TAY <br> CMP STATUS <br> BEQ COUNT

12 cycles
12 cycles
14 cycles
13 cycles unless timing has finished.

14 cycles
13 cycles unless timing has finished.

Using the tables given at the end of Chapter 7 to convince yourself that it takes fifty cycles to complete this loop and that the clock will have increased by one unit in the process.

Once entered, this loop continuously counts time in units of fifty cycles. There are two ways of leaving the loop. If the keyboard is pressed during the timing then the keyboard flag in the VIA will be set and will terminate the loop. Alternatively, if there has been some change at the user port so that it no longer compares with STATUS, then the microprocessor goes off to find out what caused the change. Because the maximum time interval is so great, the overflow checking routine can now be abandoned. This routine could be used virtually as it is to measure short time intervals. In programs 8 to 12 it has, however, been replaced by the alternative technique of waiting for time-outs on timer 1 .

The original version of this program was developed on the PET and no timers are available there. The BBC microcomputer has both timer 1 and timer 2, so that they are free for a user program. Timer 1 is set to provide continuous 50 microsecond timeouts (approximately), which is quite long enough for the routine to update its clock and check its flags, etc. After this the routine waits for the timeout, resets the flag and continues. The timing continues even when the routine goes off to store the clock data after an event, although this is too short to make a lot of difference. Hence there is little to choose between this technique and loop counting, except that it is easier to adjust the timing interval when using timer 1. In both cases the time interval measured is not quite 50 microseconds and an adjustment is made in BASIC later, when the readings are processed. The amount of this adjustment was determined by accurate measurement over several minutes with a stopwatch (digital, I hasten to add!).

These advanced timing routines can be used in a variety of programs. For example a photocell connected to bit 0 of the user port could be mounted inside a camera to measure how long its shutter remains open. The timing routine actually used in programs 8 to 12 has been made even more powerful by including extra facilities. Firstly, it allows up to sixteen different time intervals to be measured consecutively. This means that it can be used for a variety of purposes, particularly the measurement of an A.C. frequency (which requires several cycles to be counted), the measurement of the speeds of a trolley as it runs down an inclined plane and the measurement of acceleration. TSA METER (8) uses this advanced timing routine and the large digits subroutine to display the results.

To allow the measurements of speed when studying the laws of collision between two trolleys, there must be two photocells. It is possible for the second trolley to begin a transit of its photocell before the first has finished crossing the other. Thus it must be possible to detect two inputs independently and to keep their results separate. We still only need the one clock, but at the start or finish of a transit, the time on the clock is copied into a store. In fact, up to sixteen stores are available for each input and the pointers (ptr) keep it would track of which status changeis currently being timed. Thus in the collision experiment it would be possible to have two trolleys approach from different directions, to collide in the middle
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and both go off in one particular direction at different speeds. This involves two events at one input and six events at the other, but the routine can easily cope with this. (In this context an event is any change at either of the inputs.)

The whole routine has a method for deciding how long it has to continue taking readings, since the number of events is kept in a location (evntctr) beforehand. It also has an escape route, for the occasion when you run the program and find that the photocell is not working. This is achieved by the keyboard detect routine.

The final part of the routine (.done) is a means of converting the recorded clock times into time intervals. This is carried out for all of the stores even if most of them are empty.


| 16130 | BPL nxtclr | INO DO NEXT |
| :---: | :---: | :---: |
| 16140 | STA DDRB | IUSER PORT IS FOR INPUT |
| 16150 | LDA \#252 | ISET POINTERS TO-4 |
| 16160 | STA ptr | ISAVE CHANNEL 1 POINTER |
| 16170 | STA ptr+64 | ISAVE CHANNEL 2 POINTER |
| 16180 | LDA PRT | IGET CURRENT INPUT STATUS |
| 16190 | AND \#3 | \MASK FOR BITS 0 AND 1 |
| 16200 | STA status | \KEEP CURRENT STATUS |
| 16210.wait | LDA PRT | IGET CURRENT INPUT STATUS |
| 16220 | AND \#3 | \MASK FOR BITS 0 AND 1 |
| 16230 | TAY | \KEEP STATUS TEMPORARILY |
| 16240 | CPY status | ISAME STATUS ? |
| 16250 | BEQ wait | IWAIT UNTIL IT CHANGES |
| 16255 |  | ISTATUS HAS CHANGED |
| 16256 |  | IDETERMINE WHICH CHANNEL |
| 16260.query | TYA | \RETRIEVE STATUS |
| 16270 | EOR status | IWHICH CHANNEL? |
| 16280 | STY status | \KEEP NEW STATUS |
| 16290 | CMP \#1 | \CHANNEL 1? |
| 16300 | BEQ chan1 | YES |
| 16310 | CMP \#2 | \CHANNEL 2? |
| 16320 | BEQ chan2 | IYES |
| 16330 | TYA | $\backslash$ BOTH CHANNELS |
| 16340 | EOR \#2 | \IGNORE CHANNEL 2 THIS TIME |
| 16350 | STA status |  |
| 16360.chan1 | LDX \#0 | \POINT TO CHANNEL 1 EVENT COUNTER |
| 16370 | BEQ cont | \UNCONDITIONAL BRANCH |
| 16380.chan2 | LDX \#64 | IPOINT TO CHANNEL 2 EVENT COUNTER |
| 16390.cont | LDA ptr, X | IGET CORRECT EVENT POINTER |
| 16400 | CLC |  |
| 16410 | ADC \#4 | \MOVE DOWN 4 BYTES |
| 16420 | STA ptr, X | \AND PUT IT BACK |
| 16430 | CLC |  |
| 16440 | TXA | \GET CHANNEL POINTER |
| 16450 | ADC ptr, X | \ADD EVENT POINTER |
| 16460 | TAX | \POINT TO NEXT EMPTY STORE |
| 16470 | LDA clocklo | ISTORE CURRENT CLOCK READING |
| 16480 | STA store, X |  |
| 16490 | LDA clockmid |  |
| 16500 | STA store + |  |
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| 16510 | LDA clockhi |  |
| :---: | :---: | :---: |
| 16520 | STA store $+2, \mathrm{X}$ |  |
| 16530 | DEC evntctr | \ALL EVENTS DONE? |
| 16540 | $B E Q$ done | \QUIT IF FINISHED |
| 16550 | LDA keyboardflag | ICLEAR FLAG FOR KEYBOARD |
| 16551 | STA keyboardflag |  |
| 16559 |  | \ TIMING ROUTINE |
| 16560.count | CLC |  |
| 16570 | LDA clocklo | \INCREMENT CLOCK |
| 16580 | ADC \#1 |  |
| 16590 | STA clocklo |  |
| 16600 | LDA clockmid |  |
| 16610 | ADC \#0 |  |
| 16620 | STA clockmid |  |
| 16630 | LDA clockhi |  |
| 16640 | ADC \#0 |  |
| 16650 | STA clockhi |  |
| 16660 | LDA keyboardflag |  |
| 16665 | AND \# 1 | \KEY PRESSED? |
| 16668 | BNE done | IYES SO FINISH |
| 16670.timewait | LDA flag | ITIMEOUT? |
| 16672 | AND \#64 |  |
| 16674 | BEQ timewait |  |
| 16675 | STA flag | \RESET TIMER FLAG |
| 16700 | LDA PRT | IHAS INPUT STATUS CHANGED? |
| 16710 | AND \#3 |  |
| 16720 | TAY | \KEEP TEMPORARILY |
| 16730 | CMP status |  |
| 16740 | BEQ count | INO CHANGE CONTINUE TIMING |
| 16750 | BNE query | IYES FIND OUT WHICH CHANNEL |
| 16760.done | LDX \#120 | ICONVERT STORES TO TIME INTERVALS |
| 16770.nxtstore | SEC |  |
| 16780 | LDA store $+4, \mathrm{X}$ |  |
| 16790 | SBC store $+0, \mathrm{X}$ |  |
| 16800 | STA store $+4, \mathrm{X}$ |  |
| 16810 | LDA store $+5, \mathrm{X}$ |  |
| 16820 | SBC store $+1, \mathrm{X}$ |  |
| 16830 | STA store $+5, \mathrm{X}$ |  |
| 16840 | LDA store $+6, \mathrm{X}$ |  |
| 16850 | SBC store $+2, \mathrm{X}$ |  |


| 16860 | STA store+6,X |
| :--- | :--- |
| 16870 | DEX |
| 16880 | DEX |
| 16890 | DEX |
| 16900 | DEX |
| 16910 | BPL nxtstore |
| 16920 | CLI |
| 16930 | RTS:] |
| 16940 | NEXT pass |
| 16950 | RETURN |

## Fast digital to analogue conversion

In Chapter 5 we noted that the frequency of the alternating voltage produced by a DAC via BASIC was limited to a few hertz. I stated then that for higher frequencies it is necessary to do all the calculations in BASIC beforehand and store the results in the memory as individual bytes. These are then collected one by one from the memory and sent directly to the DAC using a machine code routine. The waveform is created by BASIC before the machine code routine is called. This gives a table of numbers between 0 and 255 held in a set of locations called store. The machine code routine outputs these numbers to the DAC one by one. A delay routine similar to that used before will alter the rate at which the numbers are sent to the DAC and thus change the frequency of the waveform. The length of this delay is loaded from BASIC into a location called count before the DAC output routine is called.

PROGRAMMABLE OSCILLATOR (13) is based upon this routine. As with the BASIC programs already discussed, different waveforms are produced by altering the defining equation. The waveform can be inspected by connecting the DAC output to a cathode ray oscilloscope or turned into sound with a suitable amplifier and loudspeaker.

| .begin | LDX \#0 |  |
| :--- | :--- | :--- |
| .next | LDA store, X | 14 cycles |
|  | STA PRT | 14 cycles |
|  | LDY count | 13 cycles |
| .delay | DEY | 12 cycles |
|  | BNE delay | 12 or 3 cycles |
|  | INX | 12 cycles |
|  | BNE next | 12 or 3 cycles |
|  | BEQ begin | 13 cycles |

The delay loop can range from 4 to 1279 cycles, depending upon the value in count; to 1 to 256 (which is, in fact, 0). Including the remaining instructions, the rate of output to the DAC thus ranges from 20 to 1295 cycles and the period for the whole waveform is between about 2.5 ms and 160 ms (highest frequency 400 Hz ).

Higher frequencies can still be obtained by putting more than one cycle of the waveform into store to begin with, although this will reduce the resolution obtained. Even so, a mere eight voltage levels per waveform cycle still gives an acceptable sound, in which case the frequency can be as high as 12 kHz .

The above routine suffers from one fault; it is not possible to get out of it! PROGRAMMABLE OSCILLATOR contains a method of quitting the routine by having the keyboard flag checked regularly. When the flag goes up, the routine returns to BASIC.

## Applications

This DAC is very useful for producing alternating voltages. From an electronic engineering viewpoint, its waveform can have almost any shape, so it can be used to analyse the behaviour of filter circuits. For this purpose the output from the DAC can be boosted as described in Chapter 5.

## Fast analogue to digital conversion

In Chapter 5 we saw how readings from the ADC may be plotted on the screen. If the measured voltages are changing rapidly however, BASIC is too slow and a machine code routine is needed to collect the readings and to store them for future use. The built-in ADC is itself rather slow, but if it is restricted to channel 0 only ( $*$ FX16, 1 in version 1.0 of BBC BASIC), then it may be accessed up to a hundred times per second. Rather than address the built-in ADC directly (which creates an interrupt) the locations used by the operating system to store the reading obtained should be used instead. This is 652 for the low byte and 656 for the high byte (adjacent locations store the results for the other channels). Alternatively the analogue port can be accessed with the OSBYTE call as described in the user guide (page 429).
Much faster results are obtained by using the ZN448 device described in Chapter 5. A single delay loop provides data acquisition rates between 1000 and 100000 readings per second. Since the screen is not much more than 256 pixels wide (actually 320 ) a single page of stores can be accessed by indexed addressing to save the readings until a BASIC routine later plots them on the screen.

If this ADC is connected to the 1 MHz bus (Figure 5.5) or the user port (Figure 5.8), it has to be triggered to start a conversion. If the ADC is connected to the user port as in the program listed in the Appendix, the start conversion pulse is obtained from CB2. At the end of the conversion the data is latched into the user port with a strobe on CB1.

The way to achieve the maximum data acquisition rate is to start the next conversion before storing the results of the previous one. The data acquisition time can then be reduced to 15 microseconds. This is ideal for fast transient phenomena such as the light output from a flashgun.

| Fast ADC |  |  |
| :---: | :--- | :--- |
| .go | SEI |  |
|  | LDY \# 0 |  |
| .wait | LDA BPRT | IClear latch |
|  | STA BPRT | IStart conversion |
|  | NOP |  |
|  | NOP |  |
|  | NOP |  |
|  | NOP |  |


|  | NOP |  |
| :---: | :---: | :---: |
|  | NOP |  |
|  | LDA BPRT |  |
|  | STA BPRT | $\backslash$ Begin next conversion |
|  | CMP thrshld | $\backslash$ Ready to start? |
|  | BCC wait | INo wait for change |
| .new | LDA BPRT | IStart taking readings |
|  | STA BPRT | \Begin next conversion |
|  | STA store,Y | ISave present sample |
|  | LDX delay | \Get delay time |
| .dly | NOP | 12 cycles |
|  | LDA delay | 13 cycles dummy load |
|  | DEX | 12 cycles |
|  | BNE dly | 13 cycles usually |
|  | INY | \Total delay 10 cycles |
|  | BNE new |  |
|  | CLI |  |
|  | RTS |  |

The minimum time between starting and completing a conversion is about ten microseconds, which is the best that can be achieved with this device. Because of the time needed to collect the results the minimum delay between readings is thirty cycles or fifteen microseconds. The maximum delay is 2590 cycles or 600 readings per second. To decrease this further is simply a matter of putting extra NOP instructions in the .dly loop. If fewer readings per second are needed then an inner loop of say 120 microseconds can be provided in place of the NOP instruction in the manner shown in Chapter 7.

| .next | LDY delay | 13 cycles |
| :--- | :--- | :--- |
| .dly | LDA \#30 |  |
|  | STA temp |  |
| .iloop | DEC temp | 15 cycles |
|  | BNE iloop | 12 or 3 cycles |
|  | DEY | 12 cycles |
|  | BNE dly | 12 or 3 cycles |

This provides a minimum delay of about 125 microseconds ( 8000 readings per second) and a maximum of about 30 ms ( 33 readings per second). Lower rates than this can conveniently be handled from BASIC.

At full speed the time required to collect all 256 readings is about 2.5 ms . There thus has to be some means of telling the routine when to begin taking readings. One software solution to this problem is based on the assumption that nobody is interested in the voltage until it starts to change. So, the routine waits until it changes, before beginning to
store its readings regularly. In practice, ordinary fluctuations due to electrical noise means that the required change should be substantial, a change in the lower three bits at least. This is a little complicated, since the change may be positive or negative, so the absolute value of the change must be retrieved before the comparison can be made. The following listing gives the general idea:

| .wait | LDA BPRT | \Keep note of present reading |
| :---: | :---: | :---: |
|  | STA status |  |
|  | LDA BPRT | \Check reading for change |
|  | SBC status |  |
|  | BPL pos |  |
|  | EOR \#255 | \Negative - so complement |
| .pos | AND \#240 | $\backslash$ Mask to ignore lower four bits |
|  | BEQ wait | \Wait till change is significant |
| .go | SEI |  |

In FAST ADC the simpler technique of just comparing the measured ADC value with a previously declared threshold is used. This does mean that the voltage cannot be used with, say, capacitor discharge, where the voltage approaches the threshold from the other direction. In such cases the BCC of the FAST ADC routine must be replaced by BCS. The method above covers both eventualities, but takes too long for some purposes (e.g. the light output from a flashgun). Which technique is used depends on the application.

Connecting the ZN448 device to the user port does prevent the latter being used with a DAC at the same time (although I use the printer port for this instead), but it does make the programming simpler. Using the 1 MHz bus as described in Chapter 5, requires different addresses for the VIA, but the same program may be used otherwise. The full listing for FAST ADC is given in the Appendix (15). Once taken the readings are plotted on the screen by BASIC in the normal way. One peculiarity is worth a mention, the need to write to the user port to start the conversion. This is the only way to make the CB2 line go LOW for a single cycle. The CA2 line, on the other hand, will also go LOW as the data is read from the A-port. This would save one whole microsecond. If this is important to you, connect the ZN448 device to the A-port of your 1 MHz bus VIA and you will be able to get 100000 readings per second. I can't think what you will use it for!

## 9 Dedicated systems

'I see you're admiring my little box,' the knight said in a friendly tone. 'It's my own invention.' (Lewis Carroll, Through the Looking Glass)

## Permanent programs

Most microprocessors spend their time doing one set of tasks only. It is only the few that find their way into personal or school microcomputers, that are given different tasks from day to day at the whim of the programmer. The microprocessor inside a calculator has been pre-programmed to carry out calculations only. It will not be asked to play tunes or measure time intervals or temperatures etc. The microprocessor in a supermarket checkout will not be asked to play space invaders as well. The microprocessors in these
systems are said to be dedicated to their one function. The programs that run these dedicated systems are usually frozen in ROM, because there is no need to change them once they have been written and debugged.

ROM is produced by a silicon chip manufacturer exactly as requested by the purchaser. The program is placed in the ROM by a process called mask programming. An individual ROM may contain 32000 or more bytes, which is 256000 different bits. Each bit of every byte in the ROM is initially switched on. Then, by a photographic process, each individual bit is marked, either as one to be left on, or one to be switched off. The final process then permanently switches each bit off, or leaves it on, according to the information printed on it. Once the program has been produced in this way, it is not possible to alter it later. The program remains in the ROM even if the power supply to the equipment is later switched off. When this ROM is coupled to a microprocessor, the latter will only carry out the program in the ROM.
The making of the masks for a ROM is a very expensive business and it is not done unless several thousand such ROMs are required. In the development stage, therefore, before the bugs have been ironed out, a different form of ROM is used, called programmable ROM. One version of this is especially useful; it is called EPROM or erasable programmable ROM. This allows programs to be burned in, just as with ROM, but it is also possible to erase this program and burn in a different one, if the first is found to contain bugs. The equipment needed to burn a program into an EPROM is not too expensive (fifty pounds or so for an add-on unit to the BBC microcomputer), and but it is probably not worth the average user getting such equipment. Local polytechnics and FE colleges usually possess it and are willing to let visitors make use of it under supervision.

EPROM enables the programmer to store machine code routines permanently in his or her microcomputer, which can then be called from BASIC in the usual way (CALL
nnnnn). The exact value for 'nnnnn' depends upon where in the memory space the EPROM is placed. The most convenient EPROM is the 2516 (also known as the single-rail 2716), which can hold 2048 eight-bit bytes. A larger EPROM is the 2532, which can hold 4096 bytes. The older 2708 EPROM is less useful since it needs a separate -5 V supply, not always available.

Because of the many facilities offered, the BBC microcomputer has very little space available for such EPROMs in its 65536 addressable locations. Only \&FC00 to \&FDFE are free and some of these are earmarked for future expansion. One useful facility, therefore, allows the user to switch different sets of memory into the memory space using a separate latch. Thus three EPROMs could be plugged into the spare sockets and the routines contained in them could be accessed with an *FX call. This is how the graphics chip, word processor chip and the speech chip are added. I expect it will thus be possible for users to add their own chips with the same technique, although details of this are not available at the time of writing.

Unfortunately these sockets are themselves earmarked for other uses, particularly the word processor chip, Econet interface chip, LOGO chip and so on. The Acorn publication BBC Microcomputer Applications, Note 1 - The 1 MHz Bus, describes how another 64K of RAM, ROM or EPROM may be connected to the 1 MHz bus. Only 256 bytes of this can be accessed directly at any one time through the JIM addresses (\&FD00
to \&FDFF). What happens is this. The desired page of the extra memory is selected by writing the page number into an eight-bit data latch at the address \&FCFF. Thus
$? \& F C F F=\& 80$
will select page 128 of the extra memory. This number is retained by the latch and used to set up the top eight lines of the address bus. The bottom eight lines are selected by the microprocessor in the usual way in conjunction with the JIM address. Thus

## LET X = ?\&FD90

will read the contents of the extra memory at the actual address $\& 8090$. The $\& 80$ comes from the data latch and the $\& 90$ from the lower eight address lines. To switch to the next page of memory the data latch must be separately loaded with the next address with

## $? \& F C F F=\& 81$

and so on through the whole of the 65536 addresses ( 256 pages) available.
For physics teachers an obvious resident program for an EPROM is the timing routine discussed in the last chapter. To get such a routine into the EPROM, the hexadecimal code is usually typed into an EPROM burner and checked. Then a freshly erased EPROM is placed in one socket and the burn commences. Each binary code in turn is sent to its correct address and stored there by sending a voltage pulse along the program line. It takes one or two minutes for this process, after which the EPROM can be installed in the microcomputer. An EPROM can be erased again (for example, if a mistake has been made or if a better version has been developed) by exposing it to the correct dose of ultra-violet radiation. Any establishment with an EPROM burner will probably possess such a UV eraser too. EPROM burners are also currently being developed for use with the BBC microcomputer.

If this sounds a little complicated, and then there is EAROM (electrically alterable ROM). This too can be programmed and retains its program after the power has been switched off. Its program can location be changed can later, without having to erase the whole program first since each memory location can be changed independently. EAROM is unfortunately much more expensive than EPROM, but does not need special equipment to program it. It is simple placed into the ROM socket and treated like ordinary RAM, only it retains its program after the machine is switched off.

RAM has such tiny power requirements that a suitable battery can maintain a program in it for years after it has been programmed. Some RAM units, therefore, have a built-in battery to retain a program after the main power has been switched off. Here too, it is not necessary to buy a special burner and eraser equipment, since the device behaves like any other RAM from the point of view of the microcomputer.

## A stand-alone system

The above system is still just a microcomputer with some special resident routines. It would be possible to buy a microcomputer, add an EPROM and use it purely as a dedicated system. Fundamentally this is what has happened to some older microcomputers; for example my PET is now used exclusively for word processing. However, the manufacturers of, say, video games, are not going to do it like this. For them most of the microcomputer, such as the BASIC interpreter and the keyboard are unnecessary. Their procedure is to design each system specially, using only those components necessary for the task required. This is also a technique which we can use too.

## Requirements

A dedicated system will need some means of collecting data and giving information back to the user. In a microcomputer this is the typewriter keyboard and video display. In a control system this could be a sensor and a few switches for input and an electromagnetic relay as an output (for example, in a system to open the garage doors automatically upon the arrival of a motor car). In both cases, however, some sort of input/output chip, like a VIA, will be needed and the techniques discussed in Chapter 4 are relevant in this context.

The system will also need a microprocessor and some RAM for storing variable data. The amount of RAM depends upon the system, a garage doors system may only need a few bytes, whereas a programmable electronic organ may need thousands. Finally, the dedicated system will need its program stored in ROM or EPROM. Small dedicated systems can be developed around multi-purpose chips, such as the RRIOT (which contains ROM, RAM, input and output lines and a timer). The user's program is burned into the ROM when it is manufactured. This is combined with a microprocessor to give and a two-chip system. The ultimate is a single chip containing all the RAM, ROM and I/O the microprocessor as well. Such a chip is called a single-chip microcomputer.

These reductions in chip count give an obvious saving in cost, since the inter-connections between the different parts of the system have already been made. All that is
needed is a small printed circuit board to take the remaining components and a socket for the single-chip microcomputer and the complete system is ready.

This brings us right up to the present in microelectronic technology, since it is the use of such dedicated systems that is so profoundly affecting our lives. They are found in washing machines, sewing machines, knitting machines, motor cars, supermarket checkout points, video games and electric train sets. They control robots in factories, word processing equipment in the office and automatic stock delivery and despatch in the warehouse. What else they will do in the future is speculation, but I think it is safe to bet that those who can understand and program microelectronic systems are more likely to be employed than those who cannot.

This book was originally intended to be a part of a complete introduction to microelectronics, beginning with transistors and ending with complete single-chip microcomputers. This proved to be too ambitious and the emphasis was thus changed to using an existing microcomputer (in this case the BBC microcomputer) to do most of the tasks that a microprocessor normally does. I do want to complete the picture, however, and to encourage some of you to build your own dedicated systems (even your own microcomputer).

The first problem with any dedicated system is the number of connections needed. By the time an EPROM, a VIA, RAM, address decoders and a microprocessor are connected together, the resulting forest of wires is quite alarming. A printed circuit board (PCB) is a much better proposition. It isn't difficult to make a PCB but it probably isn't worth the effort either, since commercial boards with connections for these chips already exist. I use the "Cubit', which is available from Control Universal Ltd. Their board contains space for the 6502 microprocessor, a single rail 2716 EPROM, address decoding circuits, 2114 memory chips and a VIA. There are hundreds of simple systems that could be produced with this board, although some expertise in machine code programming and a good knowledge of the 6502 are needed before such a project is tackled. Some possible means of putting data into and getting it out of such a system are as follows:

## Keyboard

The simple and cheap hexadecimal keyboard contains the numerals 0 to 9 and the keys A to F. There are two different versions of it, one of which has sixteen separate switches, each operated by one of the keys. The way to use this keyboard is to run it from the a four-tosixteen demultiplexer (SN74LS154) described in Chapter 4. This device switches on one of sixteen possible lines when the binary address of the required line is sent to the address inputs (A0, A1, A2, A3). Only one of the outputs goes LOW at any time, depending on the binary number at the inputs. These inputs would be driven by four lines of the VIA to select any of the sixteen output lines. Each of these output lines is connected to one of the keys of the keyboard. If any of the keys is depressed, while its line is being held LOW (or strobed), then the output from the keyboard will itself be driven LOW. If this keyboard output is connected to a VIA input line, it can be sensed by the microprocessor.

The keyboard scan procedure is to put each of the numbers 0000 to 1111 in turn into the demultiplexer and to look at the keyboard output each time. When it is LOW, the


Figure 9.1 Matrix keyboard
number currently being output to the demultiplexer is the key that is being pressed. The obvious line for the keyboard output is bit 7 , since that can be detected with the single operation BPL, which will only be obeyed if one of the keys is being pressed.

An alternative is the $4 \times 4$ matrix keyboard of Figure 9.1, which connects to the eight lines of the user port, configured to make PBO to 3 into inputs and PB 4 to 7 into outputs. Each line of PB4 to PB7 is then made to go LOW and each of PBO to PB3 is checked to see if it has gone LOW. If so, the key at the intersection of the two chosen lines must have been pressed.

## Display

If the display only needs to show a few digits at a time and simple words, an ideal device is the eight-digit seven-segment LED display, just like that found in most calculators. Different characters are displayed by controlling each segment of each digit independently. Calculator-style displays also have the advantage of being inexpensive. Each line (segment) of the display is an LED and all eight segments have a common cathode (or anode). The seven segments of the digit are labelled a, b, c, d, e, f and g and there is also a decimal point dp. When any segment is taken HIGH and its cathode is taken LOW, that segment will light up. To display digits different codes need to be sent to the segments. By alternating between upper and lower case letters, it is even possible to display enough letters of the alphabet to present such words as 'rEAdy', 'yES' and 'no', as well as the responses $A, b, C, d$ and $E$. The codes for these are calculated just like those for the digits.

At first sight it looks as if the requirements of the eight-digit, seven-segment display are impossible to meet. The number of segments is actually eight, because of the decimal point, and this might imply that 8 X 8 or 64 lines are needed to drive all eight digits. In practice, only one digit is displayed at any one time and only the segments needed for that particular digit are switched on. This technique is called multiplexing and is the standard procedure for this type of display. (If the number 8888888888 is entered into a pocket calculator, which is then waved about, it becomes obvious that this is happening.) With this method we can use the same eight lines to run the segments for all of the digits and we only need eight more lines, one for each digit.

The same demultiplexer that drives the sixteen-key keyboard, can be used to provide these digit drives. As each keyboard position is strobed, it applies a LOW to the cathode of one of the display digits. The required segments are then driven HIGH at the same time, so that the desired character is displayed in its correct position. Each position is strobed in turn so that, in fact, up to sixteen digits could be displayed by this method. All of them could appear to be showing a different digit or character.

This technique means that the segment drive and the selected digit have to be held for a few milliseconds, to give the user time to see the displayed character. Although this slows up the rate of scanning the keyboard, there is really no problem because an operator is unlikely to press a key for less than several centiseconds. There is plenty of time to strobe the keyboard as well as to display all eight digits. This method therefore only needs thirteen lines of the VIA to run the keyboard and display. The remaining lines may be used for switch inputs or other outputs.

## Memory

To provide temporary storage for input data and to allow a working space for the operating system some RAM is necessary. On the Cubit board RAM comes in blocks of 1 K up to a maximum of 4 K . The obvious place to put this 1 K is on pages zero to three of the memory map so that we can use zero page addressing modes and make savings in execution time. To make use of subroutines, we also need to create a STACK in RAM, which, for the 6502 microprocessor, must be on page one. This leaves the remainder for data storage. As we saw above, only one VIA is required to handle all the I/O. The VIA address on the Cubit is chosen to be $\& 9000$ to $\& 900 \mathrm{~F}$.

The program needed to run the operating system will need routines for handling the keyboard input and display output, for sending and receiving the data and for processing the data entered from the keyboard. This might sound a great deal, but in fact machine code is very sparing in its use of memory, so the two kilobytes of a single 2716 EPROM are more than enough. Its 2048 bytes take up the memory space from \&F800 to \&FFFF. This is essential because the 6502 will need addresses \&FFFC and \&FFFD, which is where the microprocessor will look for its first jump address after being switched on. We shall put the starting address of our program into the locations \&FFFC and \&FFFD and the microprocessor will jump to the start of our program every time we switch on or reset the terminal.

Our memory map will therefore look like this:

| Memory | User address |
| :--- | :--- |
| RAM | $\& 0000-803 F F$ |
| VIA | $\& 9000-8900 \mathrm{~F}$ |
| EPROM | $\& F 800-\& F F F F$ |

The Cubit board itself has switches to decide where the ROM and RAM are simple system like ours does not need these switches, wires are soldered instead to to choose go. A block zero for RAM and block F for ROM (or EPROM in our case).

## VIA usage

The keyboard and display require only thirteen I/O lines. The 6522 VIA has 16 available I/O lines, so there is a little choice. We could use the C 1 and C 2 control lines too if this is found to be unnecessary. The whole of the B-Port is chosen to drive the segments and the lower four bits of the A-Port are connected to the four-to-sixteen demultiplexer to provide the digit select and keyboard scan. Bit 7 of the A-Port is chosen for the input from the keyboard. The remaining lines could be used for other purposes such as communication with other systems or for input sensors or relay outputs:

> B-port: bits 0 to 7 : segment select (to segment drivers) A-port: bits 0 to 3 : digit select (to inputs of SN74154)
> : and key select on the keyboard bit 7 : input from keyboard

## Programming

I have made several stand-alone systems based upon the Cubit board, which I find exceptionally easy to use. I actually wrote the programs for these systems using an Apple II microcomputer. The address and data lines from an Apple connector socket were connected to a VIA and the outputs from this went to the keyboard, display and I/O lines of my system. The program was written in the Apple's memory accessing the VIA through the address $\& \mathrm{C} 0 \mathrm{C} 0$. When the program had been debugged, the hexadecimal codes were copied out by hand and the VIA address changed to $\& 9000$ to fit the Cubit system. The Cubit board was constructed and its VIA connected to the keyboard, display and I/O lines in exactly the same way as the other VIA had been. The program codes were then taken to Glasgow University and typed into their EPROM burner. The EPROM was then plugged into the final system. To my utter astonishment it worked first time! One of the systems I made using the Apple was a simple microprocessor tutor, now marketed by Griffin and George Ltd as the Minimicroprocessor. I have been hooked on dedicated systems ever since.

There is no reason why the same arrangement I developed for the Apple would not also a work with a VIA connected to the 1 MHz bus of the BBC microcomputer. However that much better way to do the development is to use an emulator. This is a small board is fits the BBC microcomputer and terminates in a twenty-four pin plug. This plug the Cubit pincompatible with the 2516 EPROM and it is fitted into the EPROM socket of board. A suitable program in the BBC microcomputer turns that microcomputer and the
emulation board into a simulated 2516 EPROM. The routines to run the Cubit board can then be written using the BBC assembler and the Cubit board system can be run to try them out. Debugging is quick and easy and when the program has been fully developed, it can be burned into an EPROM. This can then be plugged into the stand-alone Cubit board system.

At the time of writing a great deal of work is being done to produce emulators and EPROM burners for coupling to the BBC microcomputer (for example, Control Universal Ltd). They will make the development of dedicated systems quite easy and perfectly feasible projects for fifth and sixth year students. There is something very pleasing about inventing and producing your very own computer; it is real microelectronics. May I wish you the same success and joy in any of your ventures into dedicated systems.

## Suppliers

At the time of writing several commercial interfaces are available for the BBC microcomputer. Soon there will be an overwhelming supply. What criteria should be used in selecting one for use in the science laboratory?

First and foremost is cost. Some interfaces for the Apple cost a few hundred pounds and offer less than is standard in the BBC microcomputer, so the cost of an interface is no guide to its facilities. There is no point in duplicating the facilities already offered on the BBC microcomputer, so a slow analogue converter is not needed. Similarly, unbuffered inputs and outputs are available at the user port, so these are no use either.

A useful laboratory interface would have a fast analogue converter, preferably with up to four channels. A data acquisition rate of at least 10000 readings a second is needed for measuring transients. The inputs may be A.C. or D.C. and it should be possible to alter the sensitivity and the bias, so that, for example, the voltage across a capacitor could be measured as it discharged through an inductor. A useful facility would allow the alteration of the threshold level at which the measurements begin to be taken.

The interface ought also to provide a digital to analogue converter with sufficient power output to drive current through an LCR circuit or a lamp. Even better would be an A.C. output with controllable frequency as described in Chapter 5.


Plate 43 Unilab interface


Plate 44 Philip Harris analogue interface


Plate 45 Griffin interface units


## Plate 46 BBC Interface

The digital side should have relay outputs for driving motors and heaters and TTL outputs for driving other integrated circuits. Inputs that can be driven directly from a switch or a photocell are also desirable. A minimum number of outputs is four and at least two inputs would be needed. Eight of each is very nice if the expense can be justified.

There is no commercially available interface that yet fulfils all of these requirements. A good contender is that produced by Unilab Ltd (Plate 43). Those sold by Philip Harris are also very good, although a full set would be rather expensive (Plate 44). Griffin and George Ltd have their digital and analogue units (Plate 45) which are satisfactory, if costly. An exciting development is a new, very cheap interface available through Griffin and George Ltd, which is close to my specification above. It is called the BBC Interface (Plate 46)

For further details contact:

Griffin and George Ltd
Ealing Road
Wembley HAO 1HJ

Unilab Ltd
Clarendon Road
Blackburn BB1 9TA

Philip Harris Ltd<br>Lynn Lane<br>Shenstone WS14 OEE

## Electronic components

Chapters 4 and 5 describe several interfacing circuits that can easily be made in school. Components are the biggest problem, but those mentioned are normally available from one of the following suppliers:

Farnell Electronic Components Ltd<br>Canal Road<br>Leeds LS2 2TU

RS Components Ltd
13-17 Epworth Street
London EC2P 2HA

Verospeed Components
Stansted Road
Boyatt Wood
Eastleigh
Hants SO5 4ZY

Concept keyboard
The best known is obtainable from:

Star Microterminals Ltd
22 Hyde Street
Winchester
Hants SO23 7DR

## Cubit PCB

The PCBs for dedicated microcomputers based upon the Cubit system are obtainable from:
Control Universal Ltd
Unit 2
Andersons Court
Newnham Road
Cambridge CB3 9E
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# National BBC user clubs 

Beebug<br>374 Wandsworth Road<br>London SW3 4TE<br>Laserbug<br>18 Dawley Ride<br>Colnbrook<br>Slough<br>Berks SL3 0QH

## Program listings

```
पएए पआ= -- एप्ए।
```


## LTST

1 HODE 7
10 REM LOETC ERTES
EC PRT=SFEGQREM USER PORT
ES एDR-8FEEEEM DATH पTRETTOH REETSTER
BU Se कृCOBREM SCREEH URLUE

1 BE EE
110 L.
IEG PRTHT TRELEEM CETC EATES
121 PRTHT TAEUQ "SELECT DESTRED EATE EY PRESSTU OHE"

1 ES PRTHT THECESM 1 RHO"
1 E4 FRTMT THECES"E OR"
1 ES PRTMT TRECE 1 UT: $\%$ NOT:
LeE PRTHT TRECELEMA EXCUSTUE-OR:
Le7 FRTHT THEGEAYE EUUTURLELE:
IES FRTHT THEGEIETE HRWU"
1 Pg PRTHT TAECE 1 EU" NOR"
140 LET S\%=ETS
145 \%URLTS
150 IF 51 OR $\% 7$ THEN 140
151 PRTHT THEGEDUYOUR EELETIOH IS"


154 TF $5=3$ THEH PRTHT TRECEDED, $4 O T$
155 IF S\%- 4 THEN PRTHT THECDEDUEXCLUSTUE-OP"

157 IF S\% $=5$ THEN PRTHT TABCDED, $4 R H \quad$
158 IF $5=7$ THEN FRTHT THELEDED " $\%$ OR"
16 PRTHT PRTHTPRES RETURH to contirm"
165 PRTHT PRTHT"or pres sPRCE to try ggain.":
17 TF CETEOHESCO THEH 116
ES TF S\%e THEN 4Sb
ebg clsprtht ThBUE e"THE wUT' FUHCTIUN HAS OHE THPUT."
ETG PRTHT:PRTHTMHTCH THPUT? PRES A OR E"
4eb I\$ EET
4BE TF Iक्"G" HND Iक्"E" THEH 4 E
$4 E \mathrm{EEH}$
47 EEM GISFLAY FUNOTIUN BNU TEEMTNALS
$4 B 0 \mathrm{REM}$
490 C 5
500
Slb EOSUE 1 bberen DISPlay Fundtion

540 PRTHT TAELSEXP\$
$5 E$ PRTHT TAECSESU: I OUTPUT:
5 ED RE पTSPLY THPUTS
Gbd IF S\%= THEN EOSUE EDGU ELSE GOGUE Elbu
Geb FRTMT TABCDebuPres F for different gote or E to end.
ES मक THKE\% GU
640 TF HE="F: THEN 110
GSU TF H\% $=:$ THEN ENO
GEQ REM CET DRTH

## The BBC microcomputer in science teaching

```
    670 LET F%=%PRT HHD }
    GED LET B%=[PRT AHD EDTU E
    7eb
    7B REM GHANEE INPUT URLUES OH SCREEN
    740 FOR PH=5TO 15
    TB 5C=SC+FH*4C
    76 T=96-64
    70 IF ]=1 THEN TQC+9=H%+48
    7B0 IF T=E THEN TGC+2]=5%+48
    TO HEXT PH
    BGG FEM CHLCULATE DUTPUT DATG
```



```
    gEQ REM SENO OUTPUT TU USER FORT
    90 कRRT=1EE*UO%
    G40 REM SEHD LOETC LEUEL TO SCREEN
    95 PRTHT THESLE\UO%
    990 E0T0 ES0
IBDD FEY EOX DLSPLH
```



```
HR&UQTMCHE$प1S5
```








```
IBEO RETURH
1100 P$=" BND"RETURH
LEDO F%=" OR"RETURH
1300 P$=: HOT:PETURH
14GO P%="EX OR"RETURH
15GQ F%="EDUTUPRETURH
1EGO P%=" WRUO"RETURH
1700 P%=" NOP"RETURN
SOGG REM DETEEMTHE OUTFUTS FOR EHOH FUHOTION
SLbG REM BHO FUNCTTOH
SLU UO%FF% BHD E%
SEO RETURH
sebu REM OR FUNCTIOH
S\IB पण%=F% OR E%
sesg RETURH
कठQ हEM NOT FunCtTOH
S\E TF S%=3 RHO IS="Q" THEH UO%=GUT G%% GHO I
Se\ IF S%=3 RHD I%="E" THEN UO%=HUT E% AHD 1
Sक\ RETURH
3QQ EEH EXLUSTUE -GE FUHUTTOH
```



```
340 हETUEH
SGG REM EOUTURLENCE FUNOTTON
```



```
Sse RETUEH
SEOU REM WHUL FUNUTION
SELS पO%WOT UH% FWO E% HNO }
SED RETURH
3G0 REM WOR FUNUTION
马,E पO%=HOT OH% OR E%] HHO }
geg हETURH
SGOQ REM APPENO THE TNFUTS
GBLU REM OHE INPUT
5eg PROClinerems
```

```
SGO RETURH
SLBE EEM TUU THPUTS
SILG PROClineप",E"
Sleb FROClinerg"H"
SISO RETURH
EDDD DEFPROLinemG&
```



```
44)
Ebeg EndProd
LOETC TEST - FROERD IH
    1 MODE ?
    10 On ER&OR EOTO 110
    E0 REM TURH GURSOR OFF
    30 पणues,ebegreg
100 \squareTM unusedपघ
110 FEM LOETC TEST
LEQ PRT=&FEGOREM UGER FORT
1s@ DOE &FEEREM DHTH DTREUTTON REETSTER
140 LET SOTE=O
145 LET I%=
150 FOR I=G TO GLET UnuSedTT=TRUENEXT I
IEG LET quetion=0
170 TOUR=AQREM ETTS Q TO S RRE INPUTS EITS & TO }7\mathrm{ FRE OUTPUTS
1B0 REPEAT
190 LET statuE LGGEREM THITIALIEE IHPUT STATUS
E00 LE
ELQ LET ottempt=FALSELET morert=FHLSELET quetion-question+1
Eeg FROUSelect
esb PROGgotegogue sig@rEM fPPEHO TuO THPUTS
240 FRTHT THBUEE
EEPRTMTPRTMTMhich of these funtions is the bourd
EEOPRTHTPRTHT"mow producing? Choose by presing
E70 PRTMT"one of these numbers."
EE PRTHTPRTHTE G AHD E A A OR E'
ESQ PRTMTPRTUTE NOT A }=\mathrm{ NTT E"
```



```
3L PRTHTPRTHTS GUT A RHO HOT E OE GA BHO B"
Se FRTHTPRTHTE NOT Gी HU E% 7 NOT UA OR E!
SQ PRTHTPRTNTE NOT A RUD E }9\mathrm{ NOT A OR E":
340 FROCdogate
SE LET S%=THKETD-48
SEQ TF S%=17 THEH LET linevSCLSGOTO ESD
TO TF S%G OR S%S THEH S4Q
SE PRTHT TREMEQ:" :
SE PRTHT THELGIDY" "
GE FRTHT THETELET:
410 FRTHTTHEOESUYour selection is ":
4EQ TF S%=G THEN FRTHT THEUSES"G ANO E"
40 IF S%=1 THEN FRTHT THECLES\MG OR E:
440 IF S%= THEN PRTHT TGBप&S\"WOT A"
4ED IF 5%=s THEN FRTHT TAE|LBSIM,WT E"
```




```
4ED IF E&EE THEN FRTHT TRECLBS\"WOT UA RHD E, "
4g0 IF S%=7 THEN PRTHT THELES\,NOT OH OR EJ"
```



```
ELG IF S%=s THEN FRTHT TREGLSS\MUT A OR E"
EEb PRTHT:PRTHTPETURU to monfirm or T to try again."
5s0 PROCdogote
```
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```
54B LET K&=THKETOUD
5E TF K$=CHR&S THEH 5eb
5EO TF K%="T" THEH 240
50 E0T0 5s0
SE EEM CHECK mHSUEE
50 IF S%%H% THEH FROCurongeOTO s40
GGO LET morect=TRUE
GU LET line ISREM Initimle rou
Eeb Cls
```



```
TTHE:
E4D IF attempt=g THEN score=soret1
Es0 PROCgate
Eg0 PROCnomegote
E70 PROCtable
ESE PRTHT THEUEEQ: "Pres N for nent question."
ESO REPEAT
700 PROChou
7LG UNTIL IHKEY$ WD="W"
7CQ UNTTL question=10
TO REM SHOU SCORE
740 CLS
TED PRTHT THERE,1MLUETC ERTES
TGQ PRTMTPRTMTPRTMTHOUN sore is "sore
7CO PRTMTPRTHTPRTMTPPES SPGCE to begin ggain. "
7CE REPEAT UNTTL EET&=" "
70 E0T0 110
B0
IBGU DEF PROCgqte
```



```
HR$पLTMCHE$प1S5
```








```
LGEG FRTHT TREGGQ4M y OUTPUT:
1B70 EHDFROL
LEDO P&=" RHD"RETURH
1210 P%=" OR": RETURH
IEEQ P%=" NOT G": RETURH
12SQ P&=" NOT E": RETURN
12AB P%="EX OR" RETURH
1ESQ F%="GUTU: RETURN
LEEG F%=" HHWO"FETURH
1E70 P%=" NOR"RETURH
```




```
140E DEF PROCnamegate
```



```
14EG FRTHT THECIS,4P%
14SD REM OTSPLHY IHPUTS
1440 TF H%= OR H%=3 THEN GOSUB SODQ ELSE GOSUB EIDO
1450 EHDPROL
EDBQ DEF PROCElect
EDLE REPEAT
EGEg LET H%=RNOGUO-1
EEQ UNTLL unusedM&
GG40 LET UnusedH%GFRLSE
```

EDS IF HF=e THEH LET T\%="H"

EDTO EHDPROC
SGQ EEM DETERMTHE DUTPUTS FOR EACH FUHOTTON
SDUL EEM GHD FUHETTOH
SOLD UO\%FF\% BHD E\%
sbeg Return
SLE EEV OE FUHCTTOH
3110 UO\% $=\mathrm{FF}$ OR $\mathrm{E} \%$
SLED RETURH
Sebe ren hot h Funt Tun
Selb Uoy= WUT F\% RHD 1
seeb Returh
SOQ REM HOT E FUHOTTOH

SSO RETURH
S4BG REM EXLUSTUE -DE FURUTION

$34 B \mathrm{RETURH}$
$35 G \mathrm{EEH}$ EOUTURLENCE FUHOTTOH

SSB RETUEN
SEOU REM WHU FUHCTIOH

seg Returh
37 BE EL HOE FUNOTIOH
का0 पण\%नणTH\% OR E\% 月HO 1
कृE RETUR
SEDG FEM HOT $A$ BUD E FUHOTTOH

sed RETURH
SGU REM WUT R OR E FUमCTTUN
S9L UOF=HUTHF OR EF RHO 1
seg हETURH
4BOD DEF FROCtable





CHE\$CES

 THPSR4DTHRकCED
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 34
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 94

 E
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पHRकCeICHR\＄TS4
 HR\＄क्यHRकธऽ， J

 34



4EDe EHDPROC
SGUE REM APPEHD THE IHPUTS
GBLE REM OHE THPUT
5beb FRGClinelaty
5bSE RETUEN
SIBQ REH TUO TमPUTS
5lte PROClinerem
ELEO FROCLineSE＂H
5130 RETUR
Gbeb Deffrochinekes

444
Eed EnOPROE
TGBE DEF PROCKhou
TGLQ LET HF＝PPRT MHO 1
TGED LET BF＝GPRT RHO EOTU 2

TG4B REN CHHCE SCREEH UPLUES ETC．
TGS LET Ptatus E\＆B\％＋4\％月\％
7GED IF $H=5$ OR $H=3$ THEN 7LBEREN OHE IHPUT
7070 PRTHT TAELESEE
TGEO FRTHT TABCESGF
7090 G0T0 7ebu
TLBU IF H\％＝e THEN FRTHT THETE ATH：
7116 IF H\％ H THEN PRTHT TABC． 4 EF
TCDQ REM CALCULATE DUTPUT DATH

TEEE REM SELD OUTPUT TO USER PORT
7ese 刀PRT＝164U0\％
7 F 4 BEH SED LOETC LEUEL TO SCREH
TESE FRTHT THECS 4UO\％
G日GQ EEM HTEHLTEHT TRUTH LTHE
Belb PRTHT THECGMine：＂＂
Bbeb PRTHT TABCESlinel：＂＂
Bठठ LET line $=12+2+B+4 \times n \%$

BQED PRTMT TBECESlinel
gbeb reh fill IH TRUTH ThBLE

gQbd EnDPROL：
gbbg DEF PROCurong
geLe PeTHT TREDEX：UROHE＂
geटb PRTHT TABCLIBY：TRY REATH＂
GGSO PRTMT TABUGIe＂or prese for the anewer．＂
9040 LET attempt＝TRUE
9050 EnDPROL
wDed DEF PROCdogote
1 OULE LET RF＝TPRT AUD 1

```
IBDEQ LET E&=CPRT ANO EUTU E
100SD IF कtपtus=e*8%+4*M% THEU EHDPROC
10Q4Q PRTHT THERESIE%
1BGE日PRTHT TREUESIR%
ICOGE FEU QHLCULATE OUTPUT DATH
```



```
LBGEQ EEH SEHD OUTPUT TU USER PORT
10G50 %PRT=16*UO%
LBLBQ REM SEHO LOETC LEUEL TO SCREEH
LELIE PRTHT TREOL AOU%
10Leb EnDPGO
LOETC TUTOR -- PROERHM E
LTST
1 MODE ?
1B EEM BOOLEHN FUHUTTOHS
EO PRT=&FEGQREM USER FOET
ES DOR-&FEEEREM DATG DTRECTIOH RESTSTER
SB पTM THIGREM NUHEER OF THPUTS PER GATE
S5 GTM TकLA,AREM FUNETION URRTHELES GTHPUTS,OUTPUTS
40 DTM FFTAREM IHPUT OHTA FROM USER FORT
Se DTM UTYGAREM URLUES FOR INPUT DATH
EG पTM FFGAPEN HENU UFLUE OF FUNCTTOH
70 H=GH=GREM IHPUT GHD OUTPUT REFEREHCE HUMEERS
Be SE=ETCDEREM SCREEN URLUE
GU TODR=AQREM ETTS O TO S FRE IHPUTS EITS & TO 7 RRE OUTPUTS
LGE FOR H=1 TO 4FFON=BHEXT M
110 CLS
```



```
Lel FRTHT THEGE ESELECT DESTRED FUNOTION EY EHTEETHE OHE"
LEE PRTHT THEOQ4,"OF THE FOLLOUTHE NUHEERS."
LES PRTHT THECESTM BNO"
1E4 PRTHT TAEREQ:E OR"
LeS FRTHT TREGEIEX"S NOT"
LeE FRTHT TAEGE 12: "4 EXCLUSTUE -DR"
IE% FRTHT TABUEI4M "S EOUTUHLENE:
LES PRTHT THECEIES "E NHNO"
Les PRTHT TAEUEIB\: " NOR"
130 PRTHT TREOEDQ: "THEN PRESS RETURH :
140 TNPUT 5$
145 S%=URL G%]
15E TF S%ब OR 5%7 THEH 14B
ISL CLSPRTHT TABUSSHOUR SELECTTOH TS
15e IF S%=1 THEH PRTHT THECEQS\MHU
IES IF S%= THEN FRTHT TBEREDSMOR:
154 IF S%=3 THEN PRTHT THEREDSMMOT"
15S IF S%=4 THEN PRTHT TABCDESEXCLUSTUE-GR:
15E IF 5%=5 THEN PRTHT THBCDES,EOUTUHLEHCE"
157 TF S%=E THEH PRTHT THETEDSIHHND
15S IF S%=? THEN PRTUT THECESEJWOR"
LEO PRTHT TGEUQUUHTCH OUTPUT FOR THTS FUNUTTUN ?"
17G PRTHT TAEOQ,LUC "ENTER OHE OF U, }x\mathrm{ Y OR }2\mathrm{ "
IBG FRTHT THEUQIEUMHU THEN FRESS RETURH.:
190 THPUT O$
```



```
E10 IF O%="U" THEN M=4
Eeb IF O&=", THEN H=S
eso TF O&="% THEN H=E
e40 IF O&="Q" THEN M=1
C45 F%04=5%
```
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```
EAE IF S%=4 OR S%=5 THEN EOU
ES TF S%ल THEH ESD
EgQ CLSPRTHT TBBUQEPTHE 'WOT' FUHCTION HHE OHE THPUT. "
е70 IFM=-1E0T0S40
EQ QLSFRTHT TREUE\"THTS FUNTTOH HHS TUO THPTS. :
ES TMMMEEOTO 550
ESQ FRTHT THEUQIETMHOU HHNY THPUTS ?
```



```
SLC THPUT IS
seb IFMM-UHLT&
S0 TF TलMपल णह TMM, THEN SLE
340 IF TMGH=1 THEN FRTHTPRTHT:"UHTCH THPUT ?:GOTO SEG
$45 LLS
SE PRTHT THEUQ4MHTCH THPUTS ?"
```



```
55 IF IFMU=1 THEN 4BE
马G FRTNTPRTNT"IT IS POSSIELE TO USE OHE INPUT MORE"
SOG FETHT:PRTHT"THHN OHEE FROUTDED YOU HHUE FSKED"
se PrTHTPRTMT"FOR ENOUSH THPUTS"
4OO FOE H=1 TO 4TकON,H=M: HEXT H
4LO FOE H=1 TO TMGH
4ED INFUT I$
4BU IF I$%"H" HHD I$%"E" HHD I$%"G" AHO I$%"D" THEN 4ED
440 T$04M=T$
4ED NEXT N
4EB REM
470 REM GTSPLHY FUNOTIONS BHD TERMTHHLS
4B0 REM
490 CLS
SOU FOE H=1 TO 4
501 C=H-1"%5
505 TF F%MM=6 THEN ELE
5Lb EOSUE 10UQREH DTSPLFY FUNOTTOH
50 0H F%H0 क06UE 1160,1E00, 1506, 1400, 1500, 1660, 1700
540 PRTHT TRECLSL+EIP%
5S PRTHT THELSLC+E\M J"GHO$CI-H
5Se REH DTSPLAY THPUTS
```



```
ELD HEXT M
EEQ PRTHT TREQEAMPRES F' FOR MORE FUNUTTOHS 'E TO END'
6S H%=TNKE%OD
640 TF H%=%:
GSE TF A&="E" THEN EHO
GED REM EET DHTH
670 FOE H=1 TO 4
ESb F%TM=0
GED IF कPRT GHO ENH-13 THEN GMTH=1
7OL NEXT N
TB EEM
7eb
TB REM OHBLE IHPUT URLUES OH SCREEN
740 FOR PH=6 T0 EE
75 5C=SE+FH*46
700 7=5C-E4
7% IF Dब OE DM THEN 790
700 760+2ym%%y+480
70 HEXT PH
BDU हEM GHLCULATE OUTPUT DHTH
BLD FOR H=1 TO 4
BED IF FMMH=6 THEH SCD
```

```
    ESO FOE HF1 TO TMMM
```






```
    GED HEXT N
```



```
    ged REH SEHO OUTPUT TU USER PORT
    90 H=Cere-m0
    940 %PRT=[PRT RN CESEH I
    95 ए%=H%U0%
    GED कPRT=[PRT OR א%
```



```
    SE HEXT M
    900 E0T0 ES0
1GGO FEM EOX DTSPLFY
```









```
Rकप|eपHR$पEeप4R$पड5
IEED RETURH
11GO FS=" GHO": RETURH
1EOQ F%=" OR" RETURH
LSOD P%=" NOT": RETURH
14BU F%="EX OR": RETURH
15GU Fक="EOUTU" : RETUEH
16GO F&=" NHWD" : RETURN
17GQ F%=" HOR": RETURH
GGQD REM DETEEMTHE OUTPUTS FOE EHOH FUNCTION
SLBG REM HNO FUNCTION
510 प0%=1
SLE FOR H=1 TO TMM
```



```
340 HEXT H
SEO RETURH
segu pen of FUNCTTON
sel0 प0%=0
Se\b FOR H=1 TO TMM
```



```
9240 HEXT H
seg RETURH
SbD REM NOT FUNETION
S\L प0%=0
seb IF UTMGY=8 THEH UO%=1
s>0 RETUEH
s4BD REM EXLUSTUE OR FUHOTIOH
3410 ण0%=1
S4E TF UT&GIGUTEME THEN UN&=0
340 FETUEH
SGU REM EOUTURLENEE FUHOTTOU
5510 प0%=0
SEE IF UT%GIEUTME THEH UO%=1
sse RETURH
SEDE REM NHUL FUNCTTOH
SELB प0%=1
seg FOR H=1 TO IMGM
```
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```
sesb प0%=U0% HHO UT&GN
S4B HEXT H
356 IF UO%=6 THEN UO%=1RETURN
SEG IF UO%=1 THEN UO%=BRETURN
Tणए हEH NOR FUNCTION
5%LD U0%=0
Geप FOR H=1 T0 TMGM
7क0 प0%=U0% OF UT%तU
37U HEXT H
马कह IF UO%=0 THEN UO&=1RETURN
马G0 TF UOF=1 THEH UO%=ERETURN
SGOL EEM GPPEHO THE THPUTS
EOLS REM OHE THPUT
5beb FROClineTeTकप,M
SGO RETURH
SLBE REM TUU INPUTS
SLIG FROClinel TकL,W
ELe0 PROClineQ Tक्m
5130 RETUPN
SEDE REH THREE THPUTS
5elg FROClineप, Tकप MO
Seg PROClineTeTक्m0
SEO FROCline4,Tकू,M
5e40 RETURH
Ssbu REM FOUR THPUTS
5SLG FROClineUC T$प, WO
5seg FROClinel Tकृ,m
5s0 FROClineपTकQm
5S40 FROCline4,TकL4,W
S50 RETUEH
EbGO DEFPROClinekES!
```



```
B$444
GECD EUDPROL
```


## LOETE MREER - PROERAM 3

LTST

1 MODE 7
1 EE E EOULEAH FUHTTUHS
ED PRT=BFEEDREM USER PORT
ES DOR- 8 EEERE DHTH DTRETTION RESTSTE



GE REM DECLBE OUTPUTS

16ECLS

Ieb PRTHT ThBC, SXYou moy enter ony desired funtion"
1 SO FRTVT TBECESTby quitting this program and changing"
140 FRTHT TABCD 7 "hines EBLE to ELBE of this progrom."
150 PRTHT THECDgI "If you do not change the function."



อD日 PRTHT ThBGes, Pres 'E' to quit the program.'
е16 A\% EET:

巳s IF RE="E" THEN 46 C
e4G REM UTSPLGY FUHOTIOHS
e50 CLs

OUTPUTS"
ETG FRTHT THEGE EXDI
ESD PRTHT TPBCESXU
2 Cl
$\mathrm{Tl}=$

की FRTHT THECEISUMC
Ul $]$ "
seb PRTHT TREDESXPres 'E to quit the progrom.:
SD IF Hक्"E" THEN 5DC

418 FRTHT TBEDGIBy "Enter any desired functions"
4eb PRTNT THEUEIEQus proper EnSTC statements. "
430 FRTHT TRECG 14 , "and then restart the program with RUN."
440 STOP
SDD REM EET THPUTS FROH UEEE PORT
$565=\mathrm{BE}=\mathrm{BC}=\mathrm{BD}=\mathrm{b}$
SIU IF GPRT MHD 11 THEN G=1
SE TF OPRT RUD E THEH E=1
5 SO TF पPRT HHD 4 THEN $\mathrm{C}=1$
540 TF आPRT MDO E THEN D=A
EED REM DTSPLM TPPUTS
$570700=0+48$
$5 \mathrm{~Eb} \mathrm{TO}=\mathrm{C}+4 \mathrm{C}$
$590708=8+48$
Eb® $\mathrm{OH}=\mathrm{F}+48$
ELD EEN CRLCULTE FUPTTOH
ced cosub 5000
TBU EEM CHHNEE OUTPUTS








## The BBC microcomputer in science teaching

```
7C0 IF OHOT U AND 11 THEN %PRT=CPRT RND ESI`OU=4B
7CO H$=IMKE\कOO
B00 EOTO SO
500 REH BOOLEAH FUHOTIOHS
5010 z=A MHD E
EDGO RETURH
gege mICROProcesor SImulmton -- Frogemad
```

Execute with $P A G E=\& 1 C 00$ before loading this program

```
    4 MODE4
    Eb पTM stamG%memeSEIproq$eS
    s0 cosue 10000
    40 LET EHEC=EE
```



```
L00 GOSUE SOUGOREM DRFU DTHERHM
110 EOSUE EEQQUREM INTTTHLTSE REETSTERS
IEQ EOTO EEQQQREM DTSPLHY REETSTER COHTENTS
130 IF eneces THEH EOSuEELGQEEOTOLA1
140 THPUT LTHE TH$
```



```
L4E PRTHT TH$
14S TF TH&="COHNHUO" THEH 14E
145 T&=TH&REM THSTRUUTIUN RETHTNED
14E IF O&="m THEN FRTHT" "GOTOLSO
IEG REM DETERMTHE OPERATIOH
IES IF I&="HEU" THEN 11BGOREN URTTE NEU PROERRM
154 IF T&:"PROE" THEH ISLAOREH OOHTIHUE UITH SHNE PROERHM
LS5 TF TE="GHLL" THEN EDUCD
LEE opertion$=LEFTकUTHS
170 operond FTCHT$पH$,LENTH$J-Sy
IBE RESTOPE
OOC J=G: FOR DJ=1 TO 43
EIG READ F%
EED IF operqtion$=F% THEH I=TD
ED NEXT गT
e40 हEH OPERHTION WOT FOUNO
ESD IF J-B THEN 19LE
gBQ REM OPERATION FOUND
कण DHTH NOP.TMXDEXTHY,OEY
SL DRTA RTSCLCSECTXA.TAX
SED DHTH TMG.THY,PHFPLABRK
SO DATH EUEBEGBUTBPLECD
346 DATA BCSTHPGSRADC ALD
SE DATH CHPEORLDRORGSBC
SE DATH CPXCPYLDXLDYSTH
T0 DHTH ST<STYTHCDECEOL
SO}\mathrm{ OATA RORLSRASL
4BU REM DETERMINE OPERHUD
41b Ln=LEHGoperond%
4EQ FF=gREM OFFSET FLGE
430 IN=BREM THOTREETION FLAE
440 ER-ERE| ERRNCH FLGE
4B CH-gREM COMWH FLHE
4GE HUN=EREN WUHEEE TH OPEEGND
40 GF=GREM GCOUMLHTOR FLAE
4BE TH=GREN THUEUTATE FLAE
4gB OP=GREM OPERHND FLAE
4SE SH=G REN RESET OFFET TO POSITIUE
```

```
    5DO K=gREM COUNTEE
    510 KEK+1
    EEb IF KLn THEH EQGQREH OPERRHD FTHISHED
    50 Es=MTu$qoperond&K1\
    S4b REH BS IS OHE CHRRCTER TH THE OPERHO
    SEO TF E&=" " THEH SIBREM EET NEXT CHRRGCTER
    EGO IF AF=1 THEN 19SSREM ERCOR
    5%O OP=1REM THERE IS AN OPERHHD
```



```
    SGO IF B&="," OR E&="," THEN ISEQREM OPERHNO IS RH OFFST
```



```
    GIB TF ES="R" THEN IEDQREM OPEN ERRCKETS
    ED TF E&:"! THEN IGGUREM CLUEE BRHCKETS
```



```
    GAB IF E&="." THEH OH=1GOTO SLBREM SET COHNH FLFG BHD EET NEXT CHARRLTEE
    6E IF UE&=M OR E&=M" GNO CH=1 THEN IBOUREM TNOEXED
    ESQ IF UES"M" OR ES:M"
```



```
LEOQ REM NUHEER: GOURESS OP OHTA
```




```
1eSQ EOTO ELQREM EET NEXT CHRRHCTEE
13OE REM OFFSET
1310 IF DP\ THEH 1gSOREH ERROR TH STEN
LSED IF E&="-" THEN SN:IREM HEERTTUE OFFET
IBSD EOTO SIGREM EET NEXT GHRRHOTER
1ABE REM IMWEUIATE DATH
1410 IF Je4 OR JS4 THEN 1940REM ERROR IN THHEDTATE MODE
14E0 TH=1
14O EOTO ELREEM EET NET CHREACTEE
1EOL REM OPEU ERRCKETS
IELE IF ER=1 THEN IsEDREN ERROR IN THOTRECTION
15eb TH=1
15S0 Be=1
LE40 EOTO SLQREM EET NEXT GHARHCTER
IEbO REM CLDCE BRHCKET
LEIB IF ER=6 THEN ISSGREM ERROR IN THOTREETION
15C0 ER-G
IESD EOTO SIBREM EET NEXT CHREROTER
1700 REM FCOUULBTOR
17LD IF DC40 THEH 1GEQREM GCCUHLIFTOR ERROR
17C0 AF=1
17%Q COTO SIBREM EET NEXT CHRRHOTER
1BDE REH IHDEQATION
```



```
1BED IF B%=\" THEHLESD
LBes IF IH=1 THEN ISABFEM INOTREETIOH
18S0 HuHWHWH+Y
LESE TF NUHPES THEH NUHWHUM-ES
LSS EOTO SLUREM EET NEXT CHARHOTER
1B4b IF E&=1 THEN ISSDREM EROR TH THOTREQTIOH
184E Nu|=memuH|H+Y
1B43 IF HUHPES THEN WUHWHW-ESE
IB4E COTO SIBREM EET HEXT CHRRHOTER
1BED REM X-THDEX
1BS5 IF TH=1 THEN 1BTGREM IHOTREETIOH
1seg HUHWHW+x
LBES EOTO ELUREM EET NEXT GHARHQTEE
18% हEM x-THOTRETTTOU
1BTS IF ER=6 THEH 19TOREM OPERAHO ERROR
```


## The BBC microcomputer in science teaching

```
1Beb HuH=NUH+x
LBES IF HUMESS THEH NUH-NUM-ES
18ge NuH=memCHUH
LBSS EOTO EIBREM EET NEXT CHARHCTER
1906 FEH EROOR TH THETRUCTTOH
1910 E=1:E0T0 1990
19e0 E=E60T0 1950
1950 E=5E0T0 1950
1940 E=460TO 1990
1950 E=560T0 1900
1955 E=5E0T0 1950
1960 E=7G0T0 1990
1965 E=860T0 1950
1970 E=500T0 1950
1975 E=1060T0 1950
1960 E=11G0T0 1900
1955 E=1EG0T0 1990
1985 E=1360T0 1950
1987 E=14
1950 FRTHT" ERROR "E:
```



```
1995 LET Bec=es
1995 EOTO ISOREN EET NEX IWGTRUOTION
EOQQ REM DETEEMINE DATH
EQLE TF TME THEN SOEQREN STHELE EYTE IHETRUCTTOH
EbED TF AF=1 THEH 5SGEREM RCCUMULATOR IHETRUOTTOH
Eges FC=FC+1
```



```
EG4b EEM GODRES WODE THSTRUOTIOH
```




```
EIBQ REH EUUCUTION OF THETRUCTIUN
```



```
ELED IF I=94 THEN EGDUREM FOC
else IF I=E5 THEN ELBUREH BHD
El40 TF ]-ES THEN EODREEM CHP
\IEE TF I=97 THEN ESORREN EOR
EIEQ IF I=EE THEN G4BUREM LDH
E170 IF I=E THEN ESOUREN ORA
EIBD TF I-SD THEN EEDDREM SEC
EIgQ IF ]=S1 THEN ETODPEM EPX
exbe IF T=5 THEH EbDRTEM EPY
e\LE TF I-se THEH ESBUREM LDX
exeb IF I-34 THEN TGBUREM LDY
EeS IF I=S THEN TLBUREM THC
Ex4B TF I-se THEN TEDDREM DES
Ee50 IF ]=40 THEN TGOUREM ROL
EESE TF I-41 THEN TEDEREM ROR
eege IF T=4e THEN TGBQREM LER
```



```
EGQ REM DETERUTHE STHTUS
ESTE C= 
```



```
SSO TP=FCD
ES4b EOTO EESQ
EGGU REM DETERMTHE SIEN STATUS
EEIB C-1
EEEG IF TPG THENTP=TP+ESEC=G
Esb 5-b
EGAb IF TPSLET THEH S=1
```

```
E5b 2=0
ESEG TF TP=G THEH Z=1
e50 EuT0 EEDED
eseb
GOQ REM DETERULHE STATUS GHD STORE DHTH
E7Lb mem0HU|=data
2%0 5=0
E%O IF duta|E7 THEH 5=1
2740 2=0
ETSG IF datamb THEN Z=1
```



```
E7g\
ESEQ REM STORE IHETRUETIUN
EBLQ TF T-s5 THEH data=f%=
eged IF J=56 THEH data=x
ES0 IF I=S7 THEH data=Y
Es4b memlHuHy=data
```



```
Es%
SOQU REH STHELE EMTE IHSTRUUTIOH
OQLG IF I=1 THEN ESS40REN NOP
sbeb IF g-E THEN Seburen THx
30BD IF D=S THEH SESDREM DEX
SO46 IF D-4 THEN SODOREM IHY
SOES TF T=5 THEN SSEREM DEY
SEES IF I=E THEN SMEQEEH RTS
3070 IF T=7 THEN C-G: EOTO ESS4EREN CLC
s0日0 TF J-S THEN C=1: EOTO ESS4BREN SEC
SOgQ IF D=S THEN SEDUREM TMA
SLOU IF J-IB THEH SSSOREM THX
SLIE TF ]-11 THEN SEDUREM TM
SLQ IF I-1E THEN SEEQREM THY
SB IF I=13 THEU GOUREM PHR
\4B TF I-14 THEN STGREM PLF
SLD REM ERK
SLE NUH=1EDOQ
\TO GOTUGEOUREM TREAT IT GS A ISR
sebu EEH INX
selb x=x+1
SeEb IF }x=ES\mathrm{ THEN }x=
S>0 TP=X
इय4 E0T0 E5>0
seg EEH DEX
segg x=x-1
SCO TF XC THEH }x=E
SED TP-X
Seg% E0T0 ESS0
SDE EEH THY
310 Y=Y+1
seb IF Y=ESE THEN Y=0
SS0 TP=:%
540 E0T0 ESS0
SED REM DEY
56e Y=Y-1
370 IF YO THEN Y=5S
S00 TP=Y
S50 E0T0 ESS0
34DE REH RTS
SABE IF SPE THEN IPEGREM RTS ERROR
3410 HT=55S* takCP
```


## The BBC microcomputer in science teaching

```
34L 5F=5F-1
340 PC=stackep + HI
340 5P=5P-1
3450 E0T0 Eb0b0
3460
SBL EEM TM
SELb Fe=>
5ed TF=x
5se E0T0 EES0
540
S50 REH TAX
550 X=Foc
5%0 TP=F%%
550 E0T0 ESO
550
SGO REM THA
Sub Hw=%
SED TP=Y
565 ए0T0 E5S0
844
SES EEM THY
SEES Y=Fme
3670 TP=Fm
SED EOTO EESD
550
3TGU EEH PHH
马LE IF SF=7 THEN ISTEREN STRCK OUERLDU EROR
STD SP=SP+1
30 कपष\SF=H%
740 E0T0 Eb@b
डदू REM PLA
STG IF SF=G THEN 19BEREM STHCK UHOERFLDU ERROR
क70 Fev=stucGP
57% 5P=5P-1
5%0 ש0T0 ESO
S00
4OUQ REM ERHNCH THETRUCTTOH
```



```
ABEE TF Tee AHO HUH\ES THEH ISE?
4010 TM=50F=0
MBED IF I-1E THEN 4LGDREM BHE
GBOE TF I-17 THEN 4ISEREM EEO
```



```
4GED TF I-19 THEN 4ESBREM EPL
4CED TF T=ED THEN 4BDEREM ECE
4CTB IF I-E1 THEN 4SSOREM ECS
```



```
4COE TF TES THEN AEDEREM TER
4LED REH BNE
4L1B IF Z=G THEN 4MGOREN ERHHOH SUCOEEDS
```



```
4130
4IEG REM EEO
4LE IF Z=1 THEN 4ADUREH BRANCH SUCOEEDS
4170 EOTO 4gDGREM ERHWUH FATLS
41BD
4EDD REl EMT
4Elb IF 5=1 THEN 4quGREM ERHNOH SUCOEEDS
4EED EOTO 4SBDREM ERHWCH FHTLS
4ESb
```

```
4ESO REM EPL
AEEB TF S-G THEH AMBRREM EROHCH SUCEEDE
4E7B EOTO 4gUGREM ERHNOH FATLS
4ega
400 REM ECC
4SID IF C=0 THEN AMDUREN BRHHCH SUCDEEDS
4Sed EOTO 4GOLREM ERHWUH FATLS
450
4S5G REM ECS
4BEb TF C=1 THEN 4ABEREN ERHNOH SUCDEEE
43T0 EOTO 4SUQREM ERHWCH FATLS
4300
4ADE REM ERHWCH SUCCEED
44LD IF SH-1 THEH PC=FC-NUHREM BRCKUHRO ERMUCH
44EO IF SH=G THEN FC=FC+HUNREM FORUHRO ERHWOH
440 IF PCO THEN PC=FC+ESSSE
44S1 TF PCSSSSS THEN PC=PC-GSSE
4440 E0T0 EEDE0
4450
ASDE REM IHP
4EIU PQ-HUM-1
4SED IF PCG THEN PC=PC+ESSE
4SEL TF PCSSSSS THEH FC-PC-ESSSE
4S0 TH=10P=0
4E40 EOT0 EEDED
4EBE REM DER
4GE PC=PC+1
AESE IF SPS THEN 197SREM STHCK OUERFLOU ERROR
4CLD SF=5F+1
4EED stamGFy=F NOD ESG
465 5P=5P+1
```



```
4650 PC=HUM-1
4ESD IF PCO THEN PC=PC+ESSSE
4ESI IF PCSESSS THEN PC=FC-G5SSE
46E0 Th=1:OF=0
46g E0T0 EEGED
4700
4gOb REM BRHWCH FATLS
491B IF PCG THEN PC=PC+GSSE
4911 IF PT&SSS5 THEH PC=FC-65SS
4geb goto egebe
4ceb
SEGE REM OPERGNO IS RCCUMULATOR
SIB IF I=4D THEN EGOUREM FOL
5ED IF I-41 THEN ETOUREM ROR
5SO IF ]-4E THEN SbOUREM LSR
5540 TF ]=4S THEU 5SUQREM GSL
550
500 REM ROL
```



```
5eb C=0
```



```
540 EOTO ESक
550
500 REM ROR
5%L| 月ी=0
5,D IF C-1 THEN HH-IEE
5%b TP=F%e पTU E
540 C=Ac-TP*E
```


## The BBC microcomputer in science teaching

```
5CD Fce=TP+FH
5GE EOTO ESE
5 7 9 0
SbOU REM LSR
5SL0 7H=0
5eg TP=Hme DTU E
5S0 C=HcwTP%2
54, मce=TP+FH
SES EOTO ESSE
EEb
500 FE4 HEL
510 fo=F%%H%
5seb C-b
5s0 IF Gce%S5 THEH Gremo--ESC=1
5940 EOTO eSS0
GODO REM AOC
GBLE Fme=Frc+C+data
EgQ EOTO EEDQREH DETERMTHE STATUS
6440
GLOE EEM ADI
Elub Fec=Fme fHO data
GIEG EOTO ESBREM DETERMTHE STATUS
6130
ECGB REM GH
Eelb TP=ferdota
EEEG EOTO EGOQREM DETERMTHE STATUS
EEb
ESOD REM EOR
```



```
Esed guT0 ESSQEM DETERMTHE STATUS
ES0
E4BO REM LDH
6410 Fow=data
G4EQ EOTU ESOREM DETERUTHE STHTUS
6430
SED REN ORH
6510 Fc=F%e OR dota
GEQ EOTU ESOREM DETERMLE STHTUS
550
EEDO REM SEO
6ELU CC=6
GESD IF C=D THEN CC=1
65se fcemc-TC-duta
6e40 TF=Hc=
```



```
EGEQ EOTU EGUREN DETERMTE STATUS
650
50% EEM EP
6710 TP-X-data
GनE, gOTO EGOUREM DETERMTHE STATUS
6%0 IF data = ESE THEN data=0
6740 E0T0 e700
650
SbDE REM EPY
ESID TF=Y-data
ESED EOT0 EbdL
680
SODE REH LDX
6ale X=data
gen TP=x
```

```
    Es% E0T0 EsS0
    646
    7BCE REH LEY
    7010 Y=data
    TGeb TP=Y
    70S0 EOTO EEsE
    7440
FIDE EEH INC
710 data=data+1
7LE TP=data
TLS IF data=eS THEH data=g
7146 E0T0 E700
756
7EbU REM DEC
7ele data=dota-1
7e\d TP=data
7esb IF dota< THEN data=ES
7240 E0T0 E700
7e50
TBOB EEM ROL
710 data=data+data+C
7eb e=b
7esb IF dataeSS THEH data=data-ESEC-1
7940 E0T0 E700
750
7EBE EEH FOR
7510 AH=6
7EE IF C-1 THEN MH-1EE
7EO TF= data पTU E
7540 C=data-TPFE
T50 dutu=TP+GR
756 EOTO ETb,
750
760 RE| LSE
7610 AH=0
7EED TP= dota DTU E
7S0 C=duta-TPEE
7640 data=TP+GH
765 E0T0 e700
7660
7OU EEM HSL
7ab datamata+data
7eb c=0
7%0 IF data>ES THEN datamata-ESEC=1
740 E0T0 E%00
750
BDEL STOF
900U EHO
IGODQ REM DEFTHE ERPPHTS CHARHOTERS
10OLG REM
1bOED RED
1BESB EEM
10040 REM
10050 REM
100E0 पणUES,11E,0,0,1E,1E,1E,16
10070 v0UES 119,0.0,240 16 16,16,16
```



```
100g0 vDUES,1EL1E,1E,1ESL,0,0.0
```




## The BBC microcomputer in science teaching




```
1BL4G vOUES 1ES GQ Q ES IE IE IE IE
10150 प0UES117,1E1E16 E5, ,0,0,
LELED RETURH
I1BDO REM FRODUCE A DUPHY PROERH
L1beb FOR T=1 TO ES
11bS0 LET prog$CTG-:
11G4B NEXT Y
IEBDG REM URTTE F FROERH
15GLE HODE 7
IEGED PRTHT THETEGO "GEDE MTCROPROCESGOR STHULBTIOH"
ISES FRTHT TBBCDE "You are now in progromming mode."
15040 PRTHT:PRTHT"To enter a progrom just tupe in the"
IESE PRTNTPRTNT"m,monics in the some woy as before."
IEGEQ PRTHTPRTHT"EqCh inetrumtion muct be given a"
1EGTG FRTHTPRTHT"a memory lomtion in corret order."
LGES PRTMTPRTHT"The last line in the program MUST be"
ISGES PRTHTPRTHT"END. This is not port of the program."
IEBEQ FRTHTPRTHT"To EHevte your program. tupe GRLL."
IEIGG FRTHTPRTHT"Bny progromming errors moy mouse a"
15110 PRTHTPRTHTPRREH, leqing you in the conmond mode."
IELED PRTHT THEUQEA "Frese SPRCE to begin progomming.":
IELO IF EET$%" THEN IELSD
15140 MODE ?
IEI&EPRTHT THECLGI"begin"
15SE FOR TY= 1 TO ES
```



```
15170 HEXT Y
15IFE FRTMT THELIGUEND"
15IBE PRTMTPRTMTEnter new line number ond inetruction."
15184 PRTHTPRTHT"The last progrom line must be EHD"
ISISS PRTHTPRTHTPTuPe CHLL to everute the program."
ISIBE FRTHTPRTHT"TyPe COHPHDO to retum to command mode."
15IS0 PRTHT
ISEOQ THPUT LTHE ZQ%
```




```
15E14 IF 2%%="GLL" THEH LET EHE=M: PC=159SgGOTO OGODG
IEEIS LET proglin%:"
```




```
1SEES LET OQ&=THTUGLTproglin$0 -- 15Ses
15EES TF पू% & OR 口प% ES THEN 1514Q
```



```
15E4B LET prog*Oप%%=2%
15550 E0T0 15140
EgQ日G REM SET UP FOR RUHHTHE PROERH
EBULG LET PC-1599S
EDDED HODE 4
Ebug gugue sobeg
ebu4b g0T0 Ebbub
ELBDD REN EXECUTE FROERHM
ELBGS LET BecPC-15SPS
ELBLG FOR time=1 TO EDGUNEXT time
2ubs TH&wrog&erec
ELECD IF TH$=" THEU IH$="COHWHU"
ELBSO RETURH
ESDE REM IHITTALTSE REETSTERS
EELG Fc=%
```

```
EEEg x=b
Ebsb Y=0
ESGMB FOR H=1 TO 7StaCNH=DNEXT H
ESEQ SP-BREM STRCK POTMTER
ESGO S-GZ-gC=bREM STHTUS
EGOG FC-1599gREM FROERHM COUHTER
ESGEG I$="begin"REM PREUTOUS INSTRUNTION
EEGE TH&=",REH CUREENT IHSTRUCTTOH
```



```
Esie data=0
ESLE FOR H=B TO ESEmmWH=RHDCSSTHEXT H
ESIBQ REM RHNODUSE MEHORY COHTENTS
ESIAB RETURH
EGOUQ REM पISFLAY REGTSTER COHTENTS
EGBG4 पDUEGREM EHBELE SOREEN POSTTIOHS
EbgID REM MEHORY
EGEE FOR H=1 TO ?
EgSe PROCPTTQ,G+3+NmemणN
EGGEG NEXT N
```



```
EELBQ REM STRCK POTVTEE
EELIB FOR N=B T0 ?
EELEG FRTHT THEGEAGE+NO" "
EESOO HEXT H
EELAD PRTHT TRER&AE+SPD""
ESEOU REM STRCK
EESIB FOR H=1 TO ?
eged PROCPuTed A+N sta|m,
EESO NEXT H
EEsOU FEH X-THDEX
ES\L PROCUTLES
Eseg REL Y-THDEX
Ess0 PROQPUTM15 %
ESS40 UDUEEREM INOREREE FROERHM GOUNTER FWO DTSPLHY IT
ES50 FC=FC+1
ESSGO TF PTSSSS THEN FC=G
ESSE PRTMT TREREISQ"
26se4 PRTHT THERE15IPC
ESTO REM RCCUHLLFTOR
ESTE IF TH=1 GUO NUHQ THEN Fd|=GREN NOT RDORESTHE MODE
E596 IF IM=0 THEH Fdd:WUM
ESS0 FCOCPUTESAm%
ESSQ REM GODRES RESTSTEE
```



```
ES4LB EEM DATH REETSTEE
EsEb FROTHTTSES,dota
EE4SO REM STATUS
EG440 PRTHT THBUESS
EG4EQ FRTHT TRBLESUZ
EE4GO PRTHT THELEGUC
EGTG REV SET & CLERE THSTRUTTTOH UTHDOU
EEATE UDUES,11,Ees,4
EE4B0 LLS
ESGU REM UTSPLGY LAST INSTRUTTIOH
ESEDG FRTHT I$
EESIQ EOTO ISOREM EET NEET IHSTRUOTION
Eses
e,beb DEF PROCPUTXqus Ypos nmbry
ETQLEREM UTSPLAY nmbr AT LOCHTION XpOS Ypos UTTH RTEHT IUSTIFTCHTTOH
eqbed
```


## The BBC microcomputer in science teaching

E7bse fummbr aTu 100
ETG40 residmmbr WOD 1 Eb
2705 BU resid DTU 10
e7060 0 $\quad$ revd hoo 10
e7bes n=0
е7ดT0 IF RUकด THEH E7EDQ
E7075 n-n+1

enges n=n+1
EREDE PRTHT TREQpos Ypose: :
E7ele PRTHT TRBGpostn. Ypostnmbr.
e7bub EHDPROL
कणOUQ CLS
SCOUL PRTHT
sDOQE PRTMT: MTCROROCESOR MEHOR:

SDCD FRTHTM STRCK $I$ DATH"
SOGS PRTHTHEEW veew vezu LuEEu"













30170 FRTHT"UEEzen REETSTER $[$ [ Yeza $["$




 उDegs FRTHTHyzezen $\mathbb{C}$ yezu SESL PRTMTMOATR RECTSTER

SUEL4 FRTHT" DRTH EUS"
SESE RETURH

```
LIST
    1 MODE 7
    E HTHEM = 27000
    S EOGUB IGDDQ&EM FTEST LOPD DTSPLAY ROUTTHE
    LBOU REM CLOCK ROUTIHE
    ICLE SELO = 594
    1BED CSHI = %7CDL
    10%b 5ECLO = %ebe
    1B40 SECHT = 57EDS
    1050 MTHLO = 57004
    IGED MTHHT = 27C05
    1070 status = %7ebs
    10日G PRT = 2FEGO
    1100 DORE = %FEEE
    1150 keybordflag = sFE4O
    EOLG FOR pOES = 0 TO E STEP E
    C015 F%=87500
    Ebeb [OPT pass
    Eges timer lof #is vatsplay h
    egee STH dgtual
    Ege7 L[# #4
    EgES STH dest
    eges Jef digpluy
    EGSE LOH #LD vOTSPLAY DECTMPL POTHT
    Eठकह STA dqtual
    \mathrm{ छक Lण# #10}
    EDS STH dest
    egs 口हe dippldy
    Eg45 LDH HIE vOTSPLAY'S
    EG4E STR dgtugl
    Eb47 LDH #14
    Ed4 STH dest
    Eb49 כहR dieplay
    EGEO LDH #C
    EDE STH CSLD
    EDTQ STH CSHT
    EDED STH SECLO
    EDGE STH SECHL
    ELGO STH MTHLU
    ELIO STH MTHHT
    ELEO STH DDRE
    ELe JeR shoutimes
    EISO LDH PRT
    E140 HWD #S
    ELSG STH status
    EIEE wait LDA FRT
2170 ADO #S
2Bb CHF status
ELSE BEG wait
ELSE STH status
Eebu LDA #b
EQE STH CLLO
e\lb loop LOH ClLO
egen प|P #10
Eesb BCE mont
ex40 LDH #C
evए STA ¢&LO
EEG INC SHI
```
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```
2e70 LD# एकHI
eese CHP HLC
Eego BNE cont
esbl LDH #b
ESL STH SST
ESED THU SECLO
ESSb LDH SECLO
es4 CHP H10
2s5b ENE mont
ese LDH #0
E%0 STH SECLO
ESO THL SECHI
ESSO LDH SECHT
2400 C4F #E
2410 ENE wont
2414 LDH #0
EALE STA SECHI
E4Ee THE MTHLO
2480 LDH MTHLO
2440 CHP W10
EASB ENE mont
2460 LDH #b
24% STH MTHLO
E4B6 IHC MTHHI
EDE O4P H1Q
ESIG EHE wont
Eseg Lun #b
ESD STH MTHHT
Es40 mont Lon keybourdflag
ES4E HHD H1 vIS H KEY BETHE PRESEED ?
ES44 ENE kuprs
E46 TSE Shoutimes
E4B Muprs LDH PRT
E50 FLD #S
ESE CHF status
ESO BHE done
Ebeg IHP lop
ELB done RTS
EEE कhoutimes LDH CSLO
ESO STH dytuवl
ES4C LDA #LE
ESED STH dest
E6e वef dipluy
E%Q LOR CSHI
E%0 STH dqtual
#74b LDH #11
ET50 STH dest
E%e 7e, digluy
eseb LDH SECLO
ESO STH dgtual
es40 LD# #?
ESE STH dest
EE0 Jer digpluy
ESED LDH SECHI
esse STH dgtual
2946 LDH #6
ESE STH dest
egeb Tef display
soeb Lmb MTHLO
SOD STA dqtugl
```

```
    S040 LDH #2
    s050 5TH dest
    g060 Jef display
    SEO LOH MTHHI
    SO STH dytual
    3140 LDH #1
    SEO STH dest
    SLE च¢E dipluy
    3170 ETS
    500 ]
    340U HEXT puES
    5000 CLS
    SGLG PRTHT TREGE ATCHR$CLALUGTETTRL STOPCLOCK
```



```
    SBES FRTHT TREOE 10,"This progrom waits for the stotus"
    5G40 PRTMT TRBUGIE|"of bit O or bit 1 of the User Fort"
```



```
    SGEG FRTHT THBCGIE\"The timing stops when a seond change"
```



```
    EDS0 PRTMT THEUEED:"The elageed time is disployed"
    5GGe PRTHT TRBOEEE"in large digits."
```



```
    SEDB IF EET$%" "THEN SEDQ
    5ES CLS
    Seg PRTNT TREGE&A"Press spRCE to hold the disploy":
    5BE ChlL timer
    550 *FX 15,6
    54OU PRTNT THEOQQ4,Pres SPRE to restart. "
    5EO EOTO 5edU
    6000 STOF
1gGgQ REM LOHOEE FOR MHCHTHE GODE SUEROUTTHE
LEQLE REM '&FEE OTETT OTSPLFY
LBEBQ REM GIETTS TGELE
10ELE FOR I=$7L60 T0 27LEF
1BEDE REHO X
1WESD T=X
16E4D NEXT I
```





```
10EGQ DATH 1E4.4.4P4.4.4e4,GEEM 口IETT 3
```



```
1BSOQ DRTH 1E4E4E41E44,4E4, REN DTETT 5
1BEIB DHTH 1e4,64,641E4ESES,E4,GREM DTETT E
IGEED DीTG IE4,4.4.4.4.4हRE\ पTETT ?
```




```
LESE DATG Q,G,GQ,GEGEEH DECTMAL POTHT
```





```
110UQ EEM LAREE DTETT OTSPLA
IEGOQ REM WHOHTHE GODE ROUTTHE
LEbOL dect=114
Lebue dquol=115
1ebus serem = 11erem RHO 113
1ebu4 bitmt = 118
LeGOS temp = s%GBOREM HNO NEXT SEUEN BYTES
1ebbe bittbl=%\160
LEDGE FOR puse = 0 TO E STEF E
```
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```
1е016 F%=%7000
Legeb [口PT puss
LebSQ diploy LDR dest SET DESTTHATTON
1Eb40 CUP #10 vOTTOH ROU ?
IEGSO BPL bottom vES
IEGEG CHP #S MTDDLE ROU ?
IEDO EPL middle vES
LEGBE HSL A VUST BE TOP
1EGGE AGL A
IELGE BEL F MULTIPLY BY E
LEL10 STH sWen vMKE NOTE OF FOSTTTOH
LELEQ LDH HETC
LELSE STA smeen + 1
IEl46 EHE begin vuCOHOTTTOHRL ERHCH
12150
Lesee bottom sec
1E170 5BC #10
1EIBE GEL G
1е190 FSL F
IEQOU FSL F
IEEIG GOC #IES vOUE TO GOREET PLFCE
LEEE STH seren vHND SRUE IT
Leesb LDF #E7E
1E&40 STH seren + 1
IEege EHE begin vurONOTTTOHRL ERHNCH
Leebe middle SEC
1e\70 SBC #5
LeEb GSL G
LE90 GEL G
12500 BSL G
LESO HOC HE4 VOUE TO CORECT PLHCE
1ESE STA कrem vHU SRUE IT
1es% LDA #ड70
1ES40 STH srren + 1
12550
1ESE0 vET ETTS FOR UTETT
IETO begin LDX #C VTHTTTHLEE BYTE POTHTI
1eseb LDA dgtual vet DIEIT GODE
1ESS0 GSL G
Ie400 HSL F
1E416 GSL R MULTIFLY BY E
IE4EQ TAY FOTHT TO TABLE
1e4s0 bytget LDF bittbly vET BYTE
12440 STH temp, x vEEF TH TEMF STORE
IEAED THY जGUPUE TBELE POTHTEE
IE4ED THX , BOUHUCE ETTE POTHTER
1E470 OPX #S v BYTES COLLECTED ?
124B0 BNE bytget
1e4g0 LUY #ees sET SCREEN FOTHTEE TO -se
IESDO LDX HESS SET ROU FOTHTER TO -1
LESLE mHtOU THX VEROY FOR NEXT ROU
LeSeg GPX #7 \ALL ROUS DODE ?
1eSSO EEQ finimh
LESG LDA #S THITTALTSE BTT COUHTEE
1ESEO STH bitmnt
IESEO GLC
1ESO TH vET SCREN POTHTEE
LESE FDC #Se vOUHNCE TO NEXT ROL
IESOO THY , ESTORE SCREN POTHTER
LESE n⿴囗十, THY vNET SCEEN POSTTTUN
```

```
AESBU HEL temp, x SHTFT ETT THTO EAEEY
IESIO BCC mmPty SIT IS ZERO
LEEQ LDA #LE% SBTT IS ONE -.- SEN UHTTE BLOCK
Lesse ENE send vNCONUITTONHL ERHNCH
1eg40 empty LDH #ES SEHO BLAHK
IESED send STH tereen, Y sEND TO SCEEE
IESEE DEC bitmN vALL BTTS SENT ?
IESO EEQ n&trou vES DO NEXT FOU
IEEOQ EHE mtbIt NO SEND NET ETT
1ESE0
Le700 finish RTS]
LEEDQ HEXT pISS
1SDOQ RETURH
```

FEACTION TMEE - PRORAM E
LTST
10 HODE 7
118 DTM digite
EDG REM IHSTRUTTOHE
ㄴ16 CLS

esb Petht Thecte 4 "by RASparkes"

e4b PRTHT ThBU日 ThThis program meaures reaction time."
ESb FRTHT ThBCGg "h few seconds after you prese the"
EGB PRTHT TREQXITMRETUR Key the seren will go blonk:
E70 PRTNT THEOUISU"Hs son as this hoppens you must press"
ESE PRTHT TREOGIS: "the SPRCE bur. You reaction time"
egn PRTHT TRECDITywil then be disployed."
SOb FRTHT ThECEEQPres RETUR to begin."
S16 IF EETक्णHP\$C1S THEH SLE
SLE FRTHT ThBCEE, "The sereen will go blank very son."
Seb time $\mathrm{BHDCbO}+\mathrm{BO}$
36 TIHE=0
346 REPEAT
SE UNTTL TIUE+ime
56 IF IHKETकחO=" " THEN EOQ
TO TTVE $=6$
उ5 CLs
SED TF CETक्" " THEN SED
SD number TTVE ABD
400 pus 5
418 EOSUE 9000
4eb cosue gege
4 BD PRTMT THECD 14 "Prese RETUR to start again"
440 IF EETक्णHBC1S THEN 440
450 LS

470 FRTMT THETE 4 B by RF. Spurke:
480 पणT0 24
GOU REM CHEAT ROUTINE
EIG CLS

ESb PRTHT TBECQee "Prese RETURH to begin ggin."

E50 coto 45
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```
    9005 loc-114dgtual-115
    9010 decpt=asign=1
    goce IF numberg THEN number=FESnumbergign=-1
    g0% IF number:=1 THEN number=number/LQdect:dept+1:0T0 90S0
    ga40 IF decpty THEN 5DOREN OUT DF RFNGE
    gose FOR I=0 T0 3
    G060 digit=INTCnumber*100
    go70 number=number*10-digit
    gobe IF Idecpt THEN digitCT=digit
    g0ye IF I=dect THEN digitGI+1N=digit
    gub HEXT I
    9 1 1 0 ~ d i g i t c d e p t = 1 0 , ~
    gleb IF signe THEN FOR I=4 TO & STEF -1digitCD=digitc-10HEM Idigton=11
    gedu REM DIEIT OIEPLAY ROUTIHE
    genb sigfigeeren set number of ste. FIES.
    geen IF signd THEN sigfigesigfig+4
    gese FOR I=0 TO sigfig
    ge40 low=[+po%%dtual digitu
    gese CALL display
    geg HEST I
    ge70 RETURH
    gGU REM DIEFLFY'S'
    9510 7loc=9%dqual=12
    geb ChlL displuy
    gSO RETUNH
10000 REM LOHOER FOR MRCHINE CODE SUBROUTINE
10010 REM 'LfREE DTEIT DTSPLFY'
Lbuen displayese7e
100SO HINEM=S7000
10035 loc=114dgtual-115display=ese%
10040 FOR I=e667e TO Es761
10050 REFD X
10060 II=x
10G70 NEXT I
10060 DRTA 165,14,2G1101E,5egl516E7
10090 DATA 10,101013S11E1691E413\113E08
10100 DATA ee56eso10101010105,1ec13%
10110 DATA 11e1691E6,13S113E0,1455,5s5
101E0 DATH 10,10,10,105,6413\14,169,1ES13
10130 DATH 11316eg165,15,101010168,165
```




```
10160 DATH 1698,133116e415e105se168e00
10170 DRTH S0,1eb11e144,41691e7.ege,169
101b0 DRTH ES145,11E196116e40.e4gebescge
1GEDQ REM DIEITS TABLE
10ele FOR I=gees To ESOL
1bede memo }
10ES0 II=X
1GE40 NEMT I
10E50 DATH 124.68.gegegegele4,0REM DIEIT Q
1Gegu DATH Bgesgegegem पIEIT 1
```



```
1GESO DRTA 1E4.4.4.4.4.4.1E4.gREM DIEIT S
10eg DATA E4,64,64.7e1E4,b,GREM DIEIT 4
10S0日 DRTA 1e4.64,E4,1e4.4.4.4.gREM DIEIT 5
1GS10 DATH 1e4,64,64,1e4,68,6,1E4,GREN UIEIT E
10SED DATH 1E4.4.4.4.4.4.4.QREM DIEIT ?
```




```
LBSEG DRTG Q,G,GQ,GEGEEM DEGTML POTHT
1BSED DATH D,Q,IE4,G,Q,GREM NEGATIUE STEN
```



```
1BSEO RETURH
```

FAST TIMEE -- PROERRH 7
LTST
16 HTMEM-sEDOE

100 MODE 7
116 DTM digitEs
EDU REM IHSTRUTTONS
ELG LL
ég PRTHT THELEEQPAST TTHER"

e4b PRTHT THEGC 7a:This progrom measures time intervale:
ESD PRTNT THECQgubetween $Q$ and EbD milliseconds"
EED FRTHT THECD 11 E "in units of obout 1 B mierosemonds."
E70 FRTHT THEGCisy:The timing begins when ony of the"

Ege FRTHT THECD 19 "Pres RETURH when you are ready"
Sob PeTHT ThECQely to begin taking redings:

Seb LLS
SO FRTHT THELLE ED "FAST TIMER"
340 PRTHT TREUEST "Ready for input कhmges"
5b Chl timer
Sbe IF Terrlageg THEN abe
SES PRTNT THECGG "Time interuol enceds Ebb miliseconds.
TO PRTHTPRTNTPPES SFACE to begin ggain."
कहQ REPEAT UHTTL EET:": :
SE CLS
Sed ©0TO EDU
ABU REM RETRTEUE RESUT
465 LET number $e 56 \% 65+684 \% b b \square 5$
410 CLS
4eb cosue geme

440 IF EETक्पHETLS THEN 446
450 eпto 5 eb

gobs lom=114dgtuamy
9010 demptemsign=1
geed IF numbers THEN number= $=$ Besnumber Isign=-1

gCSe FOR T=O TO 3
GBEb digit=THTMumber*ibu
guTe number number*ib-digit
gebe IF Tedept THE digitat-digit
gege IF Is=demt THEH digituT+1J=digit
9160 NEXT I
9146 digttdect:IE

Geb REM DTETT DTSPLAY RUUTTUE
Sele sighig 4 REM SET HUPEE OF STE FTES.
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```
    EEQ IF sign< THEN sighig=ighig+1
    9esb FOR I= TO sigfig
    ge40 Tou=प+5T%dqualmiqitu\
    gese ChlL disply
    gESE HEXT I
    94bO REM OTSPLHM 'W
    9410 ?loc=13%dgtual=13
    g4E CRLL disply
    9E0 REM UTSPLA 'S
    g510 Oloc=14%dgtual=1e
    geg प%L. displuy
    SOE RETURH
IGGUQ REM LOROER FOR MHCHTHE GODE GUBROUTTHE
LBOLE REM LHREE OTETT DTSPLH'
100%0 lov=114dgtug=115digplayeeg7e
LBC40 FOR I=EEGE T0 ESTEL
1BUSG EEAO X
10GEG TI=
1BQTE NEXT I
```



```
10050 DHTH 10,10,10,13511e169,124135113,08
10100 DRTH EQSE ES,10,10,10,10,105 1eb,1>e
```




```
10130 DRTA 113,16eg,1E5 115 10 10,10,16E1E5
```





```
10170 DHTA SD,1E,11E144,4E9,1E7E0G,1E9
```



```
IBEDG REM DTETTS TBELE
10210 FOR I=ESES TO EgOSg
IBEDE RERO X
1हCS0 TT=X
1BE4E NEXT I
```



```
IDEG DATH EQBESEEG: REH पTETT I
```



```
IbEBD DRTH 1E4.4.4E4,4,4,4,G REM DTETT S
```



```
10S00 DHTH 124.64.64124.4.4e4, हEM DTETT 5
```



```
1BEEG DRTH 1E4,4.4.4.4.4. REM DTETT }
```



```
1BS40 DRTA 1E4,ESES,1E4.4.4.4,6 REM UTETT }
LDSE DATA DGD,G,IE B: FEH DECTHRL FOTHT
LBSEG DATA D,G,Le4,Q,g,gREM NEEATIUE STEN
10STG DATA D,G,GE ED,4,G0,GREM LETTER S
```



```
LIBDB EEM FHST TIMEE ROUTINE
11BLE LET statuE=SO
LIBLA TESIEE=GREM USER PORT FS INPUT
11GLS LET PRT=GEIEDREM USER PORT
110eb LET erflog= sel
11BS0 FOR puss=0 TO e STEP E
11B4b F%=86bb0
11GSE [OPT puss
110EG timer SET
11070 LD# #0
11G60 STH erflog
```

```
11050 THx
1H1b0 THY vMTTMALEE GLOCK
11110 LDA FRT
111EQ STH status
114SO woit LDH PRT vMTT TILL STHTUS CHMUEES
11140 C|P status
11150 EEQ mait
11155 STH status VEEF NEU STATUS
1116E loop THX
11170 ENE delay
114B6 THY
11190 BUE mont
I\EDD LDH #1
```



```
11eeb CIT
11es0 RTS
11e4b deloy HOP vOHPEHGHTORY DELAY
11e50 NOP
11EEQ ,ont LOR PRT FTMTSHEQP
11e70 CMP status
11ebg EEQ lop vaRey OH TIMTHE
11ESS STH BSE
11ESE STX ES4 vGUE CLOCK REFOTHE
11ES0 LLI
11s00 RTS
11316]
11se0 NEXT pass
11350 RETURH
TTE SPEED & RCOELERTTON METER -- PRORRM E
LST
    1 MODE?
    2 HTHEM = EGBDE
    G GOSUE 1GUQUREM FIRST LOHD GTSPLHY ROUTIHE
    4 GOSUE 15GOQREH LOHD TTMTHE FOUTTHE
    5 E%-bDGEGSUE: REM FTGED FORHRT
    E DTM AG4
    \squareTH कप4
    O पTM T4
    9 \text { 口Ty digit 4a}
    IGQ REH TTHE SPEED GNO RCEELERTTIOH METEE
    110 CLS
    LEQ PRTHT : TINE SPEED AWD GCEELERTTOU METER:
    130 FRTHT TBEपG,\,For acmerqtion, press A"
```



```
    IE FRTHT TREUQ,7,For time interuls pres T"
    IEE A&=CETS
    170 IF H%="H" THEN 5OUQ
    1B0 TF H%="S" THEH EDOQ
    190 IF H%="T" THEN 70BE
    EDQ GOTO IEQREM ICHORE OTHEE KEYS
    1BOU EHO
    5GOU CLS
```



```
    5geb gogue gbob
    50% g0,UE g000
    540 E0T0 5060
    SGSE PRTMT TPEUQ1T "Ready to take reading number ",monter
```
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```
5GEG Temtetr=4REM FOUR EUEHTS
5BO CHL timer
SGBQ GOGUE 14GQQREM COLLECT RESULTS
50,0 Te=TE+T1+TS,C
```



```
5l1b mGountergmeEM KEEF CUREENT MERSUREYENT
Eled gugub Isbugren Dtsflhy MEGGuREMENT
5se countermounter + 1
5LA IF wountermmuount THEN EGOREM RLL REFOTHES TAKEN
SLE GOTO 5OSGREM TRLE HEXT REAOTHE
EBDU Q&
EOLD PRTHT THECE IT: "Weasuring SPEED"
bbeb cugue bbub
beठ0 क0¢UE g006
ge40 goto Ebeg
EGSE PRTMT THECG,LT "Ready to take reading number ",mouter
GBED Teuntry=EEN TUO EUENTS
GOTG CHLL timer
G日G0 GOGUE 14GOQREM GOLLECT RESULTS
GIGU G=BG4/TLREM CHLCULATE SFEED
G110 STrounterg=aREM KEEF GUREENT NERGURENENT
Eleb gosue 1sDGQrEM DTSPlGY MEGEURENENT
ELSD wounter counter+1
EL40 TF puntersmumount THEH 7EDGREM BLL REHOTHES THKEH
ELSO EOTO EOSGREM TRKE NEXT REAOTHE
7OBC CLS
```



```
7beb cugue bbbl
7bS0 EUSUE 9000
7040 E0T0 7060
TGES FRTHT TGE UE LP"Ready to take reading number ",munter
TGEQ Tentrt=EREN TUO EUEHTS
70% ChLL timer
7GBO GOSUE 14GOOREM COLLECT RESULTS
T100 U= T1
7L10 Timounter = OREM KEEP CUREENT HERSUREMENT
```



```
7130 wounter=counter+1
7L40 IF coutermmBOOUt THEH FSGOREM BLL REGOTHES TRKEH
7LE EOTO TOSBREM THE NEXT REGOTHE
TSGU REM RESTRRT ROUTIHE
7ELE PRTHTPRTHTPFES R to restart"
TEQ PRTHTPRTHTPrese H to recal preuious readinge
75E Cक=EETक
7540 TF C&="R" THEH 1BD
TSE IF C&"4" RHO R%="G" THEN GEDEEM LTST BCCELEATTON READTHES
```




```
TEO GOTO TSSOREM IENORE OTHER KEYS
BDGD REM HUWEER OF DISPLHED DTEITS
BeLQ PRTNTPRTNT"Eter the number of digits to be"
BEE PRTHT:PRTHT"displayed te to 4l"
GDOD E%=EET;
Be4b musdig|OL [E$
gose IF mardige OF mondig& THEN bege
BGEO RETURH
gbOU REM SELECT WUWER OF SUCESSTUE REAOTHES
GOLQ FRTHTPRTHTPRTHTHYU mOy take 4. }2\mathrm{ . % 4 surcesive"
geb FRTHT:FRTHT"readinge which will be stored"
gese PRTHTPRTHT", well us being disployed."
```

```
    GB4b FRTHT:RETHTRRTHTWhen you are ready to begin."
    gES PRTHTPRTHT"pres one of these numbers."
    gCLE E&=EET$
    g070 monount UnLGEs
    gbeb IF monountcl Of mumounts4 THEN gGEE
    gQg日 PRTHT:PRTHT:PRTHT" OK. I am ready."
    gube counter=1REM IHITIRLTSE REFOTHES COUNTER
    9L10 RETURH
    gSEU REM LTST STORED REAOTHES
    gEDE REH TIHE THTERUHLS
    9ELO CLS
    960 FOR Z=1 T0 marcount
    950 PRTHT THEUQZ&E: "TMH:" 7" = ",TCZ
    940 HEXT Z
    965 PRTHT:PRTHT"Pres R to remtart."
    9ES0 प%=EET$
    9570 IF D$%"R THEN 96E0
    960 E0T0 100
    970% REM SPEEDS
    970 CLE
    9700 FOR Z=1 T0 murount
    97%0 PRTMT THEMQZ%E : "SPEED"Z:" = "SQ
    9740 HEXT Z
    9gG PRTMT:PRTMTPPEse R to restart.
    976 प&=EET$
    97% IF D&%"R THEH 97EO
    9700 E0T0 100
    gege REM FCOELERGTIONS
    98IB CLS
    ges FOR z=1 T0 mamount
```



```
    9%40 HEXT Z
    geg PRTNTPRTNTPPES R to retart."
    gEED D&EET$
    95%0 IF ח$%"R" THEN 96E0
    9b0 g0T0 100
    geg FOR i=sebeg T0 &EEE
    995e PRTHT: %:
    995 NEXT i
    954 5TOP
IbODG REM LOHDER FOR MHCHTHE CODE SUBROUTTHE
IGOLE REM LAREE DTETT OTSPLA
IBEBQ RE| ETETTS TABLE
```



```
1BEED READ X
1దESD T=X
10E40 HEXT I
10ESE DATH E4,GEGE,EES,GELE4GREM DTETT Q
```




```
IBED DATG IP4,4.4E4,4,4e4,GEEM UTETT S
IBEgQ DATH E4,64.64.7e1e4,8,GREM पTETT 4
```



```
1ESLE DATG 1e4,64,41E46EEE,EAGREN UTETT E
10SE0 DHTH 124.4.4.4.4.4.4.6REM OIEIT 7
```




```
1BSEG DATH D,Q,G,GIE,GEEM DECTHHL FOTHT
```



```
1QTO DHTH QGGOSEGO,4.GQ,GREM LETTEE S
```
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```
11GEQ REM LAREE OTETT OTSPLG
IEGOQ REM MRCHTHE CODE ROUTTHE
Legel dest=114
Lebue dgtual=115
Leb日S smeen-14e: REM BDL 11S
Lebu4 bitent=11E
Lebs temp-%न0QREM GNO NET SEUEN BYTES
1eb6E bittbl=e7160
LEDGE FOR pOSEG TO E STEF }\textrm{E
LEOLQ P%=87000
LEDEQ [णPT puss
Lebse disploy LDH det vet DESTTHATTON
LEG4E पमF #LE SOTTOH ROU ?
IEDSG EPL bottom vES
LEGEQ CHF #S MTDDLE FOU ?
1EGTG BPL middle vES
LEGE GSL A vUST EE TOP
IEgOQ BSL F
1EIGU GSL A ,WULTIFLY BY E
IEL10 STH sCren vHEE NOTE OF FOSTTION
Leleb LDH #ETC
1ESO STH srren + 1
1el4b ENE begin vidOHDITIOHHL ERHNOH
12450
1eIEO buttom sEC
12170 5BC #10
IEIBQ HSL F
1EL90 GSL G
1e巳00 HSL G
LeelG mDC HEE , MOUE TO CORRET PLFCE
IEEEQ STH sपeen vRLD SRUE IT
Le\sb LDH #ETE
1e\40 STH srren+1
IEeSO BNE begin vunCOHDITIOHHL ERHNCH
LEEb}\mathrm{ midle SEC
Le%0 कहC #5
1e\eb HSL F
1eged GSL G
1esb0 HSL F
1ESIG FOC WE4 vOUE TO CORRECT PLACE
IESQ STH ETEE VHD SHUE IT
LESO LDA #ST0
1es40 STH srren+1
1es50
1ESEQ vET ETTS FOR UTETT
LeSTG begin LDX #b vTHTITLTSE BYTE POTHTEE
IEse LDA dgtug vet DTETT CODE
12SOD FSL F
12400 RSL G
LE4L GEL G WUTTPLY BY B
IEGEO THY vOTHT TO TAELE
Le4B0 bytget LDH bittbl.Y vEET ETTE
1e440 STG temp, X VEEP TH TEMP STORE
LE4EG THY vGOUNOE THELE POTHTER
IE46Q THX SOUHHOE ETTE POTHTER
LEATO OPX #S S BTTES COLLECTED ?
IE4B0 BNE bytget
Ie4ge LDY #ees sET SCREN POTHTER TO -se
LESUQ LDX #ESS SET ROU POTHTEE TO - 1-
```

```
IEELB nhtrow INX vEEADY FOR NEXT ROU
HESE CPX H7 VAL ROUS DOLE ?
LESO EEO finim
1ES40 LDH #S vNITIRLTSE ETT GOUNTER
1ESEO STH bitent
1ESEO CLC
IESO THG vET SEREN POTHTER
LESE RDC #SE \OOUHCE TO NEXT ROU
1еSBQ TAY SEESTORE SCREEN POTHTER
LeSse notbit IHY \NET SCREEN FOSTTIOH
LEEBU BEL temp, X SHTFT BTT THTO CHERY
LEEIG ECC empty SBTT IS ZERO
LEEEQ LOH #ES vBTT IS ONE - SENO UHTTE BLOLG
LESG EHE send vUHOHOTTIOHRL ERHUCH
LEE4B empty LDH HIEI SEND ELPHK
1ESE send STA EmEen, Y SEND TO SCREN
IEEEQ DEC bitent vLL BITS SENT ?
IESTO EEG netrow vES DO NEXT FOU
IESBO ENE n&tbit vNO SEND HEXT ETT
1ESS0
1E700 finigh RTS]
IESOQ NEXT pass
IEgOU EETURH
ISGO REM UTETT SEPRATION BHO UISPLAY
13010 -LS
1sbed derpt=0
13050 sign=1
1sb4b TF पG THEN प-FESप|घign=-1
13050 IF प=1 THEN प=\square/LDecpt=derpt+EOTO 130
```



```
130%0 FOR i=0 TO 3
1BGB digit=THTप%1B
13050 प-b*Ib-digit
LSLBQ IF imegt THEN digitG-digit ELSE digitG+1]=digit
1BLIG HEXT i
1B4e0 digitGemtj=1b
13\B TF GIMO THEN EOSUB ISEDQREM THEERT HECR
1340 REM SENU UTETTS TO OTSPLHY
1BLE FOR n=0 T0 mosdig
131E0 Tdet=n+5
13170 %dgtual=digitan
IBLB0 CALL dipplyy
13190 NEXT त
13EDG REM OTSPLAY UNTTS
LSELB Tdet=1s
LSeb odgtulme
ISED GHLL displayPEM UTSPLFY's
1se40 IF T$="T" THEU 1sele
13e5b %dest=1E
1sebe Tdgtul=13
1BeT0 GHL dipplyyEM OTSPLFY 'm'
```



```
13CES %e454=1417%241E=141REM DOUELE ETCHT CHHRHCTERS
LSSE TCYSE-GLREM UTSPLHY HESHTTUE STEN
```




```
1sSLE RETURH
LSEDQ REM HEERTTUE STEN
135LE FOR i=4 TO 1 STEP -1
1S5eb digitiy-digiti-1)
```


## The BBC microcomputer in science teaching

```
1SSO NEXT I
13540 digitMg-14RE NEGTTUE STEN
1355E RETURH
14000 REM COLLEET TIME INTERUHLS MEHSURED EY TIMER ROUTINE
14010 ]1=65556e=5673-4975E-5
L4BEQ ST=storet4
```





```
14BCO IFGT=storet4 HND TL+TE+TS=D THEN ST=Ftre+E4GOTO 140GO
14BTE RETURH
IEBDE EEM FOUHNCEO TTMER
ISGLB pt-bESBCREM PTRL IS ESBEQ
LEOED EEM PTRE IS EGECD
15日S日 store=sEsbQREM TO EESTF
15b40 status=se5el
15GSG eunt+r=sESE
15b60 vlockom70
15070 mbणmid=e71
15BED wluchi=s7e
15GOG PRT=&FEEG
IEIBQ DORE=SFEE
LELIE flog=SFEED
15IEQ T1LLOE&FEG4
15LSE TLLHT=&FESS
15140 RCR=%FEEE
IEIEG TGQR=E4RE EENERTE GONTHUOUS TINEOUTS OH TTHE I
LELEQ OFEGE=LETREM OTSRELE BLL THTERRUPTS
```



```
15ego keybourdhag=SE40
1EOLQ FOR pOS=C TO S STEF 3
160ed F%=sebue
1BGSO [OPT puss
16G40 timer SEI
16050 CLD
1EDED LDX H1E?
1EDTO LDH #B
1EEEQ STA clocklo
IEODG STA clocmid
IELBE STH clockh
1E110n4tmr STH store, }
IELEQ DEX VLERE STORE
1ELSO EPL nutmr.
1EL40 STH DORE vUEE FORT IS THPUTS
IEISE LDA #EEE SET POTHTERS TO -4
IELEB STA ptr
1EITO STH ptr +64
IEIBE LDA PRT VET CURREHT THPUT STATUS
1EL90 RHD #S WHSK FOE BTTS E ANO 1
IEEDG STH status SAUE CURPENT STHTUS
IEE4B wait LDG PRT
1EEEE #NO #S
16ES0 THY
IEE4D CP statuS SHUE STATUS ?
IEEEG EEG wait vUATT UNTIL IT CHHNEES
LEEEG query TYG vETRTEUE IHPUT
AEETG EOR tatus vHTCH THPUT OHBDED
IEEO STY कtotus vEEF NEL STATUS
1EESE CMP HL VINPUT &?
IESGQ EEQ chanL vES
```

```
1ESLE CMF #E \INPUT E ?
IESEQ EED कhone vES
1ESSD TMA SOTH OHHHHELS
15s40 EOR #E TENORE CHHY THTS TIHE
1ESE STH status
IESED thonL LDX #O
```



```
1ESE0 ,hone LDX #E4
1ESGE ront LOH ptr. > veET EUEHT POTHTEE
1E4B0 ClC
1E4LE RDC #4 TTNREREE BY 4
1E4CO STA ptr. X vPT IT BACK
16430 CLE
1E446 TXA SET OHHDHEL FOTHTEE
1E4EO ROC ptr, X ROD EUEUT POTUTER
1E4EG THX SESTORE TO X-THDEX
1EATG LDH Elocklo sGTORE GUREENT GLOCK REHOTHE
1E4B0 STH store. }
1E490 LDA mlommid
1ESOE STH storet1. }
IEEID LDH clockh
LESE STH storete }
IESSU DEC EUNtCT V GLL EUEHTS FTHTSHED ?
16540 EEO done
1655 LDh keybondtag
LESEL STA keybourdflag vLEFE FLFES
1ESEb mount ClC
1ESTO LDR Clowlo vMUREHENT QLOE
1ESEO GDO #1
1E5SO STH clocklo
1Eb00 LDA clommid
IEELE FOC #U
IEECD STH Elocmid
1EESO LDH clockhi
15640 FOC #0
IESED STH mlombh
IEEEO LDH Keybourdrlog
1665S RHO H1
LESES BNE done vEY PRESSED FTHTSH
16570 timeurit LD# Tlog
L6E7E HND #E4 vTMEOUT ?
1E5% EEQ timemait
IESES STH flog vEEET TIHEOUT FLRE
1570日 LOR PRT vHECK TF THPUT GHANEED
IE7LD #WD #S
1E7E0 THY
1670 CMP status
16740 BEO count vOUTTHUE TIMTHE
1ETES ENE query
LETED done LDX #LED vOHUERT STORES TO TIME IHTERUFLS
1E7T0 mutetore sEC
16760 LDA store+4x
1E%00 SEC store+bx
1ESDL STH store+4x
16SIB LDH store+5x
16Seb SEC store+1x
16SSD STH store+5x
15s40 LDH store+Ex
1ESED SEC store+E}
16SEE STH store+6x
```


## The BBC microcomputer in science teaching

```
165%0 口EX
1ESED पEX
16seb DEX
16960 DEX
16910 BPL metstore
1ESEQ CLT
169S0 RTS:]
16940 NEXT pase
1ESEG RETURH
```

conseruntion of monentum - FRoerna 9

```
LTST
    1 MODE?
    E HTHEM=SEODE
    4 GOSUE ISGGOREM LOHD TIMTHE ROUTIHE
    E E%=bDbebegerem FDR|TT
    GTM digit4
    100 REM OOHSEPUATTON OF HOHEHTUM
    110 CLS
    LEG FRTHT"GOHGERUATIOH OF HOHENTUH"
    130 PRTHT THEOQG:This program medsures the speds of "
```



```
    IEO FRTHT THEUC,7"which are conmected to bits o and 1"
    IEG FETHT THEODGI "of the User Fort."
    ITO PRTHT TPEUQLe\Meauremente vio bit 0 are listed"
    IBE FRTHT TREUE LA, under CHBDHEL A:
    1sb PRTHT TGEG|EDME|urements wio bit 1 are listed"
    EGB FRTHT TAEGG 1EX"under CHBHNEL E"
    ELB FRTHT THEUQEG, "The mequarments are in chronologimal"
    exb PeTHT TGEuQeermoder within each chomel"
    ESO PRTHT THBLESEAPPRES SPHCE:
    e40 REPERT UHTTL EET$=""
    GBOE Cls
    EELE PRTMT TPEES IT "Measuring SPEED"
    GEED Tentwtr=SREM EICHT EUEHTS
    G070 CHLL timer
    GBEE CLSPRTHT TBBE, : "GOHERUATTON OF MOHEHTUY
    G日ge PRTHT THBUG,4 : "Measurement Speed"
    GQE FRTHTPRTHTMCHHDEL 1:
    Glob FOR reading = 1 T0 4
    ELLB LET udue%=6*reading-1]
    G4Eb LET tablepostion=85beq+umlue%
```



```
    E140 IF timeinterual=0 THEH LET reading-4GOTO ELGE
    ELS0 LET speed=40,timeinterual
    ELBD PRTHT: RTHT"Speed ["STRक#eqding:" = ":peedTRECEGY"mm/s"
    ELSE HEXT reading
    GEDU PRTHTPRTHTMHRHNEL E"
    Eeld FOR reading = 1 T0 4
    Eeg LET walue%=8etreading-1]
    Gesb LET tubleposition-bse44+u|ue%
```



```
    EES IF timeinterugL= THEN LET reading-4EOTG ESOD
    GeG0 LET speed=4b}\mathrm{ timeinterual
```



```
    ESOb NEXT remding
    G400 FRTHT THEUGEAD"Press SPHCE to repet":
    ESUQ REPERT UHTTL EETS:" :
    geb g0T0 100
IEGDB EEM GOUHPUED TTVER
```



```
IEGEQ REM PTRE TS ESEO
15GS0 store=sESGQREM TO BEETF
15640 status=esec
15G50 eunter=sese
15060 clocklo=570
15b70 monmid=%71
150be mokh=%%e
15GOG PRT=&FEEG
1ELOQ DORE-8FEEE
LELIB flag=EFEED
IEIEG TLLLO-BFEE4
LSSE TLLHT=SFESS
1E140 FOR=&FEEE
IEG THCR=E4REM EENERTE OONTINUOUS TIVEOUTS OH TINE I
IELEG T&FEEE=IETREN OTSHELE GLL TMTERRUPTS
```



```
15ebu keybourdflagseE40
IEOLG FOR pUSS = D TO E STEP E
1EBED F%=sebub
IEGSD [0PT puss
16040 timer seT
1EOED CLD
1E0G0 LDX ME?
1EQTO LDH #C
1EBEO STH Clomb
1EbDE STA mbomid
1ELBE STH clockhi
1E110 nutalr STH store, x
IEIEQ DEX vLERE STORES
1ELSO EPL mbtMr
1EI4Q STH DORE veER PORT IS THPUTS
IEIEQ LDH HESE SET POTHTEES TO -4
IELED STA ptr
1EL7E STH ptr +64
IELBE LUA PRT vET CUREENT THPUT STATUS
```



```
IEEO STH status s, SUE CURRENT STHTUS
IEEIB wait LDH PRT
IEEED BLD #S
16es0 THY
1EE40 TPY stuE SHUE STATUS ?
1EEEQ EED wait vUATT UNTIL IT CHHNEES
LEEED query TYG vEETRTEUE IHPUT
LEQDEOR TGपUS \HTCH THPUT GHRUED
IEEBQ STY status vEEP NEU STATUS
16ES0 CMF H1 \INPUT 1?
1ESOQ EEQ thanL vES
16SIQ CHF #E \INPUT ? ?
IESEQ EEQ chone v YES
1ESO TMA BOTH CHPHHLS
IES40 EOR HE vCHORE CHHUE THTS TTHE
1ESE STH status
16560 ,hon\ LDX WC
```


## The BBC microcomputer in science teaching

```
IESTG BEQ cont vHCOHDTTTDHRL BRHNCH
1550 ,hone LDx #54
1ESG0 ront LDH ptr. x veET EUENT POTMTEE
16400 ClC
1E4LO FDC #4 THCREHSE BY 4
1E4EO STH ptrx v FUT IT BACK
16430 CLC
1E446 TXA VET OHHDEL POTHTER
1EAEG FDC ptr, x ADO EUEHT POTHTEE
IEAES TAX SESTORE TO E-THOEX
```



```
1E4B0 STH store. x
16490 LDH Elocmid
1ESOQ STH storet1. }
1ESIG LDA mochi
1ESE STH torete, x
IESSD DEC EUNTCT VALL EUENTS FIMTSHED ?
IES40 EEL done
16550 LDA keyburdflog
1ESEL STA keyburdflag vLEFE FLFSS
1ESEG mount ClE
15S% LDR ClodM THUREUENT CLOCK
15SE0 FDC #1
1ESSO STH momklo
16EB0 LDF Elockmd
1ESIQ ROC #S
1EEED STH Elocmid
165s0 LDH clochi
1EE40 GDC #C
1EESE STH clockhi
16Ese Luh keyburdhag
16555 BNO #1
IGSSS ENE dONe vEY PRESSED FTHTSH
16570 timewait LDH flag
LESTE BHD #E4 vTMEDUT ?
1ESTA EEQ timewait
IEETS STH TMQ VEEET THEOUT FLFE
IEOGE LDH FRT vHECK IF THPUT GHAWCED
16710 RHD #S
1E7eb Th%
1670 प|P statue
1E740 EEQ wont vOHTMHE TMMLE
1ETED EUE query
1E7GQ done LDX #LE v COHUERT STORES TO TIME IHTERUPLS
1E7TE mutstore SEC
1E760 LDH store+4x
16790 5BC store+bx
16SOL STR store+4x
1ESIE LDR store+5x
1Esed sec store+1x
16SSE STH stme+5x
16S4b LDH store+6x
1ESEQ 5EC store+ex
1ESED STH =tore+6x
16570 口EX
16SBD पEX
16SSE DEX
16900 DEX
1EsLe EPL ntttore
16SEE CLT
```

```
15950 ETS:]
16940 HEXT puss
1ESEO RETURH
```

SPEE-TTE PLOTTE -- PROERH 16
LTST
1 MODE?
2 HTHEM $=$ \& ABDC
4 GOGUB 1 EGQQREM LORD TTMTH FOUTINE
5 besebebegs
6 पाid timeinterualse
7 पTM spedse
8 DTM elopsedtimerey
10 OH EREOR EOTO 1 Q0
1 BU EEM SPEED TIUE PLUTTER
116 MODE?
IEQ PRTHT: SFEED-TIWE PLUTTER:

140 PRTHT THECD 4 "for each 'tooth' of the following"
150 PRTNT TFECEEPMord to erose in front of a photomell"
IGe PRTMT ThECEGumonected to bit of the Uger Port."
170 LET ES=CHRSTSELET R\$=CHRSESS
175 PRTHTPRTHT: Im 1 mm IE teeth in total'
180 PRTMT" " $>$ "






Е4 FRTUTUH\$प47,


क月末日क月\%


ESO PRTHT THBCEOUPeady to toke readinge::
EA0 FRTHT TRECEETMelease the trolley now":
ES PRTHT TBEREQ4Pres ESCPE if problems oceur.:
TGLE REM Heasuring TIME THTERURLS
TGE Tentrtr suREM THTETY OHE EUENTS
7070 CRLL timer

TIDE REM UTSPLAY SPEED-TIHE ERAPH
7116 MODE 4
T1eb मOUEG日GDR月U 5b, 10es
7130 मOUEDEGDRFU 197950
7146 PRTHT TABUEGU"SPEED-TIHE ERAPH"

7156 PRTHT TREGE EMPrese for new readinge.
7170 HOUE 50.50
T1E0 FOR reading 1 T0 30
7190 Denu $50+$ lopsedimereading $50+5 p e d r e d i n g$
7ebe NEXT reading
$7 \mathrm{FE} \quad 4 \mathrm{x}$ 150
TBDU LET H\$ THNEY\$ RES5

## The BBC microcomputer in science teaching

```
    74D0 IF H%=" " THEH BODG
    7SGU TF G%="R" THEN 100
    7600 EOTO 7000
    B000 CLS
    BOLG REM UTSPLAY OTSTHHCE-TTHE ERAPH
    BDED पOUESD,0DRG 5D,1DES
```




```
    GOSG PRTHT THECE ITMPRES SPRCE for SPEED-TIME ERHPH"
    BeEQ PRTHT TABEEQPPres f for new readige:
    BLDO MOUE 5050
    BLBe FOR reading=1 T0 S0
    81g0 DRGU elopedtimedreading+50,readingeb+50
    BEED HEXT reading
    SES #FX 15,0
    BOQ LET Hक=THKEY' TESS
    84B0 IF H%=" " THEN 7LbO
    8SGO TF R&="P" THEH 1BD
    86ठ0 c0T0 Bकठ0
```



```
14010 71=655602=5605=61
140eb FOR reading-1 T0 31
L4BSD LET timetore=storetreading*4
14GSE LET interualtoremestimetore
```



```
LAG4E TF timeinteru||reading=a THEH LET reading=SLEOTO A&BEQ
14050 LET mpedCreading=10000 timeinterualGeading
```



```
14BED HEXT reqding
14LOE RETURN
15GOQ REM FOUHNCED TIHER
IEBLE ptr = sABEQREM FTRT IS EAEQQ
IEGED REM PTRE IS eABCD
150B0 store=$4Bb日REM TO &ABTF
15040 status = 24681
15050 euntetr = s4bee
15060 Clollo = %T0
15070 clockmid = 271
15beb clochi = 57e
IEGOD PRT=SFESO
15IBU DORE=&FEEE
15L10 flag=8FEED
IELEE TLLLOEFEEA
15I3G T1LHT=&FEES
15140 FCE=&FEE
```



```
ISIEQ T&FEEE=IETREM REM DTSABLE RLL THTERGUPTS
ISTO %TLLO=4ETTLHT=BREM TTHOUTS GT SO MTCROECOHD THTERURLS GPPROUTHTELY
IEEOL keybundHag=SEAO
16OLQ FOR pISs = O TO ב STEP ב
IEbeb F%=&पb,0
1EGSD [DPT puss
16g40 timer SET
1EOSO CLD
160E0 LDX #S%
16070 LDH #b
IEBED STH clocko
16050 STH mlockmid
IELEE STH Gloch:
IELHE n+tr STH storex
```

```
IELED DEX vLEFR STORES
1ELSO EPL mutcr
IEL4B STA DDRE vSEE PORT IS THPUTS
IEIEE LDR #EEE SET POTMTERS TO -4
IEIEQ STA ptr
1ELTO STH ptr+G4
LELBQ LDA PRT vET CUREENT IHPUT STATUS
LELSE GUD #S vHEK FOR ETTS O GHO 1
IEEGU STH stutus s, SUE CURREHT STRTUS
1EEIE wait LDA PRT
1Eege mbD #S
1EESO THY
IEE4b GPY कपtuE SAME STHTUS
IEESE EEQ wat vURT UHTTL IT CHHWES
IEEE query TMB vETRTEUE IDPUT
LEETG EDR status vHTLCH THPUT CHPWEE
IEEO STY vtatuE VEEF NEU STATUS
IEESO OP H1 \IPUT 1?
LESOQ EEQ GhonL vES
1ESIG OMF WE THPUT E?
IESEG EEG Ghone v YES
LESSO TMA BOTH CHHOHELS
1ES4B EOR #E TENORE CHHYE THTS TIHE
1ESE STA status
16SE0 mhonl LDX #C
1ESTG EEQ cont vHOOHOTTTOHFL ERHWCH
LESE ,hane LDX #E4
16SS0 ront LDH ptrx ve\ EUENT POTHTEE
164BO CLC
IEALE RDC #4 \THCREHEE BY A
IE4ED STH ptrX \ PUT IT EACK
16430 CLC
IE44B TXA vET OHBHEL POTHTEE
1E4EO FDC ptrX vaOL EUENT POTNTER
IEAGB TAX vETORE TO X-THDEX
16470 LOH Glocklo STORE CUREEHT CLOCK REAOTHE
1E4B0 STR storex
1E4g0 LDA mlowmid
1ESOL STA store+1x
IESIE LDH clockhi
IESEQ STH tore+EX
IESG DEC EUTGtr vALL EUEHTS FTHTSHEO?
1ES4E EEO done
16550 LDH kegburdflag
1ESSL STA keyburdflag ©LERE FLASS
IESEO mount CLE
1GSTG LDH Elocko v THOREHENT QLOCK
1ESSO GOC #1
16550 STA clocklo
IEEBE LDH Elockmid
LEELE GOC #C
1EEEO STH clockmid
1EES0 LDH clockhi
16E40 GOC #C
1ESES STH mlomkhi
IEEEO LDH keybourdflag
IEESE THO #1
IEGSG EHE done vGEY PRESSED FTHTSH
LEE70 timewait LDH flag
1E5TE BND #E4 vTMEOUT ?
```

The BBC microcomputer in science teaching

```
1E574 EEQ timewat
LESE STA FHg vEEET TIVEOUT FLAE
IETOQ LDA FRT ©HECK IF THFUT CHHNEED
1E7LE FNO #S
167eg TH%
16780 CHF status
16740 EEQ count vONTIHUE TIMTHE
16750 ENE query
1E7EG done LDX #LEG vOHUERT STORES TO TIME IHTERURLS
1E7% mutsture sEC
16700 LDH =toret4x
16790 SEC store+bx
IEEOD STH store+LSX}
1684E LDH tore+5x
16ege sec stare+1x
16ESE STH storet1SSx
16S40 LDA store+6x
1EsED SEC storetex
IESEE STH ttret1s4x
1ESTO पEX
1ESED DEX
16850 DEX
16900 DEX
1E916 EFL mbttore
169eb CLT
1E950 ETSI
16S40 NEXT pass
1ESES RETURN
```

PUSE THEE - PROERH 11
1 MODE 7
е HTMEM-87OUQ
100 REM STMPLE TIHER
$11 \mathrm{PRT}=\mathrm{SFEE}$
1ED DORE CPEE
130 T1LLO-sFES4
140 TLLHI=8FES
150 TELUEPEES
160 TeHT=8FEES
170 ER- AEEA
180 ACR-SFEGE
$190 \mathrm{FCR}=\mathrm{BFEGC}$
EDO FLHE=SEED
EIG TER EFEE
30 D
SLE RE THITPLTEE THER
SEG TTER=IETREM OTSABLE BLL IHTERRUPTS

340 TPR BRE TUR OFF LATCHES ETC.
SED ODORE IEEREM ETT 7 RS OUTPUT

3T0 TTEHTEESEEM THTTHLTEE GOUHTE
se Fhacerepreh blehr fll flhes
590
500 CLS

```
    ELE PRTHT TREGEETHH&&L4LMSTMPLE TTHE:
```



```
    ESO PRTHT TABCQGYMhen input X goes HTEH, I millisemond
    54 PRTNT TREUQG,"pulses will be counted by Timer e."
    5G PRTHT TGEOQLG"This montinues until imput }x\mathrm{ goes LOu"
    5S EOGUE EDUE
    Ebe FRTNT THEOQ,ed,mhen you ore ready for the timing"
    5% PRTHT THEUEE\,to sturt. pres SPGCE.
    SBC IF CET%>" " THEH 5BE
    50
    5se FRTHT THEGE4M,"K Waiting for FOSTTTUE pulse.:
    EDR REM STRET TTHER & TO PROUTDE I KHZ PULSES OH PE?
    ELE TTLLG=244
    EEG ?TLLHT=130E
    ESD IF आPRT RND IT=B THEN ESE
    G40 PRTNT TREप&&4:"K. Timing is under way. ":
    GED IF GPRT HND 1% THEN ESO
    ESE t=5S*CESTTEHT + [2SE-TTELO
    6ED CLS
    ETQ PRTHT TAECESTHR&CLATMSTMPLE TIMER"
    GEQ PRTHT THECESUCHE&UL4T,STMPLE TTHER"
    GSQ PRTNT THECQGu"The meavurd time interual is "
```



```
    7eb PRTHT THEOQIEI: "Press SPGOE for another measurement."
    7S TF EET$%" " THEN 7SD
    740 EOTO SBD
```







```
एकपड\MHND ",HE$पLES
```





```
$पड\"ERTE ":HOकपLOE
```




```
gIBE RETUEH
```


## The BBC microcomputer in science teaching

freduency heter - progerm<br>12

```
LIST
    1. HODE 7
    IBQ EEN FHST FREDUEHCY METER
    110 PRT=$FESO
    LEE DORE=8FEE
    1SO TLLLO-EFEEA
    140 TLLHT-$FESE
    150 TELO-bFESS
    160 TEHT=&FESS
    170 SR-$FEEB
    1BE FCE-8FEEE
    190 FCR=8FEEC
    OG FLFC-8FEGO
    CIG TEE=SFEEE
    300
    SU EEM IHTTTALTEE TTUER
    SEG TTEF=IETREM OTGRELE RLL IHTERRUPTS
```



```
    S40 TPTR=EREM TURN OFF LFTCHES ETC.
    SE TODRE-1EEREM ETT }7\mathrm{ GS OUTPUT
    कह ?TeLए=5S
    T0 TTEHT=ESEREM IHITTRLTSE COUNTER
    SB FFLFE-1ETREM CLEAE RLL Fl_RS
    50
    560 g0¢ue ebug
```



```
    G40 f=EE* ESE-TTEHT + ESE TTELD
    6E freq= f * Eb
    ESS IF freqedQ THEN EOTO BGQREM LOU FREDUEHQ FOUTHE
    GEB CLS
    GTG FRTHT THEGEQपHPकप4LYPREQUEHC HETER:
    GSD FRTHT TREGGSICHP$C441:FREQUEHUY HETER"
    GED PRTHT THECQ,E"The measured frequency is "
```




```
    TO IF EET$% : THEU 7SO
    740 E0T0 500
    GOQ REM LOU FREGUEHCY ROUTIHE
    BLE TGC=se&EM GTEAELE FET OUTPUT
```



```
    छड ?TELU=5S
    B4D TTEHT=ES REM RELORD COUHTER
```



```
    马TG TPRT=GREM OPEN PET EATE
```



```
    SEQ FPRT=IEBREN CLOSE PB7 EATE
    g00 f=ES*TES-?TEHT + TESS-TTELU
    940 freq= f
    geb E0TO E60
LGOE REM OELHY FOR 50 MIlLTSEGONO
LOLC TTLLO-TGOTLLHT LSEREH RESTRRT TTHER I BHD RESET FLPE
LGED IF GFLHE GHO EAI = Q THEN IGEDREM UHIT FOR TIME GUT OH TIMER }
1BSO RETURH
```



```
@ULE CLS
```



```
EOS PRTHT TRECEETHR&G&LYPREOUENCY METER"
```

```
Eg4b PRTHT THEOQ,4,When started, the PB? line goes Lou to"
EGS0 FRTHT TBECGG,"enole pulses to be counted."
```




```
CHBकL\ETCHEकपLE
```








```
1121
```



```
PBE:
```



```
CHB$44पHPकप44,4B$प%]
```






```
ELEQ PRTNT THEUQED: "Press SFHCE to take the megurement."
E\70 IF EET&%" " THEN ELTG
EEGO RETURH
```

Frobehmbele ofctlator - Proerbu 13

```
    1 REM FBOERMHHBLE OGCTLLATOR
    e HTHEH = %40UG
    3 MODE 4
```



```
00 CLS
```



```
    FETHT TAEOQST"This program allous you to select any"
    PRTHT THECDST"woveform to be output through the DHC."
    FRTHT TABUC,7,"The frequency eon also be seleted"
    FRTHT TRECDGI,up to a marimum of EDG HE."
    FRTHT TAEOCILYEnter the wueform equotion like this:"
    PRTHT TAEUGIS\" function TT For enomple:
    FRTHT THECLISIMSTHE 1ES + ED*STHT*PT/ESJ"
    PRTHT THEULIT,GOUREE ESQ * THTUT/LEB "
```



```
    THPUT Hक
    FOR T=G TO ESS
    U-EUHLIMक्
    TF U户ES THEH U=ES
    TF UGO THEN U=E
    TEtore+TM=THTU
    HEXT T
    FRTHT THEQQe\,"Enter the required frequency. :
    THPUT freq
    IF freqebu THEN PRTHT THELIBe4,:up to a momimum of EDO He.GOTO ISb
```



```
    Tretnhi=TMTLreptn}e5
    Treptnlomeptn-eSExHTLTeptn}=5
    PRTHT TREQE,A,"The wouform is nou being output."
    PETHT THEOQE|,Prese any key to stop."
    FOR T=1 TO IBGBNEXT TREM DELAY TO GllOU KEY TO EE RELEFGED
    ChLL output
```


## The BBC microcomputer in science teaching

```
    exb पLS
    Es0 PRTHT TGBGG\,Do you wish to alter the woueform ?"
    E4Q PRTHT THEOQSIPrese Y for yes and N for no."
    EE CकEETSTF O&N: AND Oक्NH THEN ESE
    EG IF O$"," THEN EOTO EO ELSE EOTO ISO
IBDD FE| WHCHTHE GODE ROUTTHE
IBLB PRT = &FEGB
ICED DOR = EFESE
1BSD timerlo-sFEEA
1040 timerhi=sFESE
1CED FCE = 2FESB
1BED PCR = SFEEC
1BTG FLFE= &FEGD
LBEE kegbondflag = &FEAD
10es reptnlo=24Leb
10ge reptrh=<4101
10g7 store = s4eb0
16g\ FOR pass=0 TO E STEP E
11UD F% = %4000
1105
1110 [OPT puss
11eb output SEI
11ES LDH #E4
1130 STH GOR vENBLE TIHER ODE GONTIHUOUS INTERRUFTS
1154 LDR reptnlo
115E STA timerlo
1160 LDH reptmi
1170 STH timerhi STRRT COUNTDOUN
1173 LDA #E4
117E STH FLHE SESET FLHE
11ED LDX #B
1ebu nest LDA FLFE
1240 #NO #E4
LEEQ BEG nert
LEES STH FLHE vESET FLGE
1Es0 LDH storex
LES STH PRT
1e40 THX
IESU BUE nest
LEEG LDA Keyboardflag
1E70 HWO #1
Lebe BEQ nent
LESQ CITRTSI
1300
LSIB NEXT puS
1seb RETURH
EDQD FOR I=&4ED TO &4EFF
EELE FRTHT TT:
EDEQ HEXT I
```

```
GAPGCTTOR OTSCHREE -- FROERGM 14
```

```
LTST
    IBO REM CAPHCTTOR DTSOHREE PLOT
    110 MODE1
    1eb CLS
    1es णणu\,%,0,0
    124 प0U19, 0,0,0,0
    130 C&
```



```
    ISO PRTHT THBCDE\ PRESS THE SPHCE BHR TO BEETH
    LEO PRTHT THEUEE" IE-:
    185 FRTHT TREUES" A.4-
    190 PRTMT THBUQ,1E" 1E-"
    195 PRTMT THEUEISI 1,"-
```



```
    EDE FRTHT TPEOEQI' GE-
    ELD PRTHT TREUQ&" ह.4-"
    EEQ FRTHT THEUQ\T" Qe-
    EE FRTHT THELQ,GO" E-"
    ES MOUE 150,50
    EED DRGU 15DED
    "% प%#U 4ebu, 
```



```
    SIE PRTHT THEGGEg\":
    700 प0use
    BE X$=EET$
    EED PRTHT THEL4SD प| :
    500 X=150
    gS PRTHT TREUQ, THE UOLTGE GCROS B CRPGOTTOR :
    SED PRTHT THEUQ\" PRESS THE SPHCE EAR TO EEETM :
IBGU REM HERGUEE UOLTHEE GHO COHUERT TO TRUE RERUTHE
1610 Y=HOUHLU-E7E%6E+60
10ED PLOTESXY
1BEE REPEAT
1BSD Y=MDUPLपL-ETE,GB+Bb
1G40 PLOTSXY
1050 X=x+1
IEED UNTTL XIEDE
1655 50UHOL -15,10010
```



```
16EQ PRTHT THEUEEP"prese RETURN to finich. "
1ESU LET S$=EET;
IIBG TF S$=HNकCS THEN EHD
1110 TF S%=" " THEN GDD
11eg E0T0 1000
FHST HWHLOEUE COHUERTEE - PrOERHM IS
LTST
    10 REM COHFIEURE USER FORT
    QD ERRT=GELEDREM USER PORT
    OQ DORE=ESLEE: REN DATH DTREETION REETSTER
    40 ACE=ESISLREM RUXILTARY CONTROL REETSTER
    50 PQEESTSEREM PETPERAL COHTROL REETSTE
    ED FLFE-ESLSSEM FLAE REETSTER
    70 TER=ESISAREM THTERRUPT REETSTER
    LOE REM TODRE-GREH E-PORT IS IMPUT
```


## The BBC microcomputer in science teaching

```
    1H THQE=EEM GOR SET TO EHBELE BPORT LATCH
```



```
    IES REM PCE SET TO PROUTDE CEE PULSE OUTPUT OH DATA URTTE
    1SU THAE-1EREM RESET EEL FlME
    140 TTER=IETREM DTGABLE UTH THTERRUPTS
    IEO GOGUB eqbubrEM COMPTLE GGSEMBly GODE
    EDE REM THETRUNTTONE
    510 MODE4
    5eb CLS
    5S PRTMT THELS 1MPGET AHRLOEUE GONERTER"
    540 FRTHT TREGES|This progrom collects eSE readings "
    5b PRTHT THEGD.7, "fom the fast GOD comected"
    SEb PRTHT THEGG,Gto the UEer Fort."
    50 PRTHT TREUQ14,"Goose the time interual between"
    Seb PRTHT TREUQ 13,"Sumesiue readings in mimroseconds.
    5 S 0 ~ P R T N T ~ T H E U Q 1 5 S , M m i n i m u m ~ 1 5 ~ m o r i m u m ~ 1 E B G " ~
    EDE PRTMT:THPUT interual
```



```
    Eeg Tdelyy-1+THTपinteruol-15SS
    ESD PRTHT THECQ ED,"Enter the threhold voltage leuel "
    G40 PRTHT THEOEE|" fonge o to EG wolte"
    GEE PRTNT: THPUT startuolts
    EEb Tthreshold startuolts+1b0
    EEL PRTNT THEOG,E\:For a Eentre-zero groph pres c"
    GEe PRTHT THEOSGQ,For a bottom-Eero grop prese E"
    ESS LET S% THKEY$ EESS
    664 TF 5%="C" THEN 1BEG
    65S TF 5$="E" THEN EDOQ
    EES EUTO E6S
1BOD REN CEHTRE-ZERO ERAFH
1BCE CLS
1BOE PRTHT TRECSEI: "Ready to take readinge
1BGT GALL begin
1010 MOUE 1bG,GORFW 100, 10G0
10e0 HOUE D,D0DRRU IeD0,50
10S0 ULUE
IB4D MOUE G,IBQRFRTUTPEZ
LG50 HOUE D,7EQPRTMTMG"
1BED MOUE E, पGOPRTMTH"
10T0 MOUE BESGPRTNT"-1"
1BEO HOUE DSEPRTHT"--"
10%0 HOUE 110,49EPRTMTP
11EQ FOR I=1 TO 5
1110 मOUE 1QE+EDO*i 4GOPRTHTSTRकGiterul%GS*I
I1EC HEXT :
113D MOUE 4BD 4EDPRTMT",ime/millisemonds"
1140 पDU4
1150 EOTO 5000
EBCB REN BOTTOM-ZERO ERAFH
EDG CLS
EDUE PRTHT TREGEXPReady to take readinge "
ebuT GHLL begin
```



```
EDQ MOUE D,QDRGU IPGD,G
Eb,0 पDUE
Eg40 HOUE D,gणGPRTMT"4G"
EDS MOUE D,70日PRTMT",
EGE0 HOUE D,GDPRTNT"EG"
E日T0 HOUE B SDQPRTHTM,G
EbSe HOUE D,刀EPRTHT" g"
```

```
    EGge MOUE 11E.70FRTHT"
    EIBR FOR I=1 TO 5
    E1G MOUE 1GE+EDO*1.70PRTHTSTRकGinterual*GS.%
    ELE NEXT :
    else MOUE 400,SEPRTM"timemmlliseronds
    E140 リDU4
    5000 H=4
    TELE FOR }=6 T0 E5
```



```
    कes H=5
    SOSD HEXT i
    SG40 PRTHT THESEGYS for same interual. N for neu "
    OGSO LET Hक=THEET$ESS
    OEED TF G&="4" THEH 500
    3070 IF HS="S" BHD S%="C" THEN IDBE
    SOQU IF H%="S" AND S%='E" THEN OGOE
    30g0 c0T0 3050
e4bOQ REM HAOHTHE OODE ROUTTHE FOR FGST GOC
e4016
e4peg threhold=s%0
e4beb delay-seb
```



```
E4EDG FOR pus=0 TO S STEF 3
E4E05 F%=84000
EqELQ [口PT poss
eqEeb begin seI
e4esb L"Y #b
E4ES4 woit LDR BPRT \CLERR LATCH
E4ES STH EPRT vEETH NEXT COHUERGTON
24<s NOP
24ese Nop
24e40 NOP
E4e4e NOP
E4244 NOP
E4e46 NOP
24E48 LDA EPRT
ZAESG STH BRRT SECTH HEXT COHUEETOH
e4ese CHP threthold
EAEGE BCC wait vHIT FOR CHHDE
EABE neu LDR EfRT
24340 STH EPRT &EETH NEXT COHUERSTOH
e45e STR tore Y
E4seb LDX deloy
e4370 pouse NOP ve GTCLES
```



```
E4GTE DEX ve TTLES
24SOD EHE pouse va CYCLES
24se0 THY
EA4BQ ENE new
24410 CLI
E44ED RTS
244501
E4440 NEXT puSS
e4EDG RETURH
```

```
GTETTG MUTTMETEE -- PROERH IE
LIST
    LBC MODE ?
    110 0TM digitG
    EDQ REM THSTRUTTIDNS
    ELB CLS
```



```
    esb PRTHT THEGLE,4,יby R. F. Spurke:
```



```
    E40 PRTHT ThBCG7, "This progrom measures and dieplays"
    ES PRTHT THECGGY"uoltage input to anologue chanel 1"
```



```
    E% PRTMT THEUQ1Sy"mod their product. power"
    EBE FRTHT THELE 1EJ"or their rotio, resistance"
    OO PRTMT THBUEE\"Pres R for resistone or P for power."
    SGE LET A&=EET;
```



```
    S0 पLS
    SO FOR I=S17% TO ST? STEP 40
    340 TT=es
    50 NEXT I
    SL PRTHT TGEOES\"Pres R for resistance or F for power.":
    SS REH OTSPLHY U
    5E PRTHT THEO4,0,5 j":
    50 PRTMT THER411:5 j":
    OE PRTHT THER&EMS j":
    SE PRTMT THER4,\"S j":
    SO FRTHT THEUS44:"m %
    SE FRTHT THECSESIm *:
    54 PRTHT TRECSESMm"
    SE REM OTSPLFY G
    4BD PRTHT THEREEX"m"
    GEE FRTHT THECSES\",
    404 PRTHT TRELS4.1EO:'% m:
    4BE FRTHT THELS414!: j":
    4BE PRTNT TBEC&4E\"=...n":
    4LE PRTHT TAECSA13\:5 j":
    4LE PRTNT THER4,14MS J':
    4Eb IF M&="E" THEN 7BO
    4ES REM OISFLHY U
    4BO PRTHT THES4IE\:E J":
    440 PRTHT THES417T:5 '':
    4EE PRTNT THEC&ABI:S j":
    4EB PRTHT TREG&Ag\,5 jE j":
    4B PRTHT TREG4EDTE jE j":
    4BO FRTHT TREC4,21!5 jE j":
    4ge PRTHT THERS4,e\,"mbmb":
    gDE REN HERGURE UOLTGEE BND CURRENT
```



```
    Seb number=uoltage
    50 pos=0
    54b cosue gobe
```



```
    Se number=urrent
    5 7 0 ~ p o s = 5
    50 E0sub g0b0
    Sg number=murent*uoltage
    600 pos=10
    Elb cosue gobe
```

```
    EED IF IHNETकUQ="R" THEN 7OD
    5क0 E0T0 50%
    TOL EEM RESTSTAUCE
    7LE REM OTSPLAY OHMS
    7EQ PRTHT TPEG4,1ES" - 10 ":
    70 PRTHT THECS417:" j 5 ":
    740 PRTNT THEC4,18\: 7 & :
    FG PRTHT THEU44,4" 5 j ":
    760 PRTHT THEO&A,DU" i E ":
    70 PRTMT THEQ4ELY" 5j ":
    7B0 FRTHT THEC&EEI,",",
    BDQ EEM HEGGURE UDLTGE FHD CUREEHT
```



```
    Seb number=ultage
    8ठ0 pos=0
    540 cosue g000
```



```
    seb number=urrent
    870 pus=5
    esb cosue gebe
    seb number=woltage/eurrent
    900 pos=10
    9LB EOSUE 50,0
    geb IF IHKE\कחO"M" THEN 4ES
    geb got0 b0&
```



```
gobs lom=144dgtug=115
geub decpt=bsign=1
SGED IF number THEN number=FESTumber J:ign=-1
g0S0 IF number*=1 THEH number=number ABdecpt=decpt+iE0T0 geS0
gO4b IF demt>4 THEN EGQREM OUT OF RHNE
gCSE FOR I=C TO S
gbeb digit = InTmumber*ib
ge%e number number>10-digit
GOBC IF Isdept THEN digitTM=digit
gCOE IF Is=decpt THEN digitT+M=digit
9LEO NEXT I
9140 digitdecpt=10
```



```
gebe REM DTETT DTSPLAY ROUTTHE
9e\u sigig=seEM SET HUNEE OF STE FTSS.
geeb IF signob THEN sigrigesigfig+1
gese FOR T-G TO sigiq
9e40 Tloc=प+pos%dgtualmdigitu
gesb ChL displu
GEED NEXT I
ge70 RETURH
LGODQ REM LOHOER FOR HACHTHE GODE SUBROUTTHE
1BQIG REM 'LRREE DIETT DTSPLFY
100e0 displuy-E6Ge
10050 HIMEM=%%000
```



```
10040 FOR I=ESG7e T0 ES7G1
1BOSG EEAO }
1BCEE TT=X
16QTD NEXT I
```






The BBC microcomputer in science teaching


```
1013E DATG 11S,16eb,165 115 10,10,16,16E,1E5
```






```
101B0 DATH ES,145,11e196,116,40,E4,0GeSbge
10EOQ FEM OTETTS TBELE
1Bel6 FOR I=Eege T0 egbs,
1EEEC RERD X
1BES0 ?T=X
1BE4B NEXT I
```



```
LEEQ DRTH BESEESE,QRE पTETT 1
10270 DATH 124,6,4.1e4,64124,日REM पTETT E
10EB0 DRTH 124.4.4E4.4.4.&4,QREM UTETT }
```



```
10SO0 口HTH IE4,E4E4,1e4.4.4.4.GFEN GTETT 5
```



```
1BSEQ DHTH IE4.4.4.4.4.4.4.6PEM DIEIT 7
```







```
IBSEQ EETUEH
```

GUREETT-UOLTHEE PLUTTER - PROERHM 17

LIST
1 MODE?
1 B FRTHTTREQ 19 MOLTREE CUREEHT PLOT:
eb PRTHTPRTHTPRTHTPThs program produces a ramp voltage"
SE FRTUTPRTMT"Fom a digital tomangue converter"
40 FRTMTPRTMT"Conected to the User Fort."
50 PRTHTPRTNT"This can driue a wrent through a diode"
ED PRTMT"or other device and this current man be"
Te FRTHTPRTHTMeasured at anologue chonnel b as the"
ED PRTHTPRTMTHoltage arose a small series resistor."
90 PRTHTTHECE ES, "Press SFRCE to begin taking readings."
95 REPEAT UHTTL EETS:" "
1 bb REH vOL TGEE-CUREEHT PLOT
110 HODE 1
1ed ש.
129 प0119. 7.6 .6

130 CLE
140 PRTHT THEG, CURE ${ }^{13}$ UOLTHEE PLTT"
180 PRTUT TAECEET $1 E-{ }^{\prime \prime}$
185 PRTHT TREUQ ${ }^{18}$ 14-"
190 FRTHT TABUYE" $12-{ }^{\prime \prime}$
195 FRTHT TAEUEIEI $10-{ }^{\prime \prime}$
EDG FRTHT THEQLIB" 8-"
EDS PRTHT TAEUQ
ELD FRTHT TAEUEQ" 4 "
EED FRTHT TREUEZ" e-"
ES PRTHT TBEUSOM ${ }^{-1 .}$

```
    E5 MOUE 150,50
    Eb DR#U 150,5
    270 पह月u 1200,50
    SOG FRTNT TREप4SIUG 
    Seg PRTHT TRELES "mill-"PRTHT TREC AT"Gmps
    700 vouse
    GOb REM THTTMHLTE URLUES
    BLD LET n=4REM PLOT FTRST POTHT
    seb LET duc-8FEEQREM USEE PORT RODRESS
    क丶 T&FEE=ESEEN USER PORT SET FOR OUTPUT
    840 PRTHT THELQDP:"
    G4E FRTHT THELQE:"
    ESE PRTMT THEUQL: : CURENT-UOLTHEE PLUT:
    55 人=150
    BED REFEAT
    gGQ REM OUTPUT UOLTAEE
    910 LET volt%=C-15GOTU4
    ged Tducuolt%
IBOQ REM MEHGURE UOLTAEE BNO CONUERT TO CURRENT REAOTHE
10Lb Y=GDUPL,41-672%6e + 80
LGEg PLOTnxy
IBSO LET n=5REM DRRU FROM NOU ON
1050 X=x+4
1GEO UNTIL XIEOQ
10E5 SOUNOL - IE IBE,10
1BTG FRTHT THEOQQUPTESE SPGCE for another groph or "
1ETE FRTHT THEUEII:"
LBEQ PRTNT TREUQE|"Pes RETURN to finich.
1BGQ LET S$=EET:
1100 TF S$=GHE$LS THEN NODE 7END
1110 TF S%=" " THEN EDE
11E0 EOT0 10g0
```

FOUR - CHRHEL CHRET RECOROER -- PRORRH 18
LTST
1 HTMEM=8460日
e HODE 4
10 REH CHRRT RECDRDE
ED REM EY R G. EPREKE
SE REM AFTEE AH TOEA BY S. RUBHERODK-UTLLTAHE

Se REM MEHEURED BY THE BHALOEUE PORT
3 REM BHD SCROLLS THEM FCROSS THE SCREEN
34 REM CHHHHEL O IS DTSPLHEED AT THE EOTTOH
SE REH BHE CHHHEL 3 IS AT THE TOP
50 gपsue 10000
100 CLS

LED FRTHT THEODEIPres any key to finish"

146 PRTHT TABCeE MChonnel $1^{\prime \prime}$
150 PRTHT TABC 14 "Mhonnel $E^{\prime \prime}$
1 Se PRTHT THEEESMThmnel $3^{4}$
17 GHL thtres
1 BE FRTHT THEGEDuPrese F to restart"
196 EEPEAT UHTIL EETF="E"

## The BBC microcomputer in science teaching

```
    EbD EOTO 170
&GOU REM WHOHTHE CODE ROUTTHE FOE PLOTTTHE
10001 4pos=%4E00
1b00e ypes=&450
LB00S adual=5S
IBODE Thg-sFEADRED KEGBORRD FLGE
10016 y=870
sbbeb rowent=e71
10050 pointer=s7e
10040 5010=2%
10650 sehm=$74
106Eb temp=e75
1BCTO FOR pOESG TO E STEF E
10075 F%=64160
1BEEQ [OPTpuss
1Bbeb ,htree LDF#4
IBLGQ STA pointer vOLHTEE TO GOE CHHHLES
101Lu mbode LDY pointer
1BLEb LDH adual. Y vET NEXT REAOTHE
LBLe\ Lse A
101e4 LSR A vTUTDE BY 4
1BLSC STH y
1BL31 LDA pointer
1013E SEC
1013S SEC H1
10134 FSL F
1BLS5 GSL G
1BLSE FSL F
1BLS7 HEL G
1013E GSL H
1BLS9 BEL G VULT EY E4
10140 CLC
1BL4E FOL y
1BL44 EOR #ESS THUERT
10L46 STH y VEEF UERTICRL FOSTTION
1BIEO LSR G
1ELEO LSR F
10170 Lse A
1BLg0 STH selo
Ibe\b CLE
LGEEU MOC #$5S
LEES STG smhi
16ese Lणी #b
10e40 LDx #5
ABeSb met Gel serlo
IBESE ROL G
10ES4 DEX
10eSE ENE nent
10е70 आप% sohi
1BEBE STH surhi
10500
1GSED LDH y
16550 #ND #7
1BOEO CLC
10590 FOC sorlo
10400 STH serlo
10410 LDT#O
LB4ED LDH #LeS
1B4B0 णही Em|yy
10446 STA Eerlol Y
```

```
16460 TEE seroll
1B490 DEC pointer
10SbO EHE mode
10516 LOH flog
105eg #NO #1
ICESO EEQ chtrec
1@SE
10540 ETS
1BEES
16EBE I
11B00 F%=84000
11GLG [OPT paS
Mu\e serll LDH #BSe
11014 5Tन %4018
1101E LDA #BbO
1101B STH &पDL7 vESTORE SCREN FODRES
11BEG LDH #Se vOL COUNT
110%0 STG roumt
11G40 m&TOU LOY #40 वOLUHH COUHT
11050 CLE
11GEE LDH #C
11070 numb ROR %
LIBED LDX #E S LTHES PER COLUHH
11090 nulin ROR s4G40 self bODTFTHE GODEES
11100 ROR B
11110 THC %4617
111eb ELE mont
114B0 TNC %4DLE
11140 ront DEX
11150 EHE nWlin
11160 DEY
11170 EHE nHOl
luse DEE rowmt
11190 ENE nHTOU
11eOU ETS
11500]
IE4DO NEXT pass
LESDQ RETURH
```

MECHRUTS DRTLL - PRORROM 19
LIST
1 BEEH MECHANTCS DRTLL
ED REM EY RASPRREES
50
$50 \times F \times 116$
Eb REM TURH OFF FUTO-REFEAT FACTLTTY
70 Oी ERROR EOTU 50
IUE MODE ?
IIE PRTMT THERTIMECHHUCS ORTLL"
Ieb PRTHT TREGQ AThe progrom terts your bility to :
130 PRTUTPRTUT"solue equotions in mehonies.
140 PRTNT:PRTNT:PRTHTPFst I should like to knou your nome."
150 PRTHTPRTHT"Tupe your first name. If you moke"
IEG PRTUTPRTNTM mistake. you man rub it out with"
170 PRTHTPRTNTHe DELETE Key at the bottom-right:"
1 Be PRTMTPRTMTWhen you houe tuped you name worectly."

## The BBC microcomputer in science teaching

```
    Ise PRTHTpres the key marked RETUR, then"
    EDE FRTHTPRTHT"I will know that you hove finished."
    EIBPRTHT
    eeb INPUT names
    Eb
    EGO REM UHHT SORT OF DUESTIOHS
    S0 HODE1
    SLE FRTHT TAEGGEUMECHAHTLS DRTLL
    Seb FRTHT:FRTHTMYu won choose questions for"
    SO PRTMTPRTNT"thre different equations as follous:
```




```
    SE UDUENOUE EDEGDQPRTME 
5S4,6IEFRTMTE:UDU4
    3ED UDUSNOUE EDESEDFRTHT"S. u = u + at"UDU4
    5% PRTHT THEपES\PPes one of these numbers to thoue."
    SO LET H% THNETकLES
```





```
    1600 REN S = UT + AT, P% 
    LBOS LET attempts=B
    101E FROGgetnum
    1BEG CLS
    1bes LET attemptsmttempts+1
```



```
EMHUE 77E 10LE:FRTHTM,UOU4
    1040 PRTHT THEOQ4,"uhot is the volue of ="
    IGSD FRTHTPRTHT"if u has the volue "uL:" m.s"
    IGEO FRTHT:PRTHT" t has the wolue "uE:"s"
```



```
    1BTE IF वttemptss THEN resonses="Press SPRCE ERR for a different question"PRTHTPRTHTPRTH
```



```
0T0 1130
    IBED PRTHTPRTHTPRTHT"Giue your ancuer as a number of metres"
    1Bg0 PRTHTPRTHTPRTHT"Type this number now."
    110E PRTHTPRTHT"Then pres the RETURH key.PRTHT
    1110 THPUT ans
    11e0 true = प1*ue + vउ*uewe, 
    LLE TF GBGGOE - true/tuegbl THEN PROGmorred ELSE PROGurong
    1130 FRTHT:FRTHT response%
    1150 PRTMTPRTMTPPes ESCPE to choose a different"
    11E0 PRTHTPRTHT"equation."
    1170 LET Rक=TNKEY#ESS
    11B0 TF Gक%" " THEN 1170
    1190 IF worrey THEN IGOU ELSE IGEG
    1ebb
```



```
    EDOS LET attempts=b
    Ebug PROGgetnum
    EDe% ¢LS
    EDES LET attemptsmottempts+1
    EDGE UDUENOUE EDGIGDOPRTMT" 
4T"E:U0U4
    E040 PRTHT THEOB4, What is the value of u"
    EgS0 PRTHTPRTHT"if u hos the uolue "uL" m/s"
    Egeg PRTHTPRTHT" = has the volue "ue:" m"
```



 EeणTO Else
EbS PRTHTPRTHTPRTHT Giue your ancuer as a number of m/s.
EgS0 FRTHTPRTHTPRTHT Tupe this number now."
EIbD PRTMTPRTHT"Then pres the RETUR key PRRTHT
Ellb THPUT ans


EISE PRTHTPRTHT repones
ELS PRTHTPGMTPres ESCPE to choose a different
EIEO PRTHT:PRTHT"equation."
Х170 LET Hक THKETOES
ELBU TF Mक्" " THEH EL7G
2ge IF wrred THEH Eb日G ELsE ebeb
eebo
SODC EEH U $=\mathrm{U}+\mathrm{AT}$
SDGS LET attempt: $=0$
Soub PROTgetnum
SOE CLS
BCE LET attemptenttemptet 1

s046 PRTHT TREMB 4 "What is the value of u"
SGE PRTHTPRTMTHif u hos the volue "ul:" m.s"
Soce PRTMTPRTHT" t has the walue "we:" $s$ "

SQR TF ottemptes THEH respones= Press SPRCE ERE for a different quetion PRTHTPRTHTPRTH
TPRTNT"This sems to be too diffimit"PRTNTPRTNT"The orrect ancuer is "true" meremrect=TRU
EEOTO SLB
Sbebprtht Frtht FRTHT Give your ancuer as a number of mes"

3LE PRTHT:PRTHT"Then prese the RETURH key. PR PTHT
SLE THPUT ans
SLe true $=$ u1 + u*ue
SLE TF RBGGos - trueltruegbl THEH FROCmoreet ELSE FROCurong
SLO PRTHT:FRTHT reponses
SIE PRTHTPRTHTPRES ESCPE to chove a different:
SLE PRTNT:PRTNT"equation."
370 LET Rक्THEYक्SE
SUB TF Hक्" " THEN SLTO
3190 IF moreet THEN SDGU ELSE SGED
5еb
ABC日 DEF PROCOrrect
$4 B L E$ PRTHTPRTHTMELL DOHE ":names
Abed LET responses="Pres sphCE ERE for another quetion."
ABSE LET morret TRUE
4 ADC ENDPROL
410 DEF PROCurong
4140 PRTUT:PRTHTPThe is not good enough."
4LE LET response:"Press SPACE EAR to try again."
450 LET correctrhlse
4190 EHDPROC
4995 End
5000 DEF PROCgetmum
EOIG REM RETURHS UTTH THREE URRTHELES
Sbeb LET ul=BNOEGO
5bSb LET uembDED
5G4b LET uS=RHOEGO
5 SE EHDPROC
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```
INTEERHTED SCTENCE TEST - PROERGM ED
LIST
    1 REM INTECRTED SUTENCE TEST
    5 On ERROR EOTO gO
    E FXM1,6
    1B REM THITIHLTEE UARTABLES
    EQ LET mQH=5REH 5 OUESTOHS IH TEST
    SE पTH soremmou
    5 पTM responce$\squaremon
    40 口TM questionemmos
    50 LET totalscore=b
    Eb PROCdefinegruphies
    70
    GO REN WHTH FROERHM
    ge MODE?
    106 PFOGinstructions
    110 FeOCgetname
    115 MOOE 4
    1P0 FOE n=1 T0 mok
    140 PROGaskquetionma
    IS LET totalsoretotalsoretsoremy
    LEB NEXT n
    170 FROCsore
    1Bb
    190 EOTO 50
    EDO EHO
    50
    700
    8B4
IDOD EEH **: THE DUESTIOHS **:
\mathrm{ ए0,}
SBDQ DEF PROCaskuextionGmum
sbeb on qum e0sue 4bb0, 45b0. 5000. 5bb,bbb
SOSD EHDPROL
5b0
MGOU REH %** OUESTTOH OHE *%*
4bLe CLSFRTMTMuetion 1"
4BED LET attempts=0
ADES RESTORE
4BSO FOR rou = 1 TO 9
4B4B FOR GOlumn = 1 T0 IE
4CSE REPD Ghar
```



```
40T0 HEXT E0lum,
4BED HEXT row
40g0 PRTHT TREUQ 111,'月 bulb giues out light energy"
4LEC FRTHT TREOGIS\"when it is switched on."
4LIB PRTHT TREUEIETTt also giues out another kind of"
4LEE FRTHT TABOQI7,"energy Which one ?"
4\O REPERT
4140 FROLshowambers
4150 LET attemptseattempte+1
4ebu PROCgetletter
```



```
4Eed LET Elue%="H bulb giues out light energy
    #WO heat energe."
4Ese IF worect THEH PROCorrect ELSE PROCurong
4e4b UnTIL nest OR attempts=s
```



```
4ESO RETURN
```











```
4490
4EBE EEN *** OUESTTON TUO **:
4510 LEPRTHTMuestion e"
4SE LET attempts=0
4SS FOR row = 1 TO 
4540 FOR column = 1 T0 16
4SES REHO char
```



```
450 HEXT molumn
AEC NEXT rou
4Sg PRTHT THEप,izumhot kind of energy is stored in food ?"
4EBE REPERT
4610 FROTकhowmswers
46S0 LET attemptsattempts+1
460 PROGgetletter
4TOU IF letter*="b" OE letter'%="E" THEN worrect = TRUE ELSE correct = FRLSE
4TLD LET Clues="Food is themimal energy
        we tum it inta heat and movement merg
    when we eat it."
4Pb IF morect THEH PROCorrect ELSE PROCurong
4%O UNTTL nent OR attempts=s
```



```
45E BETUEH
```











```
4955
SGUQ REM *%% पUESTTUH THREE ***
5BLb CEPRTHTHuetion s
SBLE REM DRAU RORD
Sbeb FOR position = 0 T0 99
```



```
5Q4D NEXT position
GOgO EEM DEFTHE UHN
```



```
C111+CHRक%<>
```



```
+पHक्बक
```



```
Es\+CHR$ESe
```




```
    EIEB LET down*=CHEकCLGI
```
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```
    5l70 REM MOUE UHN Blode
    5AB FOR position=b TO e4
    51g0 PRTMT THETposition.Eum%
    SEGO NEXT position
    Seg LET attempts=0
    Sese PRTHT THEGGqe"uhot kind of energe does the engine"
```



```
    EEE REFEHT
    Sebe PROChowunwers
    SSO LET attemptsmttempts+1
    5 s 4 0 ~ F R O G g e t l e t t e r . ~
    SSE TF letter*"," OR lettert="प" THEN moreet = TRUE ELSE morect = FRLSE
    SEb LET clues="The engine mokes the wan moue along."
```



```
    5se UNTIL nevt OR ottempts=3
    Sge TF attempts=1 THEH LET soreGG=1 ELSE LET soreG|=0
    5ABU RETURH
    5 4 9 0
    SED RE4 *%% पUESTTUU FOUR *%%
    5S10 CLEPRTHT"Duetion 4"
    SED LET attempts=0
    5Sb LET B&=4R$Ce
    54B LET U$=CHR$ESe
```



```
    5EQ PRTNT TREपESTU$U$U$U$U$U$U&U$U$U$U$
```



```
    5SQ PRTHT TREपETTU&U&"SPRRKE:U$U$
```





```
    5ME PRTNT TBEUY&,"in a bottery ?"
    STE REPERT
    5%b FROQhowmewers
    SEDL LET attemptsmttempts+1
    5BLD PROCgetletter
```



```
    SeO LET Gues="G bottery stores its energy us chemimal
    energy. This is turned into electrimal energy only if
connected into a circuit"
    SG40 IF worect THEN FROGmorect ELSE PROCurong
    5se UnTLL nert Oe attempte=s
```



```
    Smb RETURH
    5 9 5 0
    GGOG REH *%% QUESTTON FTUE ***
    G日ub CLEPRTHTHuestion 5"
    GDED REM DRHU PHTH
```



```
    GO40 REM MRKE BRLL MOUE RLOHE
    GOSb U0USGCOLES
    GQSE FOR pOE= TO ISE STEP BHOUE pOSSGRRTHTP":
    GQED FOR T=1 TO EUNEXT T
    6BTG UDULETNEXT pOs
    GLDO FOR pOS= EOU TO 49E STEP 1EMOUE pOE 117G-pOSFRTHTO":
    ELIB FOE T=I TO IBDEQ STEP pO&NEXT T
    ELEO UDULETNEXT pos
    ELS0 UDU4
    EL40 FOR pos= 1E TO SPFRTHT THETpOE,1TUHE$TGI:
    ELED FOR T=I TO EBNEXT T
    GIEQ PRTHT CHE&LETINEXT pOS
```

```
    Gebb LET attempts=m
    EELE FRTHT TGELEISTMHot kind of energy is the bull LOSTHE ?
    EEED REPERT
    Eese PROCshowancuers
    Ge40 LET attemptsmttempts+1
    Gesb PGOपgetletter
    Geg}\mathrm{ IF letter*="d" OF letter%="D" THEN morred = TRUE ELSE correct = FRLSE
    Eege LET Gue&="The bull is losing potential and
mouement energy."
    EEBU IF morrect THEN FROCmorect ELsE PROCurong
    EESO UNTTL nest OR attemptes
```



```
    ESLQ RETURH
    E4DE
```



```
    EEbO
    GTOU REM FROCEDURES
    Es00
    G日00 REM ****5%%%%%%%%%%%%%%%%%%%%
    70BL
    Bbug DEF PROCinctructions
    BELE CLSFRTHT THECS 1T"HOU TO RUN THTS PROERHU"
    gbeb FRTHT TREGG,y"You will be asked to ancuer some"
    BGSG PRTHT:PRTHT"integrated science questions."
    Bg40 PRTNTPRTHT"Gfter ench quertion there ore fine"
    BQSE FRTMT:FRTHT"possible oncuers. F. E. C. a and E.
    gQeg PRTHT:PRTHT"Ghouse the best of these oncuers and
    B日T0 PRTNTPRTNT"pes OHE of these letters:
    SEDG PRTHT:FRTHT"Gometimes you will be aked to prese"
    BGGO PRTHT:PRTHT"the SPHCE EHR to go on to the nest poge."
    GLGQ PRTMTPRTMTPRTMTPRES the SPRCE ERR now."
    Bl1Q PROCumit!" "
    BLeQ EHDPROL
    84b0
    SEOG DEF PROCgetmame
    ESIB CLSRRTMT THBCDEMFirst I wont to knou your nome."
    BSES PRTNTPRTNT"Type your first nome. If you moke"
    SSS PRTNTPRTNTmistake, you con rub it out with the"
    BSA0 PRTMTPRTMTMELETE keg the bottom rou of keys:
    SEG FRTHT:RTHT"m the right sidel"
    SEEE PRTMTPRTMTWhen you houe typed your mame correctly."
    s50 PRTHT"pres the RETURH key lon the right!"
    8SE PRTHTTTPUT numes
    SSEL ENDPROL
    860
IBDBD DEF PROCumitG%
10010 #FXISE
```



```
100SD ENDPROD
L1BDD DEF FROCgetletter
11010 letter%:"
11BED REPERT
116S0 %FXLSI
11C40 LET letter%=EET;
```




```
LIGES IF attempte=1 THEN LET reponestqummletters
11070 EHDPROL
13ODQ DEF FROCGOrect
13010 PROCGlearlinercesb
```
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```
1BG70 FRTHT THBGEEG,Well done. "mames
13日G0 PRTHT TRBUE&Q,lue%
```



```
13\0 PROCumit" "y
13110 LET nest=TRUE
IBLED E|DPROT
14000 DEF FROCurong
14010 PROCMemRInesebso
140%0 PRTMT THEQEED"SORY. "names
L4BEG FRTHT TREOEEE,"thot is not right."
14GG0 FRTHT TBEUEATMLUS
14LOD PRTHT THBCQ,Sप्,Press SPRCE to try ggoin."
14110 PROQugte" "
L4LEE LET nent=FRLE
14130 EHOPROE
15000 DEF PROQmlemhnembgin,end
15BLQ FOF i= begin TO end
IEGEQ PRTHT THELGiO:
15BSE NEXT I
IEG4O ENDPROC
16GOD DEF FROLChowansuers
160Le PROClearhinesebse
LEBEG FRTHT THEUEEG,"G Heat Energy"
IEGSE FRTHT TFECQEQ:E Chemimal energy"
IEB4B FRTHT THEपE e4,"C Moument Energy"
1EGED PRTHT TREUEES" Fotential energy"
IEBEQ PRTHT TPBCQEQ:E Elecrimal energy"
16070 PRTNT THBOQGOपPres ONE of the letters A. B. C, D or E":
IEGEQ EHDPROL
ebDOD DEF FROCdefinegraphie
EDOLG REH LTHE ERAPHTCS
eb,e पणues,55,0,0,5,55,6.0
EDGO पDUESES,IEIEIEIE IE,IEIEIE
```









```
ebl70 पणUese40,1eb,1eb,1eg,1eg,1eb,1eb,1eb,1es
```



```
ebub0 v0UESeकg11111111
EDLge प0\cupeS,5e,e551111111
```





```
E@&& UDUESESSES IE IE,IEIEIE IE IE
```





```
EbSUL EHDPROL
24000
EGDO DEF PROCgcore
EDIG CLS
ESED PRTHT TREG,GMameक:MS SCORE:
ESDS0 PRTHT THEUQ4,"You sored "totuleore" first-time"
```



```
EESE PRTHT THEUQSMUEtion first onsuer"
ESGE FOR n= 1 TO mon
```




```
EपGए HEXT п
EELE PRTHT THETEEQMPREs FETUPH to REPEQ the test.
```



```
ELEG LET ES=EET%
EFSG TF ES=GRETS THEH ENPQUQ
```



```
\square\G GTTU E|ED
```

FhDTOHCTIUE DECH－FROERM EI
LTST
1 MODE 1
5 口Im numleusab 10
16 OH ERROR CLSOTO 20
15 पиues,
EO REM SET UP HOLECULES
30 FOR $Y=6$ TO 9
40 FOR $x=0$ TO 3
ED FRTHT TAEXXYOHEOTA
55 LET nucleusQYOI
EE UEXT $X$
TB HEXT Y
be मOUE 50.gQR月u 50.7日Q
ge HOUE DSeपहनU tergse
1 ED FRTHT THETE $1 G$ "RHDDOM DECHY PLOT"
105 PRTHT THECG111:M04
110 PRTHT TREUQLEMSOQ"

130 PRTHT TREQEESMGQ"
155 PRTNT TAEUGSO"G

150 LET munt $=460$
IEB LET $\because=5$
170 PLuTEs.49etmont*155
IBE REFEAT
ED REM GLLOU HUCLEI TO DECHY BT RHUOOH
ESb LET Apos=RHDLABM-1
e4b LET ypos RHOTRD-1
ESE IF nucleughposuposi=1 THEH PROCdonuc
SDE LET $H=4+1$
Ib Ploteswsetmunt*ise
उอ UHTLL $\% 1 P E D$
3S PRTHT TABUQUPGLUT FTHTSHED
340 PRTHTPTES ESCAPE
SED EOTO SED
EDGU日 DEF FROCdonu
CDOLB LET RuCleushposuposi=g
Ebbeb $\because F x e 14$
ebobo sounob - 15.4

COOSG LET count mount--1
ebgeb EnDPROD
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sul of Tuo atce - froerm $e$ e
LIST
IBE REM SUM OF TUO DTCE
110 MODE4
IED CLS
130 CL
140 PRTHT THELEE "THE SUM OF TUU DTCE"
150 पTM SUE
IGE PRTMT THEG4. 4 "TOTRL MUMEE OF THROUS $=$ "
1 BE PRTHT THECGE " 1 EE "
190 PRTHT THECDIE " 1 Eb "
Ebb PRTHT THECDIE] " Bb-"
EIG PRTHT THEUEA " 4 E "

ESE HOUE 150,85
EEG DRHU 15 ESO
e70 DR月 1 EbDED

Lbbe total=0
1610 FOR $I=E T O$ IESTI=GNEXT I
1615
IBEG EEM SHRE THE OTCE BHO GOD THEM UP
IGE REM GHO DETERMTHE UHTCH UGLUE
10ее
1 ASE REFEFT
1040 dicel=puOE
1050 dice Enocs
1 beb sum=dicel+dice
1 BE FOR $\mathrm{I}=\mathrm{E}$ TO 1 E

11 BE NEXT I
1116 total total+1
$11 E 0$ PRTNT TRECE Aptotal
1130 UNTIL total=1beb
1146 EHD
sobe DEF PROCplotHM
उOG5 LOCRL XY
$5016 \quad x=H * 5+92$
50eb $9=4 \div 5+50$
5030 PLOT4XY
$5 \cos$ PLUT4 $x+3 \mathrm{Y}$
SESE PLUTES $x y+5$
3060 PLOTES $x+92 Y+5$
SDT ELDPRDC

LIST
1 HTMEM-84006
е मODEA
10 REM BRSTC URUE ROUTINE
EG REM TO DEMOHSTRATE THE PRTHOTPLES THUOLUED
की REM EY RASPमRES
50 CL
Eह PRTMT TREQ ind Please wht whie tobles are enctruted

IbD REM OETATH URLUES
116 CL
130 FRTHT
I4b ThPUT "boue 1 : number of woues $?$ to by " bi
150 Twind=ul
16 BERTH
176 IHPUT "boue $E$ number of wous $?$ to 8 " We
1Be Tunceue
190 PRTHT
EDG INPUT "Pmplitude of waye 1 te to 9 " HL
elb Tompl $=\mathrm{HL}+245$
EEG FRTHT
ESO IHPUT "Pmplitude of waye E प to 9 " Me
e40 Tompene+845
EAE PRTHT
ES THPUT "Gped Tronge 1 to E]" 5
EGE REM SPEED DEPENDS UPON UPUELENETH
EGD LET SESFUL
sob opped=s
10 CL CL
ebbe Chll begin
BDE EOTO 1 bD
IGGGU REM MHOHTE GODE ROUTTHE FOR FLOTTINE
16 OL opoci=34ebu
1b0be opee=s4000
1 1060 opes $=4400$
16004 intbl-6e4\%intbl=0
LDbes tbhi=ses
IBD日E REM tBM IS RLTERED FROM UTTHTH THE
1 BUQ हEM ROUTINE TU FOINT TO OUE OF ETX
1 bUGE REM GTFFERENT STHE THELES.
1 GUGS EEM EAOH UITH A DTFFEEENT RHPLITUDE
16010 y-570
Ibgeb $:-74$
1 bBSb Xul=e7e
10040 serlo=5\%
10050 schi=574
16 BE temp-s75
1 DGEL ampl=576
1bbes ampe=57
Lbets wuln $=978$
16ges wine 879
Lbes sped-97
106es time=e7e
10067 multi=570
Lbege multes70
LDEES flag BFE 4
16 CO FOR puse C TO E STEF E
$10075 \mathrm{P} \mathrm{\%}=84060$
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```
IbEED [पPTpuss
106ge find sTX Xugl
10095 LDH &
10LEG LSE B
LDIEO LSE B
10170 LSE B
LBLGO STH serlo
LEEIE CLC
IGEEO ADC #SSE
10ESO STH serhi
16ese LOH #0
IBE4b LDX #E
LBESb nent HEL serlo
IBESe FOL B
1BES4 पEX
HESE BNE nert
1Be?0 FOL sori
10Eb0 5TH serhi
10500
LBSEQ LDH 4
16Sड0 AWD #7
10ses sTh temp
10se0
10400 LDH:
1C410 ANO HEFS
LB4eb FOC temp
104es foc serlo
10450 STH selo
10440 LDH serhi
10450 FDC #0
IB4EB STH काhi
1B4TE LDI#C
10480 LDH :
10490 FWO #7
105BE TAX
10505 5EC
10SIE LDH #O
10515 Shift ROE A
IBSIE DEX
IbSeb BRL shift
1050 STH temp
105S5 LDX Xul
165S6
10540 RTS
16EE0
IEGOE v/GUE MOTION
1eble NOF
Leged begin Nop
1EDOQ nuwaye LDX #O
1ebeg nhpos LDH oposix vet OLD FOSTTION FOR UमUE &
1eपन0 डTन y
LEDE STX :
1ebeb Jer find
LEOQG EOR #एSS vTHERT DUT
1EIbO FWO Emeloy
LeIEG STA CORloy verheE OLD FOSTTIOH
1e48b
12140 LDH wuln , WHUELENETH DF WHUE }
IEISE STR mult1
IETG STX multe
```

1е1B6
12190 1eebu 1 еே16 Iefeg 12 ESO tee40 1е玉? 1eeso 1eese 12500 12316 1еSe0 15Se 12550 1 1460 $1 \geq 416$ $1 е 4 e 0$ 12460 $1 \mathrm{E440}$ 12456 12460 12470 $1 \geq 460$ 12490 1 EEb 1 ESI 1E5ed 1550 $1 \leq 540$ 1255 12560 12570 1ebge 1 EE10 1eseb 1 ESO $1 \pm 640$ 12550 1е6Eb 1 ESO 1E680 1 E650 Lese 12694 1e59e 1eses 1 F 70 1 2710 1e7ed 12780 12794 1 द75 12740 12750 12760 $1 \mathrm{E7} \mathrm{\%}$ 1 1960 1 EDO 1e8ib
TEF mult vET Kx
CL
RDC time v א-UT
THY VEEF RESULT
LDA ampl veE URUE 1 BUPLTTUDE
STH tblhi
LDA Gintby Y vet STHE
CL:
ADC \#SE GOU OFFSET FOE URUE 1
STH opesix veEp HEU POSTTTUN
STH y
ISE find
कह月 ©erloy
STH G®rloy vLuT NEU URUE
SEPERT FOR URUE 2
LDA oposex set OLD POSTTIUN FOR URUE $E$
STH y
STx $:$
gef find
EOR HeSE THUERT DOT
BHD Eerloy
STH ©erloy vehee old posttuon
LDA wine vinUELEHETH OF bHUE $=$
STh mult
STX multe
TSE mult vET KX
SEC
SEC time sBCCURROS TRAUEL
THY $\mathbb{C E E F}$ RESLLT
LDH ampe
STH thini
LDH Eintbuy vet STME
CLE

STH oposex veEf NEU POSTTIOH
STH 4
Ise find
off Eerloy
STH Gerloy vlut NEU URUE
LDA opossx vet OLD POSTTIUN FOR URUESUM
STH 4
STX :
Ter find
EOR HeSE वTHERT DOT
RHO ©serloy
STH ©erioy verhee Old fost Ton
CLE SUM DF WPUES
LDH oposex
BDC oposix
जDE $\# 5$
STH oposex
STH 4
STX $\%$
Ier find
की En Erloy
STH Gergy vLut HEU URUESUM
OO HEXT POSITIOH
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Superactiton of unues - Froernm ea
LIST

```
    1 HTVEM=$40DO
    \ MODE 4
    IO REM URUE SUPERPOSTTIOH
    Eb REM EY RASPARKES
    50 cogue 1b0,0
    100 CLS
    11EPRTHTPRTMT
    Leb THPUT "Frequency of first wove de to teg "4
    130 PRTHT
    140 THFUT "Frequency of second woue "0 to 1ey" fe
    15E FRTHT
    160 TMPUT "Fmplitude of firct wne |e to 1by " al
    170 PRTHT
    IB0 IHPUT "Mmplitude of second woue te to Iby " ae
    190 PRTHT
    Ebu INPUT "Phose angle between the woues udegrees " ph
    EIG LLS
    ELs PRTHT"Pres SPRCE to stop"
    EED LET व=G
    ESE REPEAT
    ESD LET प1=85b + 15*aLSTNGRDG%FLD
```



```
    ES LET ysum-yI+ye-1150
    ebg PLTTEs,0y1
    ET0 FLUTES.0yE
    ES0 FLOTGSgyyum
    egb ChLL seroll
    SO LET व=a+1
    GB UNTHL THEF%WM%m
    seb goto 100
IBODQ REM HFCHTHE GODE ROUTTHE FOR FLOTTINE
10beb rowmt=871
1GOTO FOR pOSEG TO E STEP E
11006 P%=844006
11GIDLOPT pOSS
110Le seroll LDH #&Se
11014 STH E4DLE
lubLE LDA #%b0
11BLE STH EABLT vEETORE SCREEN RODRES
L1BED LDH HSe vOU COUHT
110Sb STH rowent
11040 nurow LDY #4b vOLUHH GOUNT
1HESE CLE
116E0 LDA #C
140%0 mod ह0E A
1HBED LDX #S V LTHES PER COLUNH
110g0 mblin FOR क4040 SELF MOUTFTHE GODESS
11100 ROE A
11110 IHE E401?
111ED BHE mont
11130 THE E401B
11140 ront DEX
14150 EHE mulin
111EE DEY
11170 ENE nucal
111Be DEC roumt
```
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| 11190 | BUE nerow |
| :---: | :---: |
| 11ebe | RTS |
| 115601 |  |
| Ie400 HEXT pues |  |
| 1e500 |  |

URUE REFLECTION - PROERHM ES

LIST
160 HODE 4
165 HTHEH-sSFF
110 EOsue 160 b
111 CLS
112 REM GLEAR KEGBORO BUPFER
113 FFx+6
114 FRTMT:FRTNTMTo are asked to enter the angle"
115 FRTHTPRTHT"ot whin the mirror is inchined"
11E PRTMTPRTMT to the horizontal."
117 PRTHTPRTNT"Rngles betwen 0 and be degres are bet"
118 FRTHT"and 90 degrees wouses a progrom arah !"
119 PRTHT:PRTHT:THPUT "BHELE TH DEEREES : angle

$1 \mathrm{ESH}=\mathrm{CL}+\mathrm{HW}$
130 PRTHTPRTNTPRTHTPlease wait while the appopriate tables
146 PRTMTPRTNTME montructed.
$150 \mathrm{H}=$ Thbranamglen
$160 \mathrm{FH}=\mathrm{Cl}+\mathrm{mm}$
170 ҮPOLO\%=EREM Y POSTTTOH LOU
1 Be YPOSHI:= $\mathrm{BREN} Y$ FOSTTIOH HICH
190 XPGLOM=GएEM $\times$ POSTTIOH LOU

elb TMTTLOF=BREM IHTTTRL Y SPEED LUU
eeb TIMTHTM=IREM THITTHL Y SPEE HTEH
ES XTHTLLOEGREH THTTTRL $x$ SPEED LOU :
e4b xTHITHTM-bREM THTTTHL $x$ EPEED HTEH
ES TCPEED=M*M-11FM
Ebg IF TSPEEDG THEN TSPEED-YGEED+ESE
ETO YFIHLOM=GESETSPEED HOU ESEREH FTHFL Y SPEED LOU
EBE YFTHHT\%=YBEEDREM FTHRL $\gamma$ EPEED HTCH



1 Db0
LEEQ REM FUT OHTA TMTO DATH STORES
LELC FOR I=G TO 25



$15 E 0$ TT+Q4SOU-XPUSLUF



1 еge TCT+4700 XTHITLO\&
1300 TT+B46ठQ-TFTHT:
1310 TT+849001-TFTHLDE
13 CO TT+ $\mathrm{ARODI} \mathrm{CFIH} H \mathrm{~F}$
13 O TT+ $\mathrm{CBCO}-\mathrm{CTHLO}$

```
    134B HEXT I
    14B0 FRTHTPRTHTPRTHTPTES the SFGCE bur to stop the motion."
    1410 FRTNT:FRTNT"Prese E to begin."
    1450 REFERT UNTIL EET&"B"
    1500
    IEOL REM DRFU MTRROR
    1B00 CLS
```



```
    1Beb FY=5bu*STHUEHOUanglen
    1850 FOR Y=500 T0 505
    1840 HOUE EOD,Y
    1SSD PLUTS EDU+FXYFY
    1EEE HEXT Y
    1870
    1BED REN WOUE WAUE
    1900 FOR pos=1 T0 E40
    EGBE CHLL wue
    ELBE NEXT pOE
    emb goto 111
    SOUQ EHD
1GGOQ REM HHOHTHE GODE ROUTTHE FOR FlOTTINE
IBGOE 口TM PROE EbD
10010y=570
100e0 :5"81
10650 Xual=e7e
10040 =010=673
10050 ErHi=574
LBDEb temp=8%5
LCBES keybourdflag=SFE4O
10070 FOR puss =0 T0 1
10075 P% = FROE
1QGGO [OPTE
IGBgE find STX Xual
LDESE LDH y
1BLEO LSE A
1BLEB LSE G
10170 LSE B
10190 STA serlo
16ELB CLC
LEES GOC #ese
10ES0 STH serhi
1BCe= LDH #C
10еS4 STh temp
10C40 LDX #E
Ibesb nest BsL erlo
HBEE FOL temp
10ES4 DEX
10e5e BHE nert
10¢Eb LDH surhi
10e70 f0c temp
IECB STG s,hm
105bए
LDEES LDF y
1ESSE GHO #?
16S55 ADC EOM0
10340 STH serlo
10S50 LDH serhi
10560 FDC #0
10%70 STH sपrhi
10SE0
```
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```
104BE LDF &
10410 MHD HEFS
104ED BDC sorlo
1B4BE STH क्ल
1B440 LDH serh
1B45B RDC #C
1B4EO STH serhi
10470 LDY#0
104BE LDH &
10490 RNO #7
10SDC TAX
1GEDS SEC
10SIE INX
1051e LO# #0
10515 shift ROR G
ICETE DEX
1GSEO EUE shift
105s5 LDX Xual
10540 RTS
1DEEB
N1GBC wove LDX #G
LuELE mait LD# kepbordflag
LIBL1 FHO #1
L1bIE BHE wait
110eb rpt LD# eqbegx
110E1 STF y
Huee LD# 24ebux
11BES STR :
HMES ESE find
110E9 EOR #PS
116BD FND Emrloy
11031 STA EmPMy
11bSe
lues nutry Cle
11B34 LDA %41BGX
11b55 FDC क45bDx
116SE STH %4पण0x
11057 LDH 24000x
11058 FDC 24400x
11040 STH y
11060
11070 CLC
11055 LDA e4s00x
116B0 FDC 24700x
LIBC5 STH %4B0Dx
14B00 LDA E4EDDx
11695 FDC E4600x
11116 STA 
111E0 7SR find
11430 HND Em|loy
11131 EEO empty
1113e THC y
1143 JeR find
1134 FHO GOloy
11135 EEQ empty
11136
11197 LDh %4B00x
114क STH क47ढ0x
11139 LDA %4#DDx
11140 STH क4EODx
```

```
11141 LDA E49b0x
1114E STG %45GDx
11143 LDH %4800x
11144 5TH %4400x
11147 ITP netry
11148 empty LDH y
11149 C4P #ES4
11150 ECS done
11151 STA %40QOX
1115E LDR %
11153 E4P #254
11154 BCS done
1115S STH %4EODX
11160 Dfe find
111Ee OR, Embly
111ES STA Em|\y
11Es0 done IHX
LIE40 ENE rpt
11ES0 RTS]
LIESS NEXT puss
11EEE RETURH
```

MOLECULE MOTTON - PROERH es

LTST
$1 \mathrm{HIMEH}=4 \mathrm{ABCL}$
10 REM WULT-MOLECULFR WOTTOH
ED REM BY RASPARKE

100 EEH EEETH
110 PROCmols
154 FPxIS.
155 PRTNT TRECDGUPRes 5 to kep the same number of "
ISE PRTHTmolecules or pres H to Ghone it."
157 LET n*:EET\$
159 TF nक="n" OR n\$="4" THEH 1 CD
1 Eb Proculear

LES TF $\%$ OR $\%$ THEH $1 E Q$
1 ES PROClear
167 PRTHTTRECDGQPRES SPRCE to monge walues
170 Tount $=9$-s\%tptr=omunt
EDO CALL mols

DE TF THETBCL=" " THEN 154
EID COTO EDO
999 EHD
Gbeb DEF PROCMen
GQED FOR rou-b T0 E
40 CE FRTTTHEDE row:
4040 HEXT rou
4GED EHDPROD
5OGO DEF PROCualls
5BLE REM DRRU URLLS
EDED REM LEFT STDE TS ERAPHTES uHTTE CHRRHCTEE GELI
5 Ebe REM LEFT URLL TS CHRRHCTER ESA
SGAB REM RTEHT WHLL TS CHBRACTEE IBL
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```
    EBSE FOR I=SEG4 TO SEDS STEF 40
    5Cb ?=151%प+1\=54%प+5\-181
    SOTO HEXT I
    5beb
    5GO REM TOP STOE IS CHRRHपTER E4G
    SLBD FEY EOTTOH STDE IS OHREGपTER IES
    Slub FOE I=sebes T0 Seles
    51Eb T=\40
    5130 TT+6401-163
    5140 NEXT
    5SO EHDPROC
    GGDD DEF PROCmols
    BOUL CLS
    bobe PGOCwols
```



```
    GBEE Tmun=mar*
```



```
    GOLE FOR molecule =1 TO mow;
    Gbeb LET position%=RnOUbOQ+Selbe
```



```
GHOTHEE HOLECULE
    G040 ?pusitin%=79
    EDSE Tposlo+molecule=mosition%hoपese
    EGEG Tposh+moleculemposition%पTueSE
    6ह70
    GBBD REM CHOUSE EAHDOH FOSTTTOHS
    690
    EIBE LET number%=RNDES
    EL1B IF number%=1 THEN diremtionm=1REM EHST
    ELEQ IF number=e THEH direction%=4LREM SOUTH-ERET
    GLSD TF number=s THEH diretion%=4BREM SOUTH
    EL4Q IF numberm=4 THEN direction%=seREM SOUTH-bEST
    GLE IF number%=5 THEN diretion%=ESEEM UEST
    ELEQ IF number*ES THEN dirertin%=ELEREM NORTH-WEST
    EL70 IF number%=7 THEH direction;=ELEEEM NORTH
    GIBE TF number=e THEN diretion%=\AFEM NORTH-EHST
    G190 Tdr+molecule=direction%
    GEDE NEXT molecule
    ESDL ENDPROL
IBDDQ BEM MOLECUE BSEEBLY ROUTTHE
10016
100eb oposlo=270
10650 opochi=271
10040 mposlo-87e
10050 npochi=s7e
LBEEE tptr=874
10070 drtn=s75
106eb munt=%76
10050 muN=$77
10160 flog=%75
10140 ?G口g=0
1QLGO REM THELE OF POSTTIOHS
L0eb0 poslo-s4eb0
10ete posh=$4300
10ее0 dr=e4400
11000 FOR puss = 0 TO E STEP E
11010 P%=84000
L1BEQ [णPT puss
```



```
11646
```

| 116SE onemal | CLC |
| :---: | :---: |
| 11110 | LDA oposlo veEt OLD POSTTTOH |
| 11120 | foc drth vonfute HEU POSTTION |
| 11130 | STH nposlo veep Hel foctutul |
| 11146 | LOF drt se DTEETTOM HEETTUE |
| 11150 | EHI negdr ves Do suetraction |
| 11160 | LDA oposhi vo- mod anemetmon |
| 11176 | FOC \#C |
| 11180 | STA mpohi veEf HEU FOSTTTON |
| 11196 | BUE mont |
| 11 ebenegd | LDh oposhi |
| 11216 | SEC \#C |
| 14eed | STh npohi veEp HEu POSTTTON |
| 11esbront | Lon mpocloy y louk ft Heu sceem fostutoh |
| 11246 | CHP HSE SS IT EHPTY? |
| 11250 | EEC relay |
| 11ebe | QfP \#79 BhOTHE MOLECUE ? |
| 11es | ENE trumall |
| 11 ¢0 reluy | IfP empty viluore IT |
| LIebe trywall | CHP \#e40 वTOP UFLL ? |
| 11egb | BEG top ves- REFLECT |
| 11300 | CHP Hes4 VEFT ? |
| 11316 | EEG left ves- REFLECT |
| 11sed | CHF HIEL VETEHT ? |
| 11350 | EEQ right vES- REFLECT |
| 11346 | पTT WUST EE THE EOTTOH |
| 11460 | OD HORMHL REFLECTION FBOM EOTTOM |
| 11476 | Lon drth |
| 11480 | CHP \#Se suUTH-WEST? |
| 11490 | EEQ 30 TES |
| 11500 | CPP \#40 SOUTH ? |
| 11516 | ECU $=$ TES |
| 1150 | VUST EE SOUTH-EAST |
| 1158 | LDA \#EL7 ve HORTH EnST |
| 11546 | STH drth |
| 1155 | ThP enit |
| 11560 | LDH \#EIS vo WORTH-UEST |
| 11570 | STH drth |
| 11550 | EHE enit |
| 11590. | LDH Hels ve NORTH |
| 11500 | STH drth |
| 11610 | EHE enit |
| 11Eebtop | WU WORHRL PEFLECTIOU FROH TOP |
| 11650 | LDF drta |
| 11546 | CHP \#2S S WOETH-UEST? |
| 11550 | EEC nu MES |
| 11660 | CHP Hels vorth? |
| 11670 | BEO $\because$ YES |
| 11680 | WUST EE NORTH ERST |
| 11650 | LOH \#41 VEO SOUTH-EHST |
| 117 bb | STh drth |
| 11716 | BHE enit |
| 117ebnu | LDF \#S9 vo SOUTH-UEST |
| 11760 | STH drth |
| 11746 | EHE erit |
| 11760 n | LDH \#4b ve south |
| 11760 | STH drth |
| 11776 | EHE enit |
| 117b0left | QO HORMRL REFLECTIOH FROH LEFT STDE |
| 117e | WHEE SOUP |
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| 11784 | LDH \#1 |
| :---: | :---: |
| 11765 | sth flog |
| 11790 | LDh drth |
| 11800 | CHP \#еIS VORTH-UEST ? |
| 11810 | EEO lnu ves |
| 11sed | CHP पESS UEST? |
| 11 ESb | EEO lu ves |
| 11840 | WUST EE SOUTH-LEST |
| 11850 | LOH \#41 vo SOUTH-EAST |
| 1186e | STh drth |
| 11870 | EHE enit |
| 11860hnu | LDH \#EL7 vo NORTH-EAST |
| 11890 | STh drth |
| 11960 | EHE Enit |
| 1191616 | LDh \#1 ven EhST |
| 119ed | STh drth |
| 11980 | ENE Enit |
| 11946right | DO HOPMHL REFLECTIOH FROH RTEHT SIDE |
| 11950 | Lon drth |
| 11960 | CHP \#EL7 VORTH-EHST ? |
| 11970 | BEG rne ves |
| 11980 | CHP HL VEST? |
| 11950 | EEQ re $v E$ |
| 1 EbOb | WUST EE SOUTH-EAST |
| 1ebue | LDH \#SS SO SOUTH-UEST |
| 1ebeb | STh drtm |
| 1-g¢0 | EHE enit |
| tebubrne | LDA \#els veo WORTH-UEST |
| 1ebse | STA drth |
| 1ebeb | EHE enit |
| teprere | LDA HeS veo uest |
| 1ebeb | STH drth |
| 1ebce | EHE Enit |
| 1-160 | Q ${ }^{\text {ather MOLECUE -- TEMORE IT }}$ |
| 1elimempty | LDH \#Se veue out oli holecule |
| 1else | STh toposloy y |
| 12190 | LDA \#7e vet holecule chmrhater |
| 1е¢b | STh mposloy y |
| Le¢ | LDA nposlo |
| 1e¢ed | STH oposlo |
| 12 Se | LDA mpoehi shue Heb Fositions |
| 1 Ec 40 | STH oposhi. |
| 1esce enit | RTS |
| 13060 |  |
| 1sble mols | HDP |
| 130¢0 | DEC mount st COUHT AT ZERO |
| 130 b | EEC domol ves Chery On |
| 13640 | ETS WO RETUEH TO EnSTE |
| 13 ECE . domol | LDA tptr v EEETH |
| 13076 | STA mount |
| 13060 | LDY \#G THITIMLTE POTHTER |
| 13090 | LDX mas SET HUMEEE OF MOLECULES |
| 1sub numol | Lon poslox |
| 13110 | STH oposlo |
| 131eb | LDH poshix |
| 13130 | STH opohi vogttion of hext MOLECULE |
| 13140 | LDA dr $x$ |
| 13150 | STA drth virection of next Molecule |
| 13160 | DSe onemol voue This Molecule |
| 1317 | LDh drta |


17ODE RETURN

```
```

```
1EGOQ NEXT pass
```

```
```

1EGOQ NEXT pass

```

STH dr \(X \quad\) EETHTH NEU QTEETTUN
LDH oposlo
STH poslox
LDH oposhi
STA poshix veThTH HEU FOSTTTOH
OEX vexT MOLECULE
OHE nmmal
RTS

ShOKE FRRTICLE EROUNTHH MOTTON - PROCRHM 2

\section*{LTST}

1 HIMEM=\&400L
2 HODE 4
3 पणues,
10 REM EROUHTHH MOTTOH
ED EEH BY RASPREKES
SO REM AFTER AM TDEA BY WREFFRTE
100 L 5
116 FRTHT TABLA 1 gu"Setting up data please wait."
Ieb gosue 1 bobe
130 EपठUE 50be
146 CLS
150 LET wrdLs=" SHOKE
IBO LET wordes PRRTTCLES
\(17 \mathrm{FOR} n=1 \mathrm{TO} 9\)
175 LET uertpos= 5n\%e

150 NEXT
EBG CAL brown
210 EUL
EDGU REM SET UP IMTTIRL POSTTIUH
GUL FOR I= TO ES
Sbeb TupustT-RuDesel-1
5ese Tupos+T FHDCESI-1
EB4D HEXT I
565 RETURH
1 GUG日 REM HHCHTHE CODE ROUTIHE FOR PLOTTIHE
IBDDI upus=4EDC
IBDDE upo +48 BD
10016 4\%70
100ed \(:=871\)
16Bठ Xual=e7e
10040 -rlo-573
10050 serhi=54
10060 temp=55


1 BUE TOFESEESSREM STRRT CLOCK
\(100 E ?\) mock CFES
1 bege hag FFEAD
1 EOTO FOR puss-0 TO E STEF \(\geq\)
\(1 \mathrm{BEP} \mathrm{F}=8 \mathrm{Abeb}\)
16 BE [णPTpuss
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\begin{tabular}{|c|c|}
\hline 1bgeb find & STX Xual \\
\hline 1bbes & LDh 4 \\
\hline 1BIEC & LSE \\
\hline 1elee & LSE A \\
\hline 10170 & LSE \({ }^{\text {a }}\) \\
\hline 10190 & STH＝rio \\
\hline 1 cta & CLE \\
\hline 1beed & HOL +25 \\
\hline 10esb & STH serhi \\
\hline 1ヵese & LDA \＃B \\
\hline 1®eab & LTX \(\# 5\) \\
\hline 16 Sb nett & HSL serlo \\
\hline 1bese & ROL \(\quad\) \％ \\
\hline 10 ES & DEX \\
\hline 1bese & EHE nent \\
\hline 1घट7e & FDC memi \\
\hline 16ecb & STH suhi \\
\hline \multicolumn{2}{|l|}{10300} \\
\hline 1bsed & LDh 1 \\
\hline 1bS¢ & HDL 47 \\
\hline 1b9¢ & STH temp \\
\hline \multicolumn{2}{|l|}{1®5eb} \\
\hline 16460 & LDH ： \\
\hline 10410 & HND \＃EFs \\
\hline 1b4ee & foc temp \\
\hline 1645 & ADC serlo \\
\hline 10490 & STH serlo \\
\hline 18446 & LDH serhi \\
\hline 1B4Eb & FDu \＃b \\
\hline 10460 & STH serhi \\
\hline 16470 & LDY\＃ \\
\hline 16480 & LDA ： \\
\hline 10490 & AリO \(\# 7\) \\
\hline 16560 & THX \\
\hline 10565 & SEC \\
\hline 10512 & LDA HC \\
\hline LeSts shift & BOE A \\
\hline 16SIE & DEX \\
\hline 105eb & EPL shift \\
\hline 16SS & STh temp \\
\hline 1655 & Lix Mual \\
\hline \multicolumn{2}{|l|}{165s} \\
\hline 16540 & RTS \\
\hline \multicolumn{2}{|l|}{16560} \\
\hline sebbe & \\
\hline Lebib broun & LDX \(\# 0 \quad\) eS SuOE PRRTICLES \\
\hline 1ebeb nusmk & LOH yposx set old position \\
\hline 1ebeb & STh y \\
\hline 1ebs5 & LOH sposx vet olu fostmion \\
\hline \(1 \mathrm{Eb40}\) & STH ： \\
\hline 1ebeb & Fer find \\
\hline 1ebeb & EOR \＃2S \\
\hline 1ebre & Fho cerloy \\
\hline 1ebeb & STH Emby \\
\hline \multicolumn{2}{|l|}{12090} \\
\hline 1elbe & LDF Elow \\
\hline \(1 \mathrm{El40}\) & H＋D \(\# 3\) \\
\hline 12115 & OR月 41 \\
\hline 1eleb & CLC \\
\hline 12130 & GOC \(\# 254\) \\
\hline
\end{tabular}
\begin{tabular}{|c|c|}
\hline \(1 \times 140\) & CLE \\
\hline 12150 & FDC : \\
\hline 1elbb & STH: \\
\hline LeIEs & STA sposx \\
\hline \(1 \times 170\) & LDH Elock \\
\hline 1elbe & HuO \#S \\
\hline \(1 \times 185\) & ORH H1 \\
\hline 1e1s0 & CLC \\
\hline 1e¢00 & RDC \(\# 254\) \\
\hline teese & CLE \\
\hline teep & ADC y \\
\hline 1eeso & STH y \\
\hline 1ee4b & STA yposx \\
\hline 1e¢b & Def find \\
\hline teebl & ORA Eerlog Y \\
\hline 12970 & STA Eerloy \\
\hline 1eest & THX \\
\hline 1eest & EHE nusmk \\
\hline 1-s00 & Lon hlog \\
\hline 1estb & AHD HI \\
\hline 1eseb & BEC brown \\
\hline 12s30 & ETS \\
\hline \multicolumn{2}{|l|}{12501} \\
\hline \(1 \times 400\) & \\
\hline 1-500 & \\
\hline
\end{tabular}

\section*{ERHUTT -- PROERHM Es}

LIST
```

    4 MODE 7
    E [%=कดebebg
    5 LET meclerotion = -10
    10 CLS
    ```

```

    S0 PRTHTPRTHTPRTHTPThis program prints the vertimal height:
    4D FRTHTPRTMT"reached by on object throun vertically"
    EG FRTHT:FRTHT"upuards againet grouity."
    ```

```

    70 CLS
    Ge PRTHT TBEGEGU"yEETICAL HETEHT"
    g0 PRTHTPRTHT"Fmelerotion Speed Height Time"
    100 FOR time = 0 T0 20
110 LET height=initeped*time+bS*acmeleration*time*time
Leb LET ppedmintspedtarelerotionttime
130 FRTHTucelerotion.speedheight time
140 HEXT time

```
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```

LCR REGOHfNCE -- FROGRM ES

```
LIST
    160 MODE 1
    116 Colee
    IED MOUE DED
    130 DR月U 1 E9. 0
    146 HOUE 50.6
    150 DR月U 5b, 10es
    ISEPRTHT TABUQGO:
"


    LD PRTHT TBEC 14 Uי
    1 Be PRTMT TPEREST14 "requency:
    IBC IF E=B THEH EEBDOL
    EDB LET E \(=5\)
    EIU MOUE 50.50
    Eeb FOR frequenuy TO 127 STEF 5

    ESD LET \(X=\mathrm{XL}-\mathrm{XC}\)
    EGE LET \(2=\) SORTER+APO
    ETG LET IEE Z
    ESD LET UC=T*
    ege DRRU frequency 50 uctse
    SOE HEXT frequency
    10 ש0T0 155
PRODECTLES -- PROERH 5 g
LTST
    1 MODE 4
    e REM PRODECTILE HOTIOH
    3 REH BY RASPRRCE
    5 REM IMTTIAL URLUES
    6 sped=s0
    7 ongle 45
    8 y-10
    9 drogmoff \(=\mathrm{E}\)
    10 LS: PRTHT THBC 1 IPRODEOTTE HOTTOH:
    eb PRTHTPRTHTPRTHT The motion of a projectile depends upon"
    SO PRTHTPRTHT"G the initiol sped.
    AB PRTMTPRTMTW the angle to the horiental.:
    SE PRTMT:PRTMT"C the amount of frimtion."
    ED PRTHTPRTUT"d the areleration due to graity.
    70 PRTHT THEOG SOU"Press SPRCE to continue."
    © REPEAT UNTIL EET:=: "
LBUQ REH SHOU GUREET UPLUES
10GE CLE
1BLD FRTHT:FRTHTM. initial speed \(=\) ":speed
ABE PRTHTPRTHTB ongle of projetion \(=\) "angle
10 BE PRTMT:FRTMT" moefficient of friction \(=\) "drogcoeff
1640 PRTHT:FRTNTM. aceleration due to grouity \(=\) " \(: 9\)
1 ESE PRTHTPRTNTPRTHT"Goose which quatity you wont:
\(105 S\) FRTHT:PRTHT"to change by presing A. E. C OR D"
LBSS PRTHT:FRTHT"O Press RETURN to confirm these wolues.
165 FPXIS 6
```

IBED LET SS=EETS

```

```

1060 TF S%="R" THEN 1500
1BOE TF SE=R" THEN 1EDE
1100 IF S$="C" THEU 1700
1410 TF S$="D" THEN 1BGO

```

```

1130 PRTHTPRTHTMWoose which wariable you wont:
1140 PRTHTPRTHT"to inuestigute by presing F. E. C OR Q"
1145 *FXIEG
1150 LET H%=EET

```

```

MLE CLS
1170 IF %%="G" THEN EDUS
11B0 TF U$="E" THEN ELCO
1190 TF %%="प" THEN EDOQ
1EOU IF %$="M" THEN ESOU
1930
1500 FRTHT:FRTHT"Enter new initial speed fronge 1 to 1B0"
15LE TNPUT gped
15E0 EOTO 1GOE
LEBQ FRTHTPRTHTEnter neu angle of projection in degrees
16IB PRTHT"ronge 10 to EQ ":THPUT ongle
1EO0 GOT0 1000
1700 FRTMT:FRTMTEEter neu drog mefficient be to 100 "
17LE THPUT drogcoeff
17E0 EOTO 100E
IBDE PRTNTPRTNT"Enter new aceleration due to grouty "
LBLE FRTHTPRTHT"ronge b to Eb. "GHFUT g
18E0 EOTO IBOE
EDGQ REM SPEED
EbIQ FROCthrou

```


```

gG4E THFUT Epeed
EESb EOTU EDb
EIGE REN FHELE
2110 FROCthrou
EIEC TF Z%=CHR\&LS THEN IGED
elso PRTMT THEGQG,Enter neu angle of projetion in degree"
EL40 FRTHTrange ib to E0. ":
ELEO THPUT angle
ELE0 G0T0 Elbe
EEGQ REM FRTCTIOHRL DRHE
Eelb FROCthrou

```

```

eese PRTHT THEपG,E"Enter new drog mefficient te to 1by "
Ee40 THPUT drogcoeff
eese coto eede
esbb fEM GCEELERATIOH DUE TO ERHUTTY
esue FROCthrou
Eseb IF Z%=CHP\&CLS THEN 1GDO
ESD FRTHT THEGGD,"Enter new amceleration due to grouity :
es40 FRTHTPRTHT",One e to Ed. "
250 THFUT 9
Ese0 E0T0 Es00
4ese PRTHTPRTHT "Enter the drag cofficient ne to Lb"
SDOD DEF FROCthrow
SGEb LET timeinc=1
5BSD REM ACES

```
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```

    504 पणueg,g>0,
    SES MUUE g,6
    5beb DR月U 1e7ge
    SGTG REM TMITIML FOSTTIONS
    5GOQ LET X=GY=GUOUE XY
    ```

```

    SIbQ LET UY=sped*STHORHOGngley
    510 LET 口"=-gABLET drog=drggoeff/GE
    SIEG REPEHT
    SISO EEM MOTION TH }x\mathrm{ -DIRECTION
    544B LET UX=UX-drog*UXtimeinc
    SISO LET X=X+UXxtimeinc
    SIEQ REM HOTION IN Y-GTREETION
    ```

```

    51BE LET UY=UY+HY*timeine
    SIS0 LET Y=Y+UY*timeinc
    Sebu REM FLOT HEU FOSITIOHS
    Eelb DRHU XY
    5eeb UUTTL x\E? OR `-sbe
    SEO PRTHT THEOGUMPres SPGCE to whang the same voriable"
    Se40 PRTHT THEUEEDPres RETURN to vhange another vorinble"
    SES LET Z$EET&
    ```

```

    5ET0 FRTHT TAEUQG:
    :
SEbe EHDPROL

```
HEUTOH -- PRORRH \(\$\)
LTST
    100 MODE 1
    104 FFxLIG
    105 OH ERROR EOTO 160
    LIE PRTNT THEGE GU "SATELITE MTTOH"
    Led PRTNTPRTNT The aim of this program \(i s\) "
    130 PRTHTPRTHT"to set a rocket in orbit around"
    140 PRTUTPRTUT"the mon from a space station."
    150 PRTNTPRTNT"which is orbiting the earth."
    LEE PRTMTPRTMTYou must choose the initial sped ond"
    17e PRTMTPRTHT"drection for the rocke."
    180 PRTHT
    IBS PRTHTPRTHTMrashing on the surface of the monn"
    186 FRTHT:FRTHT"or losing your rocket in outer spome"
    187 PRINT:PRTHT"mases a retart."
    1 Be PRTHTPRTHTPT you achieve on orbit or winh
    ISe PRTHTPRTNTHo restart the progrom, prese ESCPE:
    190 PRTHT:PRTHT:PRTHT:PRTHTPFESE E to begin."
    155 M\&THETSTES

    EIG REM DRHU ERRTH-HOOH STSTEM
    ELS CLS
    ed PROCmirclecsebd EbD
    ES PRTHT THEGBSLISpace station 0 :

    ESO PRTHT TREUGIMPHCLE -90 TO +90 ":THPUT angle
    Eb REM GRLCURTE CURENT FOSTTTOH BU SPEED
    ETB LET H=SEELET y-SE

```

    Eg0 LET yuelocity sped*Costenoungley/4
    SOU HOUE R,4
    IB LET Gप&hFHLSE
    SE REFEAT
    4BQ REM MATH GRLCULFTTON
    ALC REM THE WOUN TS AT EOQSDO
    4EQ REH FTRST GHLCULHTE THE GTSTHHE FROH THE CEHTRE OF THE HOOH
    4S0 LET ndisplucement=r-6b0
    440 LET ydisplomement:y-500
    450 LET purameter=odisplucment'e + ydisplucement*e
    45S LETdistancesuRforumeter`3
    460 TF porometercebe THEN mram=TRUE
    4ES REM COMPUTE NEU SPEED
    470 LET Ruelocity=suelomity-1b00x,udisplacement/distance
    AB0 LET yuclocitymuclocity-1bbuxydisplocement/distance
    4GO REM COHPUTE WEU FOSITIOHS
    EDG LET n=4 + melocity
    SIB LET yFy + yuclocity
    Sed DRRU 4,
    ```

```

    54b FRTMT TBELE,D"
    50 EOTU =40
    900 EHO
    1000 DEF PROCmremodus mentreycentre
1b07 HOUE Rentreymentre
1BLE FOR ungle=0 TO SEE STEP IO

```


```

LM40 bOUE scentreycentre
1BES PLOTBE,4
1bEE NEXT angle
1B70 EHDPROD

```
RUTHERFDRD - PROCRHM Se
LTST
    100 MODE
    105 On ERROR EOTO 1 BE
    116 PRTHT TREC GUMLPH PRRTTCLE SCATTERTHE
    115PRTHT:PRTHT
    IED PRTHTPRTNT The am of this progrom is:
    1 SO PRTNTPRTMT"to fire alpha particles at rondom"
    140 PRTHT:PRTHT"at a nucleus of gold."
    14EPRTHTPRTHT
    \(15 B\) FRTHT:RRTHT"The alph particles are deflected by"
    155 PRTMTPRTMT the nucleus and there is a chonce"
    1 EO PRTHTPRTHT"thot some will acheve o direct hit."
    IEEPRTNTPRTUT
    170 PRTHTPRTHTPres SPHCE to fire the particles.
    Iss PRTHTPRTHT"and see if you get the same result as"
    186 FRTHT:PRTNT"Rutherford, Eeiger and Harsden."
    195 M\% THKETकRES
    อGE TF M\%" "THEH 195
    elb fen orhu euld Hubleus
    e15 L5
    ep Proccirclectageg
```

    esb Procelemtrons
    es पणuesecbegb,
E40 PRTHT THBUQGUPRESS ESCRPE to rectart.
eg REM GRlCULATE CURENT FOSTTION GNO SPEED
ETB LET H=GLET y RHOCOUO+IGO
EBD LET melocity-1DD
ES LET ymlocity-b
SOB HOUE %4
316 LET GOGh=FRLSE
SE REPEAT
4BO BEM FATH CHLCULBTTOH
410 REM THE HUCLEUS IS AT GOOSDO
4EQ हEM FTRGT GHLDULATE THE DTSTHHCE FBOH THE CENTRE OF THE NUCLEUS
4Sb LET ndiploument:%-G00
440 LET ydisplacement=y-500
450 LET purameter-hdisplucment.e + ydisplacmmente
45 LETdistancesomtporometerg
4G6 IF parameterceg THEN arah=TRUE
AES REM COUPUTE NEU SPEED
470 LET Rulomity wuelomity+GOUQ*qdisplamement/distance
4B0 LET yuclomity ywelomity+G0000yydsplamement, distance
4SO REM COUPUTE NEU POSITTONS
SDO LET HEn + mulocity
EIB LET y=y + yuclocity
5eg DRQu my

```

```

50 E0T0 550
g00 EUD
LWOE DEF PBOCGirleGradiushentreymentre
1005 ECOLDE
1007 HOUE rentreycentre
1BLE FOE ungle=G TO SE STEP IC
IBED LET \&Hwentre + radus*COGRGOGmglem

```

```

1B40 HOUE scentreycentre
LESE PLOTES,4
LBEE NEXT angle
1055 ECOLGS
1BTB ENDPROC
1400 DEF PGOCelectrons
1105 4FX9E
1106 FFXLE
1110 U0U191,1eg.0.
1115 ECOLEI
11E0 FOE n=1 T0 79
14B LET WUGLFHDCIBDDTIBD
1140 LET ywal=BNDCLBDB
1150 PLOTES.mal,um
11EE NEXT !
1170 ECOLD%
11B0 EHOPROQ

```
```

WHSTERMLHD - FROERH3

```

LTST
```

    IB EEM MHSTERHTHD
    EG MODE ?
    S0 पाM Fप4,Eu4,4
    ```

```

    50 CLS
    ```

```

    70 FRTHT THECE1S\,"G RGEPHRKES"
    BD PRTHTPRTHTPRTHT
    ge PRTHT TREUQEOUTF YOU WOULD LTKE TO PLAY. pRESE Y
    100 TF CETकलM: THEH 1bD
110 CLSFRTHTPRTHT
IEQ PRTNTTHTS GRE LETS YOU GUESS THE FOUR OTETTS
13O PRTHTHHTLH I SHALL CHOOSE AT EAHOOM."
140 PRTHT
IEG PRTMT"TT UORES LTEE THTS"
1EE PRTHT
170 PRTHTM PTCK THE EEDUENE OF GTETTS }123 4
IBE PRTNT
190 FRTHTMYU EUESS THTS SEQUEHCE TO BE \& E E 3.
EOD PRTHT
EIB PRTMTMYU SOORE 1 BULL . EECAUEE E TS CORRET"
Eeb FRTHT"HHL IT IS IH THE CORRECT FOSTtIOH."
ES PRTHT
240 PRTHTHOU SCORE }2\mathrm{ COUS . EECHUSE 4 RNO }3\mathrm{ ARE"
ES PRTHT
EEQ PRTHTMOREET EUT TH THE URONE FOSTTTOHS.
e70 PRTNT
Eeb PRTHTMOU CRH THEN EUESS FEATH:
EgQ PRTHT
SOQ PRTHT "PRESS 'SPRCE FOR A ERUE"
SLG IF EET\$%" " THEN SLQ
Se\ 2=1
S0 CLS
34 PRTHTPTEST GHOOE THE LEUEL OF DTFFTCULTY:
SE PRTHTPRTHT
SG PRTHT"THLS IS THE WUHEER OF DTFFERENT KTHOS"
30 FRTHT
SQ PRTHTPF [TETT. I HAY CHOOEE FROM:
80 PRTHT
4GU FRTHTPTLE OHE FROM THE FOLLOUTHE LTST:"
4LE PRTNT
4ED PRTMTMEUEL 4 GTETTS AES OR 4\
4SE PRTMTMEUEL 5 UTIETTS 12S,4 OF 5"
440 PRTHTMEUEL E UTETTS \& TO ET
4SE PRTHTMEUEL }7\mathrm{ पUTETTS \& TO 7T
4EG FRTNTMEUEL % पUETTS \& TO Ey
4TB PRTHTMEUEL }9\mathrm{ पUETTS \& TO 9%
ABO PRTHT THELQITMPRESS OHE OF THE KEYS \& TO 9 TO CHOOSE:
400 K=WhLUET%

```

```

510 LLS
EEO PRTHT PRTHT
50 FOR H=1 TO 4
54b FOU-RNOK
SE NEXT H
SE PRTHTHOU HRKE YOUR EUESS

```

\section*{The BBC microcomputer in science teaching}
```

    5% PRTHT
    SEE PETHT "TMPE OUT YOUR NEXT FOUR DTETTS:
    5 G E ~ P R T H T ~
    ```

```

    E10 FORT=1TO4
    Geg *FxIS,0
    S@ Es=CET$
    ```

```

    GEB ETT-URLTES!
    ```


```

    GSO FRTHT TREG+2xTEOLBUT
    EOD NEXT
    ```

```

    70 EGI=1000%EC11+100*EC2+10*ETSI+EG4
    7eb Y=0X=0
    70 FOE H=1 T0 4OUU=FOWHEXT
    70 FORH=1TO4
    7ED TFCONलENNTHENFTG
    760 x-x+1004=99E0%=160
    70 NEXT N
    7BO FOR N=1 TO 4FORH=1TO4
    790 IF COWकEOM THEH ELB
    800 Y=Y+1004=59804-100
    BLE NEXT MNEXT N
    Beb CLS
    BO PRTMTMGUSS BULS EOUS EUESS NO:
    840 Sप-पTपदY
    ```

```

    geg IF X=4 THEH ESQ
    8TE 2-2+1TF2,ETHEMG40
    8ED EOTO 5EQ
    BGQ PRTHTMELL DOHE TOU HBUE GUESED COREETLY
    gGQ PRTHTHYOU TOOK OHLY "Z" GUESSES "
    9LE PRTHTMF YOU UHNT TU TRY BEATN, FRESS Y
    ged IF EET$%M" THEH STOP
    gठ E0T0¢eg
    940 CLSRTNTPRTMTMOU DOHT SEEM TO KHOU HOU TO PLAY."
    gE PRTHT
    gEb PRTMTHYU SHOUL HOT OUST MRE UTLE EUESSES:
    970 PRTHT
    gEQ PRTHTUSE THE THFORHATTON BEOUT BULS GHO COUS'
    g@U PRTHTMTO HELF YOU"
    1000 PRTHT
IGLG FRTHTPRTHTMHEE OHLY OUE OHRUE TO TOUE :
LBED FRTHTPRTHTMULSS EHCH TTHE THEH YOU CHH SEE
IGOD PRTHT:PRTHT"TF THHT QHHWE HHS ETUEH GH EXTRH BULL:
1G46 PRTHTPRTHT"OR COU OOR OHE LESSI"
1BED PRTHT:PRTHTMHOUE BHOTHER TRY AT A GIFFERENT"
1GEQ PRTMTPRTMT"SET OF GIETTS. PRESS Y
LBTO TF CET\$%": THEN 1BTO
1080 E0T0 Sed
1140 EEN ETUE BNGUER
1150 CLS

```

```

1170 PRTHTPRTHTDO YOU SEE UHERE YOUR DIFFICULTY IS ?"
IIBQ PRTHTPRTHTHHUE GHOTHER TRY GT A DTFFEREUT"
11g0 PRTNTPRTNT"SET OF DIETTS PRESS Y
IEDU TF EETक्M: THEN IEDQ
1210 coTO seb

```

LTST
```

    1 REM ELEMENTS
    E REM EY RGGporkes
    M MODE ?
    4 CLS
    10 PFM1,G
eb PROCelements
O पTM pकप5, प$प5
SG PRTHT THELGIMCHP$प4IIELENENTS"
EL PRTHT THETEQTYHE\&LALTELEHENTS"
Se PRTHTPRTHTELE|ENTS is a simple guesing gome."
5 PRTHTPRTHTMOU tupe in the missing letters"
54 PRTMTPRTMT"One ot a time. Each morett letter"
5 PRTHTPRTHT"takes you nearer to guesing the whole"
5E PRTHT:PRTHT"element. You are only allowed eight"
5 7 PRTHTPRTHT"Mmorect gueses after which you"
Se FRTHT:FRTHT"will be told the correct ancuer."
5 PRTHTPRTMTPTES ESCAPE at ony time during this"
ED PRTHTPRTHT"progm, if you wich to finish."
E1 PRTHTPRTHTPTEEs the EPACE ERR to montinue."
6e +FXISE
ES TF THET\$LESSN" "THEN ES
64 CLS
ES PRTHT THEQLILCHESLALQTyPE you name.

```


```

TS PRTHT THEUGE CHPकप4LY"Then prese the RETURH key"
BQ PRTHT TAEOLI7
פE THPUT F%
IBE FEM set up word
14b PROCgetelement
Leb LET wordlength=LENGuord\$
130 FOE i = 1 T0 wordlength
140 LET pकLi = MTप\&पmod\&,1\
15B LET D\&CO = "--"
IEE NEXT I
170 LET guesem
IBC CLSFRTHT THBCLGIII
IGO REN PRTHT OUT LETTEE POSTTTUNG
Eg FOR n=1 TO worlength
EIE PRTHT OकחT:
ED NEXT I
ESE REM FEK OUESTMOH
EEO PRTMT THEDQ1TTHPकप4LT\&:"
EПG PRTHT THECE ETCHE$पLATH&:"
SOE PRTHT THEUQ MOCHRकCL41T"Gues a letter."
SL PRTNT THEUQSTHRकप41T:Gues a letter."
SO LET letter$=ET\$

```


```

OE LET flag = 0
T0 FOR i= 1 T0 wordlength
SED IF letter%% pकGi THEH GOTO 400
S0 LET flog = 1
S5 LET DकCi=metterg
GEE NEXT 1
ALE REM COHSTRUET WORO SO FAR

```

\section*{The BBC microcomputer in science teaching}
```

    4LE LET ques5%="
    4EO FOR i= 1 TO wordlength
    4BD LET quess=quess% + DSCi
    44B NEXT i
    50日 FRTHT TREGG,1TCHE$GL4L: "The word is "gues%
    ```

```

    EEQ IF flog = b THEH PRTHT THEQ, LE "You letter is not in my word."
    SS IF flog = 0 THEN PRTHT THBUQ17] "Try mgan."
    546 IF flog = 1 THEN FRTHT TREUGISI"
    EAS IF Hag = I THEN FRTHT THEUG17,:
    54E TF flog=e THEN FROCno
    SD IF guess=word% THEN EOTO EGG
    S5 IF hlogeb THEN guess = guess +1
    ES IF ques > THEH EOTO BCE
    500 IF flog=1 THEN PROCyes
    50 E0T0 500
    GOU REM SUCOESSFUL
    go1 SOUND1-1597,16
    GOE GOUNDL -15 105 10
    g03 50UHOL -15.69.10
    804 50UHOL-15.41.16
    gb5 gounDL-156geg
    ```



```

    EIE PRTHT TREUESCHESCL4u:"The hiden element is"
    BLE FRTHT THEOE,OHRकL44Iword&:" :
    ```


```

    ese PRTHT THECDIES
    846 PRTNT THEUE17"
    BE TF THKE$UQ%" " THEN GOTO SED
    gEb EOTO IBO
    BED REM TOU MHNY EUESES
    ```


```

    GLG PRTHT THECEMTHRकप4LT" is "worde:
    915 PRTHT TREUESTCHE$C4LT" is "words" "
    9IE PRTHT TAELEIE=:"
    917 PRTNT THEUC17" "
    geb PRTHT THEOQE|Pres SPHCE for mother word"
    94b TF THKEYUB%" : THEN COTO 940
    950 coto 100
    1EGOE DEF PROCelement:

```


```

150S0 DHTH BTSMUTHEOROH,EROMTHE GHOMTUM,GAESUM
15G40 DHTG GRLCTUH,QL TFORHTH,GRRBOH,EETUH,QHLORTHE
ISGEG DATA CHROHTUH,COBHLT GOPPER CURTUM,\squareYPROSTUM
IEGGG DATA ETHGTETHTUMERETUM EUROPTUM,FERMUM,FLUORTHE

```

```

LEGBQ DHTH HHFHTUM,HELTUM,HOLMTUM,HMOROEN, THOTUM

```

```

LELBQ DHTA LFUREHCTUH, EFD, TTHTUM, LUTETTUH, MH,ESTUH

```







```

IEIBQ DATG SULPHUR TAHTALUH TECHWETTUM TELURTUM TEEETUH
IEIGE DATA THRLLTUM THORTUH THULTUM TTH, TITHUTUH

```

```

15ELG DHTG TTTRTUH, ZTHE ZTRCOHTUH
15eeb
15SSO RESTORE 15OLD
15E40 पTM elementकribS
15ESG FOE n=1 TO 16S
IEEE REFO Elementकीn
15ETO NEXT O
IEEB EHDPROL
15eg0
LSSOE DEF PROCgetelement
1ESIQ REPEAT
IESE EEFHDLEG
15SO UHTTL ElementSGC%m
15S40 LET word\$=emment%R
15S5 LET elementकחएm:"
15SE EHDPROL
EDGDE DEF PROCyES
EDGQ REM SUCESSFUL NOTSE
EDGED SOUHDL-15ESE
EDGE0 SOUND-15695
EOQTG SOUHOL-15SL5
Eglbe EHOPROL
ElGDE DEF PROTn
2GM40 REM RHEPEEREY
EIBED SOUPDG-15EED
E1100 EHDPROL

```
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Ptles - progrn 35
LTST
```

    1. REM FTLES
    E Rel meated by RAGpurkes
    SED after on idea by Builtshire
    4 HODE 7
    8 FM116
    \squareTM brimeब,wnM4,4
    10 CLPRTHT TBEGE CHE&LAM,Plene tupe in your nome."
    11 PRTHT THEL4S CHRकCL4T,"Please tupe in your name."
IE PRTHT TREG4EI CHR\&C44LuThen press the RETURH key."
1s PRTHT TREप4,7 CHPकप4प,"Then pres the RETURU key.
14 PRTHT TRELLE IO
15 INPUT m%
Eb REM TURH CURGOR OFF
S0 पDUES, क, (e,
SE REN SET UP TUENTY ERTCES TH UPLL
SI REH TEH YELLOU, TEH ELUE
S4 LET yellou-bLET blue =GLET I = 0
5S REPERT
SE LET brickTM=EDOMET+14E
5e IF brimGT=14E THEN LET blueblue+1
G0 IF bric\T\=147 THEN LET yellow-yellow + 1
ES LET I =I + I
70 UNTTL blue=10 OE yellou=10
BE FOR 2=T TO 19
90 LET briMGQ=147+Gyellow-1bDHDLI
1OL NEXT Z
110 CLS

```


```

140 FOR I = 0 TO 19
150 PROCblowGrimuT,GI OTU 4. पT HOD 4D
IEO LET wGlMT पTU 4, प MOU 4, = briलKT
170 HET I
1BU FOR I=G TO ALET WOlMT 4=ENEXT I
EDQ REM FTHD UHTCH ERTCK TO HOUE
EDS FOR T=1 TO EDQ日\E\T T

```


```

EG LET H\$=EET:
EME LET H%=UHLTH%
ES TF H% OP H% THEN COTO ESQ
EESET SuMTE=H% - I
EES PRTHT THEU4EL|H:
EП PRTHT THELAEE|H:" to ?
EQE LET HE=EETS
ESG LET HF=UHLUET

```

```

SU FRTHT THETETEEM%
Seb destination= H% - I
ME REH CHEEK OH UPLTETTY OF WUE
ME FEM DUES SQURUE ELOCK EXTST ?
4L LET topSOUTEELET EndmOnditon = FRLEE
AEG REPETT
AB LET topsoure=topsoure-1
AG LET Glgone = %topsourme= - 1]

```

```

    4SE UHTTL EndGondtion OF algone
    4Eb IF algone THEH PRTHT THBTS, CHEकCL4L:" Hot possible
    4B IF allgone THEN PRTHT TABCSEE CHR&CL4\:" Hot posible
    4BQ IF topsource--1 THEN GOTO EGB
    SOU EEM DOES DESTTHTTIOH ELOCK EXTST ?
    5IB TF walldetinotion,4-D THEH EOTO EDD
    5I5 GOUNOD-15,410
    ```

```

    ES PRTHT THEGEE CHR&C4L!" Hot posible "
    540 E0T0 Eb0
    GOQ REM ERGE SOURE ELOCK
    EDS SOUNDD,-15 110
    ELB LET brick = walleourcetopsource
    Geb LET walleource topsurcemeg
    Ese PROCblocvisesource topsource
    G40 REM FTHD TOP POSTTION OF NEU ERTOK
    ESU LET topdest=-1
    EED REPEAT
    670 LET topdet=topdet + 1
    ESO UNTTL Gwallodetinotion topdest=0
    TOU REN PLACE ERTCK IH NEU POSTTIOH
    7LE LET wolldetinotion,topdertybrick
    Teb FROCblombbrimk destinotion,topdest
    790 fimished = TRUE
    B00 FOR position=e TO 4
    Ble FOE height= 0 TO 4
    geb IF wallpositionheightmmollpositiong THEN finished = FhLsE
    840 NEXT height
    SO HEXT position
    gO0 IF HOT finished THEH EOTO ELG
    gLe PRTHT THEOEL CHESC4L" UEl done "FS:"
    GEG FRTHT THETEE GHF&LAL": UEL done "F%:"
    ```

```

    G4 5UHD I IDEED
    S4 SUUN E,SE,5E
    GE FRTHT TGGQEA "PRES SPRE Tom a neu gome:
    GE TF THETकणQ& : THEN EQTO GEE
    5% C0TO 50
    LGU PEY DEFTHE ELOCKMHTHE POUTTHE
1कEL
LGLE DEF PROCbumGTulour powition,height
IGEQ LET X=position*S
ABC LET YGE heiphtxe

```



```

1070 EHOPROL

```

\section*{The BBC microcomputer in science teaching}
mohthe code trangfer－Froerm 3 g
LIST
1 MODE 4
e HTHEM－serbu
9 GOcUE SODDD
1 we rel mhty proerml
110 REN ete
1 BUC REM EXAPPLE
1500 CL
IEGU PRTNTPRTNTTts much quicker with mochine mode．

SDOUFOR T＝1 TO IBOUNEXT T

50 b 巨0T0 30 b
SDGQ日 REM FLHEH ROUTINE TH MOUE 4
SGU1G EEM EXCHHEES A SELECTEU PHRT OF THE SCREEH
SOEQ REH UTTH ETTES STORED TH NEHORY
उठดठ
s0040 pages \(=271\)
SOQS destesereh Lou HTCH EYTES OF SCREEH THTERTM RODRESS
SOQT soure－se4REM LOU \(H T E H\) ETES OF STORE THTERTM RODESS
SODGD temp－570 RED TEHFORARY STORE
SOLBQ FOR pOSs \(=0\) TO \(e\) STEP 2

SOLED［OPT pase
sbise sum LDX pages set counter To Huper of phees
s0440 nupage LDy \＃ठ
SOLE netpos LDA Eourcely veT BYTE
BGLE STh temp ：shUE TH TEMPRCRY STORE

कणहठ STH ©OUTEY VEEP TH STORE
3 OLG LDA temp SETRTEUE SOURCE BTE
Sbebe STH decty sen To seren
Sede THY vEHD OF PREE？
SGed EHE netpos जO DO HEXT EYTE
SeSo THC UESt＋MOUE TO HEXT PACE
उपe40 INC Eourcta
SGES DEX \(\operatorname{ALL}\) PGCES DOHE？
SGE B ENE nspage WO DO HEXT PHEE
कอनघ RTS
कede
SCES NEXT pose
SGS日G REM COHSTRUCT ERAPHTCS RHD STORE IH MEHORY
sbste PROTyes
sbeb idest－becbetourcesa4be？poges ebchl sump
30 S 0 FROCno

SBSE RETURH
SlbDG DEF PROTyEs

SLCIE REW Y

sube Plutes 15050
SLロ40 Flotesersegu
SLD50 MOUE 400 500
SLGE MUUESESED
SuT0 PLOTESETESD
उपद्र Pluteseeses
SLBE MOUE ESE E

```

S100 PLOTESE?5,50
3110 REM E
TL\0 MOUE 500,कणWOUE 500500
S130 PLOTESS50,00
S144 PLOTESESDEDD
S1150 MOUE 700,OOHOUE 550,30
Sleb FlUTES.700,b
S1170 MOUE 55BEG
SLBE PLTTESSEES0
\150 HOUE 550,EDWOUE 55,क0
SLebe PLOTESEGQES0
SL|E PLOTESEGOSD
SEEQ HOUE 550,450,4OUE 550,50
SLes0 FlOTES.700.450
\&40 PlOTES.700500
SLEO REMS
SEEG FOR aEDO TO 4SO STEP IG

```




```

SISU NEXT a
S4E0 FOR व=E% T0 EU STEF -10

```




```

SIE HEXT a
3se0 EHDPfOT
SLEDG DEF PROGno
SLEL CLSPRTMTPRTMTMonstruting respones in ERETC please wait"
SLES REM N
sceb HOUE EDQ,कणWOUE e5b,0
SLEO PLOTGEEDG5GQ
SE40 PLOTESESOEDO
SLEE PLOTES 45E,50
SLEb PlUTES500,30
SLT0 PLOTES,450,50
SLEOU PLOTES500500
31700 REM O
SI7LE FOR G=0 T0 SED STEP 10

```




```

STEO NEXT a
317% EHDPROL

```

The BBC microcomputer in science teaching
uIbrgembler - FROerm 3 ?
LTST
100 HODE?
110 पTH O\&ES5
1eb पTM HeSE
130 पTM MESS
140 पTM biten
EGU FOR I=0 TO 255
ELB READ D\$TL
EE REHO HUT
esO REFD MTT
צ4b HETT I






IQ DATA CLCLIDRFSQ?? \(19 ? 11\)


SEG DRTH ETTESAHDESROLES??,1
SG DATH FLPI AMUEEROL 1 E?? 1







440 DATH PHF 11 EORE LSR \(1,12 ? \square 1\)
450 DीTh गP \(, 4 E O R, 4 \angle 8,49 \% 11\)
46 DHTH BUCE \(18 \mathrm{EOR}, 1 \mathrm{Q} \% 19 \% 11\)






50 DATA IHP 11 GDC \(4,4 \mathrm{FOR}, 49 ? 11\)

55 OHTA ?२ 1 คOC EFROES?२२11




GU DRTh DEY,1.??11TMA1.??11








Gge Dhth LDY, 4 LD, \(4, \operatorname{LX}, 4, ? 21\)
700 DRTA ECSE1SLDAE1D9?119?11
716 DRTA LDYESLDFESLDXES??,1
Teb DATA CLUL1LORSQTSX19? 1

```

    740 DHTH CPY, Eप4, %,?,1,?%14
    75G DATH CPY.SCHFESDECES??%11
    ```

```

    70 D#TH एPY,40ीP,4DECS,9%,1
    ```



```

    G16 पीTA ?२,1,CHPSEDECSE.?२11
    ```


```

    E4D DHTH INX\1SECEENOP.1.?,1
    85G DHTH CPX,4,EC,4,THLS,4,?,14
    ```




```

        900
        916
    1000 CLS
    1GLG PRTHT THES IT "OTSASSEMELEE"
    Ibeg PrTHT THEOQS "Enter the starting oddess"
    IBSD PRTHT THEUQS "If this is in herodecimal. your number"
    10S5 FRTHT TABUC,7 "must be in the range 0 to FFFF"
    LESE PRTMT TGEOC,g "ond should begin with &"
    104Q FRTHT THECL14"Enter a decimal adrese directly.
10S0 line=1
1BEE PRTNT THECLIAPTHPUT H\$

```

```

Lbeb REM GDORES IS IN URRTHELE addres
1"bl
SOBQ REM CHECK FDORESS IN RRDEE

```

```

101E

```

```

1buE
SBTG REM LTST GSEEHLY CODE
3GEQ GLSFRTMT
Og0 FOE ]-1 TO ED
Sub oprode=Tadres=
S10 operationक=0\$topode=
sueb numotbytes Nopode
S30 tupe-Mtopoode=

```



```

s4eb PROCdehenGTadressurodel$=hemul$
Syb PROTdecheruddres=
S5ed PRTHT "\&"+hemul$,mdels:" "mode&s" ",odestoperotione" "operond$
S50 addres=addrestnumofbytes
500
SEBE WEXT Z

```

```

BCD X$=ET$
OBE IF X\&=" " THEN 3070
840 IF x\&="H" THEH 1000
Sed cutu seed
4BUL REM DETERMTHE TMPE DF OPERGTTOH
4BLB EEH STHELE BYTE THSTRUCTIOH
4014 operond\&=

```

\section*{The BBC microcomputer in science teaching}
```

    MBLE RETURH
    &DED EEM TUNEUTATE DATG
    40el opernd$="#"+STCकपपodres+10
    GBee RETURH
    4BSO REM ZERO PREE GODRES
    40\1 PROCdecherqपadrese+10
    4bSe operand%="&"+hemul$
    ACSS EETURH
    4G4G REM RESOLUTE RDDRESS
    ```

```

    4b4e operondक="क"+hemuls
    4043 FETURH
    4DEQ REM ZERO PHEE X-TMDEXED
    405L PROUdehenपणadrese+10
    40Ee operands="e"thenulst"x"
    405s RETURH
    ABEG REM BESOLUTE X-THDEXED
    ```

```

    4bee operund%="8"themulst", x"
    MBES RETURH
    4DTO REM ZERO PHEE Y-THOEXED
    4071 PROCdeपhenपपadres+40
    4nTe operand$="e"+hewual$+".1"
    4DTS RETURN
    GBEE REM BEGOLUTE Y-THDEXED
    ```

```

    4bee operond$="g"thenul$t",y"
    MESS RETURH
    4bye EEM INUTREET. X-THDEXED
    40g1 PROCdeherQGadress+1]
    quge operund&="Q"+henul$t","
    405% RETURH
    ALBE REM THDTREDT, Y-TVDEXED
    4ug PROCdecherQTaddres+10
    4Lbe operond&="Ge"therual$t",y"
    4LES EETUEH
    4110 REM THOTRECT
    4111 FROCdeपhenOपddese+1%+ES*TGddese+en
    4lue operond$="G"thenul$+"y"
    4LIS RETURH
    41ED REM FCOUMULATOR
    4les operond&="p"
    4Ee RETURH
    4\E REW ERGHOH DFFSET
    41s4 offet=9पdrese+1]
    4Le IF offet+1E? THEN offset=offset--EE
    413> bronchodress=adres+e+offet
    444 Procdechentronchoddres
    44se operond$="g+hemul$
    4136 RETURH
    SGOQ DEF PROCpinthes
    SGLD PRTHT THEGGED "The hes equivalent of this is e"thenuls
    5DEG EHDPROL
    gobe DEF PROCher
    9010 H%=RICHT$ח% LENUH%-1O
    g0,0 PROCherdecप%%
    ge4b addresemecual
    gOSD EUDPROC
    10000 DEF PROCdehergdd

```

```

10010 bitG=TMTGad 4096
Lebee odd=odd-bitक\4056
100S0 biteg=THTGad, 巳5E
10640 add-add-bit!e%e56
10g50 bitप1=THTGadd/E]
LBOEG bitbu-add-bitcu%1E
10GTE gdd==:

```

```

1GGEQ FOR I= nibs TO Q STEF -1

```


```

IBLIE HEXT I
101eb hemul%=gdd
1CLBE ENDPROC
11BGE DEF PROCherderGadress]
HLES REM PROCEDUE RETURHS UTTH DECTHRL URLUE IH demol

```

```

110eb demal=0
11BठG FOR I=1 TO 4
11B46 F%WTDEGOdSTIT

```


```

11070 demal=demal*LE+bitual
IIBED NEXT I
11090 EHOPROC

```

\section*{Index}
acceleration
measurement, 148, 151-2
simulation, 70
ACCUMULATOR, 181-3
address, 31, 138, 207
addressing modes of the
microprocessor, 208-9
administration, 15
ADVAL, 156
aligning columns of numbers, 38,61
amplifier, 114-5
analogue interfacing, 153-73
analogue switch, 158
analogue to digital
conversion (ADC), 156-73
analyser, spectrum, 172
AND, 97-9, 102, 192
ANIMALS, 25
animation, 33, 35, 238
arithmetic, machine code, 184-92
ASC, 40
ASCII code, 40
assembler passes, 224
assembly language CALL, 224
assembly language OPT, 224
assembly language programming, 222-62
auto-repeat of keys, 39

BASIC, 28-9
BASIC logic, 102-4
bar graph/chart, 78-81
Boolean algebra, 101
Boolean functions, 104
bit, 28, 105
bitwise logic, 102
binary code, 28
branch instructions, 199, 228-9
branch offset, 200
BRK instruction, 206
buffer, keyboard, 39
buffering inputs, 114-15
buffering outputs, 112
bus, \(1 \mathrm{MHz}, 138-9\)
byte, 29
calculation, 60
CALL, 224
capacitor discharge
measurement of, 167
simulation of, 84-6
CARRY bit, 185
characters
user-defined, 33
graphics, 33
chunky (teletext), 35
CHR\$, 33
clock
internal, 111, 129
pulses, 138, 144
timer 1, 127-31
timer 2, 131-3
comments in assembly language, 225
computer assisted learning (CAL), 19
concept keyboard, 41, 121-4
conditional branching, 199
conservation of momentum, 149
control lines of VIA, 119-123
control panel, simulated, 165
coordinates of screen, 34,61
counting, 191-2
counting input pulses, 111,132
crash, program, 31, 222
crash protection, 41
current measurement, 162
curves, trigonometric, 63-9

Darlington driver buffer, 113
data direction register of VIA, 106
data latch, 121, 125
data memory, 167
decay
random (radioactive), 18
capacitor, 84-86
dedicated systems, 277-284
defining characters, 33
demonstration programs (not
listed in Appendix)
acceleration due to gravity, 70
ADC calibration, 161
ADC graphplot, 166
advanced timer, 270
analogue data conversion, 166
bar chart, 78
binary counter, 108
burglar alarm, 110
capacitor discharge, 84
circle, 66
clock, 131
concept keyboard, 124
cosine curve, 64
counter, 112
damped oscillations, 71, 87
ellipse, 68
engine in BASIC, 36
engine in machine code, 238
ETCHASKETCHA, 164
fast ADC, 274
fox and rabbit populations, 90
Fourier synthesis, 72
frequency measuring, 132
gravity, 70, 151
high-resolution plotting, 61, 255
hyperbola, 68
input gating, 139
input port indicator, 110
instant transfer to screen, 236
large digit display, 253
LCR circuit, 73
least squares fit, 75
line drawing, 62
Lissajous figures, 69
molecular motion, 245
motion, 35
moving origin, 63
moving star, 35,243
multiplication, 258
one second timer, 131
oscillations, 71, 87
parabola, 68
parallel data transfer, 126
pie chart, 81
plotting crosses, 75
plotting points, 61, 256
pulse output, 109, 128
pulse timing, 133
random lights, 108
reaction timing, 144
resonance, LCR, 73
resonance in a tube, 53
row of stars, 226
screenfill, 234
screen scroll, 260
serial data transfer, 135
shift register, 108
simple timer, 111
sine curve, 63
tangent curve, 66
temperature measurement, 166
timing loops, 265
timing, use of VIA, 127
traffic lights, 107
waveform output, 155, 273
decay
random (radioactive), 83
capacitor, 84-6
delays, 40, 241
digital interfacing, 93-152
digital to analogue conversion (DAC), 153-6
diode characteristics, 168
disassembly, 209
discovery learning, 22
DRAW, 61

EAROM, 279
electronic blackboard, 13
entry point in assembler, 224
EOR, 103, 193
EPROM, 277
EQUIVALENCE, 100
EVAL, 70
EXCLUSIVE-OR, 100
FALSE, 103
feedback, 114
flags, 120
flush keyboard buffer, 39
formatting, 61, 75
Fourier synthesis, 72
fox and rabbit populations, 90-2

FRED, 139
frequency measurement, 84
games, 24-6
GET and GETS, 39
graphics
chunky (teletext), 34
high-resolution, 33-4
machine code, 222-62
mode, 33
origin, 63
user-defined, 33
handshaking, 125
hexadecimal, 30
high-resolution graphics, 33-4
HIMEM, 224
hysteresis, 114
immediate addressing, 184
INC instructions, 191
indexed addressing, 195
indirect addressing, 233
individualized learning, 14
INKEY and INKEY\$, 40
INPUT, 39
input
analogue, 156
buffer, 114
digital, 109
isolation, 117
latching, 121
sensing, 109
instant pictures, 236
instructions, 6502, 181-217
instruction set, 6502, 210-17
interaction, 37
interfacing
analogue, 153-73
digital, 95-152 in machine code, 263-76
interference
light, 172
waves, 258
interpreter, BASIC, 29, 176
interrupts, 122, 141
interval timing, 111
INVERTER, 99
iterative methods, 84-92

JMP instructions, 198
joystick, 164
keyboard auto-repeat, 39
keyboard sensing in machine code, 245
kinetic model of a gas, 250
large digits display, 145, 251-5
latching inputs, 121
LD instructions, 183
learning
computer assisted, 19
discovery, 22
programmed, 14
light emitting diode (LED), 93, 115
line transceiver, 115, 141
Lissajous figures, 69
logic
BBC BASIC, 102-4
board, 94, 116, 143
gates, 94
levels, 93
machine code, 192
machine code
arithmetic, 184-91
comparison with BASIC, 29
graphics, 222
instructions, 181
keyboard sensing, 245
location in memory, 224
timing, 265-72
marking, 40-1
memory
EAROM, 279
EPROM, 277
RAM, 27
ROM, 30, 176, 277
saving for machine code progams, 224
top of memory pointers, 224
microprocessor, 27, 138, 174-217
mnemonic codes, 181-217
modelling, 23, 90-2
monitor, 29
motion
directed, 35
linear, 35
molecular, 245-50
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Newton's laws, 152
planetary, 88
projectile, 86
simple harmonic, 71
wave, 258
MOVE, 61
moving origin, 63
multiple choice items
testing, 15
marking, 40-1

NAND, 99
negative numbers, 101, 202
non-volatile memory, 30
NOR, 100
NOT, 99, 103
numerical problems, 15, 60
nybble, 30

ON ERROR, 41, 66
OPERAND, 176
operating system, 27
OPERATION, 176
optical isolation, 117
OR, 100, 193
origin move, 63
OS calls, 33, 235
OSWRCH, 236
output
analogue, 153-73
buffering, 112
controlling, 107
digital, 106
pulses, 109, 128
output port of VIA, 106
parallel data transfer, 125
parameters in graph plotting, 67
photocell, 118, 147
pictures, 33, 36, 236-8
pixel, 33,35
PLOT a point in BASIC, 61
PLOT a point in machine code, 255-7
potentiometer input, 165
power amplification, 113, 117
power measurement, 162
PRINT, 37
procedures, 41

PROGRAM COUNTER, 174, 196
programmed learning, 20
projectile motion, 23,86
pulse measurement, 133
pulse production, 128, 137
push button input, 121, 165
RAD, 67, 83
radioactive decay, 18,83
RAM, 28, 176
random numbers in machine code, 260
reaction timer, 144
read memory, 183
resistance measurement, 162
resonance
LCR, 73, 170
tube, 44-59
response, student's, 42
rifle pellet speed, 145
RND, uses, 18, 83-4
ROM, 30, 176, 277
scattering of alpha particles, 24,88
screenfill, 230
screen scroll, 260
second processor, 32, 52
self-modifying programs, 230
sensing inputs, 109
sensors, 118
serial data transfer, 134
serial register, 134
seven segment display, 281
shift instructions, 204
shift register, 108
SIGN bit, 203
simulation
alpha particles, 24, 88
Brownian motion, 250, 260
capacitor discharge, 84
fox and rabbit populations, 90
interference of waves, 19
molecular motion, 19, 250
oscillations, 71, 87
projectiles, 23,86
radioactive decay, 18
resonance tube, 44
ripple tank, 19,22
satellite motion, 24,88
wave motion, 258
spectrum analyser, 172
speed
measurement, 145-52
simulation, 70
of camera shutter, 147
of rifle pellet, 145
of trolley, 147
STA instruction, 183
STACK, 198, 205
STATUS register, 185
stopclock, 144
string manipulation, 42
strobe, 120
structuring programs, 43-58
subroutines
machine code, 242
switch
hardware debouncing, 115
software debouncing, 111
switching outputs, 107
TAB, 33
teletext
characters, 34
graphics, 34
in machine code, 222
temperature measurement, 166
testing, 15
text presentation, 37
timing
applications 142-52
in BASIC, 111
in machine code, 265-72
with the internal clock, 111
with timer 1, 127-31
with timer 2, 131-3
traffic lights, 107
transducers, 163
TRUE, 103
tutorial, 20
two-byte address, 128
two input board, 94, 142
twos complement, 101, 189
user port
addresses, 106
configuring, 106
connection to ADC, 161
connection to DAC, 154
connector, 143
versatile interface adaptor (VIA)
A-port, 119, 153
B-port, 105, 119, 153
connection to I MHz bus, 140
control registers, 119
data direction registers, 105, 118
timers, 127, 33
user port, 105
volatile memory, 27
voltage measurement, 160
waveform output, 137, 155, 172
wave simulation, 19
write to memory, 31, 183

X-INDEX, 182

Y-INDEX, 182

ZERO bit, 199
ZN425 DAC, 153
ZN427 ADC, 157
ZN428 DAC, 154
ZN448 ADC, 156

As a child, I typed in the programs listed in this book with my Physics teacher father. I would suspect children today would rather not endeavour on such a foolhardy chore! To that end, a double-sided, single density Acorn DFS disc image containing the majority of the programs in this book should be in the same folder as this document. Use an emulator such as BeebEm or B-Em to create a BBC Micro environment to demonstrate these programs. All the listings (and subsequent disc image) have been checked and corrected where necessary and run on a BBC Model B OS 1.2 and BBC Master 128 OS 3.50.

I need to point out to readers, however, that some of the programs are heavily dependent on I/O such as the printer port, user port and analogue port, as well as peripherals detailed in the text. Thus, it would be valuable to transfer the associated disc image to a real floppy disc or via a USB stick to run a Gotek floppy emulator and running these programs on a hardware BBC Microcomputer Model B or Master 128.

The BBC microcomputer in science teaching is an essential source book for science teachers who want to realize the full potential of the BBC microcomputer in their teaching - both in the classroom and in the laboratory.

The BBC microcomputer has many possible uses in the classroom. The full-colour graphics can be used to create imaginative, animated teaching programs. Difficult topics like waves and radioactive decay can be dynamically illustrated. This book shows you how to write your own programs using fast machine-code graphics and lists many example programs in full. It examines the uses of the BBC microcomputer in areas such as testing and marking, modelling and simulation and the full range of possibilities in computer assisted learning.

The BBC microcomputer can also be used to great effect in the laboratory where it can be linked to external devices through an interface and be used to take measurements and control experiments. Here too, the book lists many useful programs in full, showing for example, how time, speed and acceleration can be measured or how the voltage across a capacitor can be measured and plotted as it discharges.

This book is an expanded and completely rewritten BBC version of an earlier book by R. A. Sparkes called Microcomputers in science teaching.

Some reviews of Microcomputers in science teaching:
'R.A. Sparkes has produced a book, written directly for those science teachers who have a desire not only to use computers but also to get behind the coding and know how the programs work....The text is a goldmine of programming ideas and techniques showing the way desirable features can be coded.' School Science Review
'Any teacher, whatever subject or machine, will benefit from a look through these pages - here's an author who has undoubtedly spent an immense amount of time producing a wide-ranging and delightfully readable text.
One must repeat — brilliant, brilliant, brilliant!' Computers in Schools```

